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1 Introduction 

 

 

This thesis will introduce basic theory of procedural content generation (PCG), 

discuss the choice of methods to use, and lastly describe one implementation as 

the case study. The goal of this thesis is to answer to the following questions. 

Why procedural generation is found useful in content creation? How to define the 

desired properties of a PCG system? What are some often-used techniques used 

in PCG? How was the Unity game engine used in implementing the PCG tool of 

the case study? 

 

The definition of procedural content generation will be introduced in this thesis. A 

conclusive definition of the procedural content generation does not exist yet, and 

there are no definitive researches or textbooks about the subject. The lack of 

definitive study is recognized and a book by Togelius, Shaker & Nelson (2015) is 

underway to fill the gap. While the book is not yet complete, a wiki (Doull, 2015) 

containing a vast number of different techniques utilized in the PCG field is widely 

used by the developers. 

 

Essentially, the procedural content generation is the process of generating game 

(or other media) content with the help of computer algorithms. Still, each genera-

tion system is created to suit the desired result and use target at the time, and 

each type of content requires its own type of approach. Therefore, a single im-

plementation of a PCG system is easier to define, and the ways to dissect a spe-

cific system presented by Togelius, Yannakakis, Stanley & Browne (2011) are 

introduced in this thesis through a practical example. 

 

There are a number of reasons for using procedural content generation. The fol-

lowing four reasons are defined in this thesis: memory consumption, prohibitive 

expense of manually creating game content, emergence of completely new types 

of games, and potential to augment human imagination. The existence of most 



2 

of the PCG systems can be articulated to happen because of at least one of them. 

The reasons are not mutually exclusive, but usually one of the reasons is the 

main reason for the development of a PCG system. There will be a few real life 

examples introduced that represent some of these common reasons: video 

games Elite and Rogue, and a tree modelling software SpeedTree. 

 

Procedural content generation is used widely in games and other media to gen-

erate the game content like levels, maps, and dungeons as well as graphical 

content like textures, rocks, and trees. The implementation of the PCG system 

and the choice of algorithms depend heavily on the content being generated. This 

leads to the need to define the behaviour of the PCG system, so this thesis will 

try to satisfy this need by presenting a group of pairs of extremes, between which 

a PCG system can be placed to help define its characteristics and usage: online 

versus offline, necessary versus optional content, random seeds versus param-

eter vectors, stochastic versus deterministic generation, and constructive versus 

generate-and-test. 

 

The case study of this thesis is a procedural content generation tool implemented 

in Unity game engine editor. The primary purpose of the tool is to provide a way 

for level designers to generate cities in a way that they manifest as gameplay 

spaces. That is to say, the tool is not meant to generate realistic looking city-

scapes, as large cities would be too complex and repetitive in first1 or third2 per-

son games.  

 

 

                                            

1 In first person perspective, the game is rendered from the viewpoint of the player character. 

2 In third person perspective, the player character is visible on the screen. 
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2 Procedural content generation 

 

 

Procedural content generator is a computer driven system that uses algorithms 

to produce desired content. This chapter will define the subject as it has been 

defined in earlier research as well as present the reasons to utilize a PCG system. 

The subject will also be dissected to reveal the ways to define individual PCG 

systems. 

 

2.1 Definitions 

 

Procedural content generation has been defined differently by various people. 

For someone PCG is inherently stochastic3, while someone might argue that 

PCG does not require random or pseudo-random process to have the desired 

unpredictability. For example, hash functions4 can be used to generate unpredict-

able results without random numbers. According to a Roguelike developer An-

drew Doull (2008) PCG is “the programmatic generation of game content using a 

random or pseudo-random process that results in an unpredictable range of pos-

sible game play spaces.” Togelius, Kastbjerg, Schedl, and Yannakakis (2011) 

define PCG as “the algorithmical creation of game content with limited or indirect 

user input”. They deliberately leave the randomness out of the definition because 

they recognise the existence of entirely deterministic5 PCG systems.  

 

                                            

3 Stochastic is a term used to describe a system, which is unpredictable due to a random variable. 

4 A hash function is any function that can be used to map digital data of arbitrary size to digital 

data of fixed size, with slight differences in input data producing very big differences in output 

data. 

5 Deterministic system is not affected by randomness in creating the future states. A deterministic 

system will produce the same outcome given the same beginning state. 
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The content in context of PCG can be a wide variety of data that games contain. 

Depending on the type of game, it can be maps, items, game rules, textures, 

characters, stories, weapons etc. Any non-player character or AI behaviour, how-

ever, is not considered content. While some PCG algorithms might include char-

acteristics from AI algorithms, all behaviour is kept separate from PCG in order 

to clarify the content generation process. (Togelius et al., 2015) 

 

The terms procedural and generation refer to the computer procedures and algo-

rithms that generate some output. The computer is the essential part of PCG as 

it drives the system, but human input can be equally important. The kind of con-

tent that is generated and the amount of oversight wanted from the user deter-

mines the significance of the user input. The sub topic of PCG discussing and 

defining the amount of human input that influences the final output is called 

mixed-initiative procedural content generation. (Liapis, Smith, & Shaker, 2015) 

 

2.2 Reasons to use procedural content generation 

 

There are several reasons for game developers to implement procedural content 

generation. Togelius et al. (2011) define the four distinct arguments: memory con-

sumption, prohibitive expense of manually creating game content, emergence of 

completely new types of games, and potential to augment human imagination, 

which are described with some real life examples as follows: 

 memory consumption – content can be kept ”unexpanded” within the 

seed values6 of the PCG system, example: Elitea; 

 prohibitive expense of manually creating game content – procedural 

generation tools provide game designers a way to produce vast 

amounts of content with a couple of parameters, which is ever more 

                                            

6 Seed value (random seed, seed state, or seed) is a value or vector used to initialize pseudo-

random number generators and other deterministic algorithms. 
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valued as games are expected to have more and more highly de-

tailed content, example: SpeedTreeb; 

 emergence of completely new types of games – games built around 

the procedural content generation can provide infinite replay value as 

the algorithms give player infinite amount of meaningfully different 

content, example: Roguec; 

 potential to augment human imagination – a certain amount of same-

ness can be expected when a human designer creates a lot of con-

tent, and usage of offline algorithms can provide results that inspire 

the human designer and result in a more diverse end product. 

 

2.3 Real life examples 

 

Here are introduced some classic examples of PCG. First the Elite, a space trad-

ing game from 1984 which implemented PCG algorithm as a data compression 

method, then the Rogue, one of the first games with procedural dungeon gener-

ation, and finally procedural graphics and an award-winning software SpeedTree, 

which is used to procedurally generate trees and other vegetation not only in 

games but other media, such as movies, too. 
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 Elite (1984) 

 

 

Figure 1 The BBC Micro version of Elite, showing the player approaching a Coriolis space 

station (Picture: ThomasHarte) 

 

Elite (Figure 1) is an early example of completely deterministic PCG that utilises 

PCG solely to reduce memory consumption. Taking into account the hardware of 

the BBC Micro (for which the Elite was first developed), it would have been im-

possible to get all the star system information into the 32 KB memory of the BBC 

Micro Model B (Wikipedia, 2016). The solution was to develop a deterministic 

PCG algorithm, and store the entire game universe in a series of seed values 

(presumably one for each star system). Therefore, in the final game, the devel-

opers knew everything about the resulting star systems even though they were 

procedurally generated because the seed values were static and the generator 

deterministic. In this context, the purpose of PCG is not to generate unpredictable 

content, but to compress the game data to be generated during runtime. (Togelius 

et al., 2015) 
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 Rogue (1980) 

 

 

Figure 2  Rogue in an ASCII terminal 

 

Rogue (Figure 2) is one of the earliest games that uses procedural dungeon gen-

eration, and it is a prime example of emergence of completely new types of 

games when a PCG system is implemented. It is one of the most significant 

games in regards to the traditional procedurally generated game content, so sig-

nificant in fact, that it spawned its own game genre: Roguelikes. Roguelikes rely 

highly on the pseudo-random process to generate most of the game content. 

These games typically take place in some kind of fantasy environment containing 

random creatures and items while the gameplay consist of killing the creatures, 

collecting items, and progressing the random generated dungeons. Roguelikes 

also implement the permanent death (permadeath) into the game, which means 

when the player dies, the game has to be started over without any progress being 

saved. While the permadeath was more common in games in the 80’s and 90’s, 

roguelikes have kept this feature to this day, mostly because the PCG provides 

such a different experiences between game sessions that the death is negligible. 
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 Procedural graphics and SpeedTree 

 

Procedural generation is also often used for the graphical content of games and 

other media, partly to relieve the prohibitive expense of manually creating every 

unique rock, tree, and flower. The classic example is procedural textures, which 

are used to generate realistic representation of natural materials (wood, stone, 

metal, etc.) The procedural process ensures that the textures have always the 

same characteristics, but random factor makes every texture slightly different 

(making them look more organic), breaking the possible visible pattern that would 

be present in hand-drawn tiled textures. SpeedTree is one widely used software 

that can be used to procedurally generate wide range of vegetation. The Speed-

Tree generates not only the textures, but also the 3D models and shaders7 of the 

trees. 

 

2.4 Procedural content generation dissected 

 

While there are no definitive researches or publications which would offer a basic 

taxonomy of approaches for PCG, the following distinctions drawn by Togelius et 

al. (2011) help placing a particular example of PCG between each of these pairs 

of extremes. Online versus offline, necessary versus optional content, random 

seeds versus parameter vectors, stochastic versus deterministic generation, and 

constructive versus generate-and-test. By defining the system with these pairs 

the purpose of the system becomes clearer to the developer, the user, and pos-

sible other people who examine and study the system. 

 

 
  

                                            

7 Shader is a computer program that calculates the rendering of 3D models. 
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 Online versus offline 

 

The first definitive distinction is whether the content generation is processed 

online, during the runtime8 of the game, or offline during the development before 

shipping the game. The process of an online PCG has some strict requirements: 

it has to be very fast, have predictable runtime and its results have to be of pre-

dictable quality. For example, an online dungeon generator creates the content 

when game level is loaded, while in an offline generator, the algorithm suggests 

the layout of the dungeon and it is edited and perfected by a human designer.  

 

 Necessary versus optional content 

 

The next distinction is the necessity of the generated content regarding the game-

play. The player is required to get through the necessary content in order to com-

plete the game, while the optional content can be avoided. An example for the 

former could be rooms of the dungeon generator that must be traversed, while 

the latter could be items that the player might not encounter. It is important to get 

the generator creating necessary content to output correct and working results, 

while requirements for optional content are not as strict. 

 

 Random seeds versus parameter vectors 

 

Another distinction defining the generation algorithm is the extent of its parame-

terisation. On one extreme the algorithm might only take one seed value and 

generate the whole content with it, while on the other extreme the algorithm might 

take a set of real-valued parameters to specify the properties of the generated 

content. For example, a PCG algorithm could generate the entire dungeon from 

                                            

8 The term runtime is used in programming to refer to a process that is done when the program 

is run. The other alternatives are compile time, which means the process is done when the pro-

gram is compiled, and author time, which means during the development. 
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the initial seed value, or take restricting area and a number of rooms and corridors 

as parameters in addition to the seed. 

 

 Stochastic versus deterministic generation 

 

The amount of randomness in content generation depends highly on the purpose 

of the system. As extreme examples, dungeon-generation algorithm of a 

Roguelike never produces the same content given the same seed, while com-

pletely deterministic system can be used as a form of data compression as seen 

in Elite. 

 

 Constructive versus generate-and-test 

 

The final distinction is between algorithms that can be defined as either construc-

tive or generate-and-test. Constructive algorithms are those that generate the 

content once without any following procedures, while generate-and-test algo-

rithms at least make sure the content is correct. The generate-and-test algorithms 

can implement various evaluation processes to guarantee a working result, and 

in a case of failure, some or all of the generated content is discarded and regen-

erated. There are various algorithms developed to ensure the correctness of the 

content during the generation and to evaluate the outcome. For example, a dun-

geon generator could perform a test to see if the dungeon can be traversed 

through by running a pathfinding algorithm through the level. However, these 

evaluations depend highly on the type of generation done and algorithms used in 

it. As a more advanced example, genetic algorithms are often used in various 

PCG systems to learn and evolve the generation process to get the strongest 

results. 
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3 Procedural generation techniques 

 

 

Procedural generation techniques and algorithms depend highly on the gener-

ated content. The technical community has established a collection of them that 

are generally used. Some of the most common techniques are explained here: 

pseudo-random number generators (PRNG), gradient noise and random points, 

as well as a bit more special but widely utilized technique Lindenmayer systems. 

 

3.1 Pseudo-random number generators 

 

Random number generation (RNG) is perhaps the single most important tech-

nique in all of procedural generation. While it is not always required in PCG, the 

unpredictability it provides is a great tool for most of the procedural processes. 

As opposed to true random number generators (TRNG) that often require some 

sort of physical phenomena for the computer to be able to generate truly random 

numbers9, PRNGs are very efficient as they can generate many numbers in a 

short time. PRNGs are also deterministic, so they generate a sequence of num-

bers that can be reproduced as long as the starting point is known. These char-

acteristics make PRNGs very suitable for procedural generation as speed is often 

high priority in computer processes, and the determinism provides a useful tool 

to be able to foresee the output. (Haahr, 2016) 

 

  

                                            

9 Random.org uses atmospheric noise recorded with a radio (Haahr & Haahr, 2016) while HotBits 

numbers are “generated by timing successive pairs of radioactive decays detected by a Geiger-

Müller tube interfaced to a computer” (Walker, 2006). 
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3.2 Noise 

 

One of the most widely used techniques in procedural generation is the utilization 

of gradient noise. The first gradient noise implementation, called Perlin noise 

(Figure 3), was developed by Ken Perlin in 1983. Gradient noise is created by 

generating a lattice of pseudo-random values, which are then interpolated to ob-

tain values between the lattices. (Ebert, Musgrave, Peachey, Perlin, & Worley, 

1994; Piiroinen, 2014, pp. 28-31) 

 

 

Figure 3  Perlin noise (Figure: Maksim) 

 

The gradient noise is originally used in texture generation, as it generates tex-

tures without visible grid artifacts (Perlin, 2001). Perlin noise is however used in 

all kinds of other PCG implementations too. It is widely used, for example, in ter-

rain and map generation by layering different noise outputs together to create 

landmasses and biomes within those landmasses. One extremely popular proce-

durally generated game is Minecraftd, which uses 3D Perlin noise to generate the 

infinite blocky terrain. (Persson, 2011) 

 

3.3 Lindenmayer system (L-system) 

 

An L-system is a rewriting system that operates on strings of symbols. 
The system is defined by assigning an alphabet of symbols, an initial 
string of symbols, and a set of rewriting rules. The initial string of symbols 
is also referred to as the axiom, whereas the rewriting rules are also 
called productions. The productions specify how a symbol is replaced by 
a single or a string of symbols at each rewriting step. As symbols stem 
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from a finite alphabet, a string of symbols is commonly refer[r]ed to as a 
word. (Eilertsen, 2013) 

 

L-system was first developed by Aristid Lindenmayer in 1968 to model plant 

growth. It is used widely on generating plants procedurally as it creates fractal 

structures, which represent accurately the way plants grow in the nature (Figure 

4). 

 

Figure 4 An L-system implementation called Pythagoras tree after seven recursions (Fig-

ure: Svick) 

 

While the L-system itself only generates the words of symbols, how these words 

are interpreted as different procedural generation systems depend on the context. 

One popularly adapted technique is to utilize words generated by an L-system in 

city generation when generating the streets of the city (Parish & Müller, 2001). 

Compared to plant growth simulation, the street generation requires a highly so-

phisticated evaluation when using L-systems. The Parish and Müller’s implemen-

tation uses the L-system as a generic template, while implementing an assort-

ment of constraints and parameters that are used to evaluate each production 

after which the road segments that were accepted during the evaluation are 

placed into the content. 

 



14 

3.4 Random points 

 

While some kind of noise is often used as the starting point of procedural content 

generation, generating a set of random points in 2D or 3D space with the help of 

a pseudo-random number generator is equally as common. After a set of points 

(sometimes within certain boundaries) is generated, these points can then be 

used in different models, such as voronoi diagram and space colonization as de-

scribed here. 

 

 Voronoi diagram 

 

Voronoi diagram is a way of partitioning a plane with the use of set of points 

(called seeds) in that plane. The regions in the diagram are based on the distance 

of each point in the plane to the closest seed. The diagram is drawn by drawing 

lines through points that are equal distance away from their closest seed. (Figure 

5) 

 

Figure 5 Voronoi diagram (Figure: Balu Ertl) 

 

The result of Voronoi diagram calculation is normally used in map and texture 

generation, and it results in more organic division than rectangular or circular di-

vision would. In map generation, it can be used to represent countries, vegetation, 

sea, land, or almost anything that presents itself as regions in a map. 
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Voronoi diagram is also used as the basis for Worley noise, noise algorithm de-

veloped by Steven Worley in 1996. The Worley noise is meant to complement 

Perlin noise and “to produce textured surfaces resembling flagstone-like tiled ar-

eas, organic crusty skin, crumpled paper, ice, rock, mountain ranges, and cra-

ters.” (Worley, 1996) 

 

 Space colonization 

 

Space colonization in the context of PCG is a process of filling a space defined 

by boundaries. One example of this is tree generation: While L-system can be 

used to generate trees by starting from the root and creating branches by assign-

ing “branch growing” instructions to the L-system’s symbols, space colonization 

starts by assigning the positions of leaves that serve as attraction points for the 

branches (Gallant, 2014). 

 

Next is a description of tree generation by Gallant (2014) to help understand how 

space colonization is implemented in tree generation: 

1. Define an area for the crown of the tree. 

2. Populate the defined area with attraction points. 

3. Create the trunk of the tree, by adding Branches below the defined 

area. Keep growing branches upwards until the MaxDistance be-

tween a Leaf and a Branch is reached, which will result in the initial 

trunk (Figure 6). MaxDistance is a parameter that defines how far a 

Leaf can be to attract a Branch. A Branch is not affected by Leaves 

that are further away than MaxDistance. At this point, branches cre-

ating the trunk will be within MaxDistance from some of the lower 

points, and the branching can be started. 

4. Process the Leaves, by comparing it to all the Branches. Calculate 

the direction and distance from the Leaf to the Branch. If the distance 

is smaller than MinDistance, we remove the Leaf for it has been 

reached. If the distance is greater than MaxDistance, we ignore it, 
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since it is too far. Otherwise, we check if the Branch is the closest 

Branch to this Leaf. Each Leaf can only affect one Branch at a time. 

5. Once the closest Branch is determined, we increment the GrowCount 

of that Branch, and add the direction of the Leaf to the GrowDirection 

of the Branch. If multiple Leaves attract a branch, then the GrowDi-

rection will be an average of all of the Leaf directions. 

6. Now loop through the Branches, and process any Branch with a 

GrowCount > 0. Divide the GrowDirection by the GrowCount, to get 

the average direction, and then create a new branch with this 

GrowDirection, linking it to the Branch being processed as its parent 

(Figure 7). Then reset the GrowCount and GrowDirection of the par-

ent Branch. 

7. Repeat from step 4 until there are no Leaves left, or no more 

Branches are growing. 

 

 

Figure 6 The tree trunk before space colonization branching starts. (Figure: Jon Gallant) 
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Figure 7  Space colonization growing a tree, orange lines are the branches grown in current 

iteration (Figure: Jon Gallant) 

 

Space colonization simulates the growth process of the tree, which then results 

into realistic looking tree, while L-system uses its own approach to reach the 

same result. When used to generate trees, space colonization can therefore be 

said to be teleological while the usage of L-system is ontogenetic. 

– – The teleological approach creates an accurate physical model of the 
environment and the process that creates the thing generated, and then 
simply runs the simulation, and the results should emerge as they do in 
nature. 

The ontogenetic approach observes the end results of this process and 
then attempts to directly reproduce those results by ad hoc algorithms. 
Ontogenetic approaches are more commonly used in real-time applica-
tions such as games. – – (West, 2008) 
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4 Case: City generation tool for Mental Moustache Ltd. 

 

 

The idea for this tool started from the thought of possible uses for procedural 

generation in a game development process with Unity game enginee. Game and 

level designers have often a preference of being in total control of their work, so 

highly parametric and deterministic procedural generation system was imminent. 

The content, streets and buildings of a city, came from a game idea of a third 

person game in a city. During the development of the tool, an idea of other content 

arose also, so the tool could possibly be used to place content such as trees, for 

example. Nevertheless, the focus in this thesis will be the implementation of pro-

cedural generation methods in the tool. 

 

The development started by implementing a version of procedures introduced in 

Citygen by George and Hugh (2007). Citygen utilizes the minimal cycle basis 

(Eberly, 2005), which in this system processes a graph of nodes and edges into 

primitives. This graph defines the areas in which the procedural generation takes 

place. By defining the area precisely, the user can tell explicitly where the proce-

dural content will take place. After the user has defined the nodes and edges for 

the graph, the minimal cycles (defined below) can be found and primitives are 

defined. These primitives will then be the units in which the procedural roads are 

generated. 

 

4.1 EdgeGraph system 

 

The graph is the combining structure that contains the initial node and edge lists 

as well as runs the processing methods. While a more compact way to represent 

the graph would be a matrix with the elements representing the edges, having an 

object-oriented structure for the nodes and edges enables them to have different 

individual properties, such as edge width. The data defined by the user is kept in 

its original form inside the graph, and copies of the user defined nodes and edges 
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are made when processing them in order to preserve the initial state as it makes 

regeneration easier. 

 

The edges does not hold any position related data in them. They have a unique 

ID, references to each node’s ID they are connected to (node1 and node2), and 

the width of the edge. The width is used in the processing step of offsetting prim-

itives inward.  

 

The nodes are the structure in which the real data is stored. Every node has a 

unique ID, position, and a list of adjacent node IDs.  

 

The primitives have their own copies of nodes and edges created during the 

processing procedure in the graph system. The copying keeps the relationships 

between nodes and edges intact while assigning new unique IDs for all entities. 

The system utilizes the methods introduced by Eberly (2005), implemented for 

this tool in C# using the nodes-and-edges structure. In short, the minimal cycle 

extraction starts with the left-most node and goes through the adjacent edges 

counter-clockwise, ending either in the starting node and creating a primitive 

(Figure 8), or ending in a node with no next edge resulting in a filament. The 

filaments are discarded in this implementation as of now, and only the primitives 

are kept. The processing of filaments and therefore the possibility of creating 

dead-end roads could be added in further development. 

 



20 

 

Figure 8 Primitives are formed by traversing around the graph counter-clockwise, starting 

from the left-most node. 

 

The minimal cycle procedure produces a list of primitives that are then processed. 

The processing procedure is as follows: 

1. Make copies of the given nodes and edges to ensure breaking the 

link to the nodes and edges created by the graph 

2. Offset the primitive polygon inwards by shifting each node by average 

of the width of adjacent edges 

3. Cut angles sharper than 45 degrees by creating a 1 unit long edge 

between the edges that create the acute angle 

4. Combine nodes that are too close (half a unit) to each other after the 

angle cutting 

5. Calculate bounding box for the primitive 

6. Sort nodes to be in counter-clockwise order 

7. Run evaluation method which checks if there are angles sharper than 

5 degrees (changing the angle doesn’t provide much difference in the 

result, so it is hard coded) and mark the global evaluation result ac-

cordingly 
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Steps 3 and 4 are only run if makeNice parameter is set to true when calling the 

processing method as the acute edge cutting might not be wanted, for example 

in a case when the node count of resulting primitive has to be the same after the 

processing. 

 

Primitive offset 

Each node in the primitive is offset inward depending on the each edge adjacent 

to the node. The width given to each edge is the gap that is made between the 

offset edges, so in the node offsetting algorithm the widths are halved. The algo-

rithm starts by finding the adjacent edges of the current node, and calculates their 

inward normal. Lines are then defined going through the point determined by the 

inward normal and halved width. The lines go along the new offset edges with 

twice the length of the original edge, to ensure intersection points. The intersec-

tion of these two offset edges is the new position of the current node (Figure 9). 

The original graph with several possible primitives is split into each individual 

graph with their own primitive and nodes, so that this process can be done to 

every primitive without them interfering with each other. 

 

 

Figure 9 Node offsetting logic 

 
4.2 Sub edge generation 

 

The procedural part of the tool is the ability to generate edges within the primi-

tives. In this system, these are called sub edges. The intent in the beginning was 

to follow the footsteps of other procedural city generators, mainly the George and 
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Hugh’s (2007) CityGraph and the Parish and Müller’s (2001) CityEngine. These 

systems utilize L-Systems for the road generation, and they have implemented 

highly sophisticated generation and evaluation systems for the L-systems to work 

in a predictable way. 

 

 Usage of space colonization 

 

To utilize L-system in a city generator high amount of evaluation is required for 

the system to create acceptable results. Implementing the evaluation procedures 

takes time, as it has to be tested and tweaked to reach good results. For this 

reason, the space colonization was chosen for this tool instead. Space coloniza-

tion provides a simpler way to generate the streets inside given boundaries with 

less evaluation than the L-system. The EdgeGraph tool provides following pa-

rameters for space colonization:  

 number of (attraction) points to generate,  

 “margin” value to determine how close to the primitive edges the points 

are allowed to be,  

 the starting point of the generation,  

 minimum and maximum distances of the target points from road growth,  

 segment length traversed on each iteration, and  

 minimum angle, which determines sharpest angle that the road builder is 

allowed to make (if sharper, the builder will make a 90 degree turn).  

 

EdgeGraph’s algorithm uses the bounding box of the primitive to determine the 

random values on x and z-axes. While the bounding box is always quadrilateral, 

the random points have to be tested if they are inside the primitive polygon. The 

test is done by using the “even-odd rule” (Wikipedia, 2016). The point is saved if 

it is inside the polygon as well as more than a “margin” distance from the closest 

edge. After generating desired amount of points, the growing algorithm is started. 
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 EdgeBuilder 

 

The growing algorithm, in this tool called EdgeBuilder, differs in some points from 

the Gallant’s (2014) tree generation algorithm, as the purpose of EdgeBuilder is 

not to generate tree branches. The goal was to utilize space colonization to create 

simple branching roads without excessive amount of intersections. Following are 

the procedures the EdgeBuilder uses in the sub edge generation. 

 

Average distance vs closest attraction point 

Because the three-branch generation results in high amount of small branches, 

the algorithm had to be altered to result in simpler “branches”. The EdgeBuilder 

does not calculate the averages, but takes only the closest attraction point to-

wards which it advances until at MinDistance from the point.  

 

Ensuring all targets are visited 

In case all the non-visited targets are over MaxDistance away, the EdgeBuilder 

traverses back the generated edges until a non-visited target is below MaxDis-

tance. If all non-visited targets are over MaxDistance, it picks the closest visited 

point to the non-visited target and continues generation there.  

 

Preventing nodes inside straight edges 

During determining the new edges, the advancing algorithm checks with vector 

dot product if it is continuing on the same direction as in the previous step. By 

moving the previous node to the current position, the result does not have nodes 

inside straight edges. 

 

End point connection 

At this point, the resulting structure is a sprawling line from target to target, 

branching at a couple of places. To have the edge generation end up with closed 
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spaces that are later processed for primitives, an additional end point connection 

procedure is run after the EdgeBuilder has stopped. The connection algorithm 

has two different processes for each end node (nodes with only one adjacent 

edge): connect to a node close by or run a line cast and connect to edge that was 

hit. The choice between these two is made with the use of “subnode end connec-

tion range” parameter, which determines the distance in which a node has to be 

from the ending node, in addition to a rough direction (a 30 degree segment), in 

order to be connected to the ending node with a new edge (Figure 10). The line 

cast is done if no node was found (or if the range is set to zero) and a new node 

is created on the intersection point of the line cast and the edge that was hit. 

Finally, a new edge is created between the ending node and this newly created 

node. 

 

 

Figure 10  Subnode end connection range and the rough direction illustrated 

 

Node combining 

In addition to the processes above, there is also a node combining procedure that 

was added in order to make simpler sub edges. If the “subedge combine range” 

parameter is above zero, the nodes that are closer to each other than this range 

are combined into one node, which is the average of the predecessor nodes. The 

combining algorithm is run separately for the EdgeBuilder result and the final re-

sult after the end connection algorithm. 
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4.3 Unity Editor 

 

In this chapter, the different ways of implementing custom editor behaviour in 

Unity will be introduced. The three areas of Unity editor that the user can make 

custom behaviour for are Inspector, Editor Window, and Scene View (Figure 11). 

The Inspector is a specific editor window that shows information about each com-

ponent of selected objects. The custom editor behaviour in inspector happens 

through implementing a script that describes inspector behaviour of a component. 

Custom Editor Windows are windows inside the Unity editor similar to the Unity’s 

own windows for different parts of the editor, such as animator or game view. 

Editor Windows are implemented for more general-purpose editors, while through 

Inspector each component can have their own editor tools visible for the user. 

The last one is Scene View, in which the user can manipulate the objects in the 

game scene. Inside the Scene View, developers can implement their own han-

dles and GUIs (graphical user interfaces) for the object manipulation. 

 

 

Figure 11  Unity editor showing Scene View (red) and Inspector (blue). 
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 Inspector 

 

In Unity’s editor, Inspector is the window that shows all the information about 

selected object(s). Unity utilizes a component system for all objects in the game 

scenes, in which a game object contains a Transform component as well as all 

the different components for physics simulation, gameplay behaviour, audio, and 

graphics. Every class that is inherited from MonoBehaviour10 can be added to a 

game object, and have its own view in the Inspector among all the other compo-

nents of the game object. The view in the Inspector contains all serialized fields 

of the behaviour by default, but the view can be altered with by creating a custom 

editor for the behaviour. 

 

 Scene view 

 

The scene view is the window inside the Unity editor that is used to inspect the 

game scene. The scene camera is separate from the camera that the game uses, 

and it can be moved during the editing. On the scene view, the custom editors of 

behaviours can implement their own controls and GUIs that the user can use to 

manipulate the data in the behaviour. 

 

The different 3D controls are called Handles. There is a number of functions in 

Unity for shapes (2D and 3D) and lines that can act as handles, and they can be 

used to provide the user a way to interact with the data. Functions for the tradi-

tional 3D manipulation handles such as position, rotation and scaling handles are 

also provided, and using them can be beneficial as the user will be familiar with 

them already. (Unity Technologies, 2016a) 

 

                                            

10 MonoBehaviour is the name of the class that implements the component pattern in Unity. 
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Scene view can also contain GUIs that are “floating” on the scene view window. 

These UI windows provide a way for the user to concentrate on the scene view 

only, and still modify values of the objects manipulated. 

 
 Editor Window 

 

Every individual window inside the Unity editor is an editor window, and they can 

be created by the user. Editor Windows are usually more general editors, used 

for editing asset files or sub-systems of the game. 

 

4.4 Editor for EdgeGraph 

 

In this chapter, the usage of the above-mentioned areas in the EdgeGraph editor 

will be described. The Inspector is used for most of the data and parameter han-

dling of the system with the generation process calls, while the handles in the 

Scene View provide an easy method for the user to manipulate the nodes and 

edges in the game world. 

 

 Inspector 

 

In the EdgeGraph’s Inspector, the user can manipulate the node and edge data, 

control the generation process and manipulate the parameters. The node and 

edge data modification fields can be hidden, as they are not used in the typical 

workflow of the tool, but are still a valuable information for the user, as the scene 

view does not show any coordinate values for the nodes or edges. The sub edge 

generation parameters and controls are hidden if there are no primitives in the 

graph (Figure 12). 
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Figure 12 Graph inspector user interface 

 

The sub edge generation parameters in the inspector are as follows: 

 Target count is the amount of points generated inside the primitive. 

 Margin is the minimum distance that the generated points are al-

lowed to be from the primitive edges. 

 Width is the edge width that is set to every sub edge. 

 Min Angle is the minimum angle the edge builder can turn on one 

iteration. Smaller angles result in a 90-degree turn. 

 Segment Length is the distance the edge builder advances in each 

iteration. 

 Min Distance is the minimum distance from current position on edge 

builder to generated points at which the point is considered visited. 

 Max Distance is the maximum distance at which the edge builder 

considers the generated points towards which to advance. Closest 

point is always chosen among ones at less than max distance. 
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 Sub node combine range is the range within which sub nodes are 

combined. The generation results are better when the range is more 

than zero as the resulting nodes are not very close to each other. 

 Sub node end connection range is the range within which ending 

nodes (nodes with one adjacent node) are connected to other 

nodes in order to ensure full primitives in the result. 

 

 Scene View and sub edge generation 

 

The EdgeGraph editor utilizes cubes and lines for presenting the nodes, edges, 

and primitives for the user. The node handles in the tool are small cubes. The 

use of a cube instead of the 3D position handle is because the data in the graph 

is in two dimensions, so the arrow for Y-axis would not be used. In addition, the 

scene view would be too cluttered if there were three arrows for each node posi-

tion. 

 

The position modification of nodes is made by moving the nodes in the XZ –

plane11, so when the user drags a node’s cube handle, only the node position’s 

X and Z values change. The existing nodes can be removed by holding shift key 

and selecting a node. New nodes can be added in two ways: adding a node to 

cursor position and adding a node by splitting an edge. First is done by holding 

control key, and the second is done by holding both shift and control keys. When 

the new node is being added to an existing edge, an indicator (blue dot) is drawn 

on the closest point on the closest edge to the cursor, where the new node will 

be created (Figure 13). The node adding on the edge was added during the de-

velopment because the need to be able to split current areas with edges came 

up. 

 

                                            

11 Unity uses left-handed coordinate system with Z-axis pointing forward and Y-axis pointing up-

ward. 
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Figure 13  Node adding by splitting an edge 

 

The handle functions used to indicate the edges are lines, and when in edge 

editing mode the cubes indicating nodes cannot be moved. The line handles can-

not be interacted in any way so they are only meant to inform the user. The node 

cubes are used when new edges are created. The user starts by clicking a node 

they want the edge to start from and simultaneously pressing control key, and 

drag towards other nodes. The tool will draw a differently coloured line to the 

closest node from the cursor, indicating where the new edge will be created if the 

user lets go of the mouse button (Figure 14). If the closest node is the node where 

the user started, no line will be drawn and this way the user can cancel the new 

edge adding. In order to remove existing edges, when shift key is pressed cubes 

are drawn in the middle of the edges and by clicking these the edges are re-

moved. 
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Figure 14  Edge editing tools 

 

Edge widths can be edited in the edge editing mode by enabling a toggle. When 

in width editing mode, the user can use a brush-like tool to help change widths of 

several edges easily, or change width of every edge to the set value. (Figure 15) 

 

 

Figure 15  Edge tools with width editing 

 

When the user has processed the minimal cycles by pressing the button in the 

inspector (Figure 12), the primitive mode is enabled on the scene view. In the 

primitive mode, the user can select one or more primitives that were found on the 

graph by holding control key and clicking inside the primitives (Figure 16) and 

change the generation parameters for the selected primitives. If none is selected, 

the settings are set to every primitive. If the user holds shift key in the primitive 

mode, the root node selection tool is enabled (Figure 17). The tool will indicate 

the closest node of the selected primitive from the cursor, and by clicking the user 
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sets the node. The root node is the node from which the sub edge generation 

starts. 

 

 

Figure 16  Primitive selection 

 

 

Figure 17 Root node selection 

 

After setting the parameters, the sub edges can be generated either by using the 

current seed visible in the UI or by generating or inputting a new random seed 

before the generation (Figure 12). When the sub edges are generated, the prim-

itive editing mode will show the generated sub edges by drawing a line handles 

for the sub edges, and cube handles for the nodes that the sub edges go through. 

The user can then edit the generation results, so the user is in charge of the 

generation before and after the generation process. (Figure 18) 
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Figure 18 Sub edge editing 
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5 Discussion 

 

 

When developing the EdgeGraph tool incrementally, in the beginning some parts 

of the system were better planned than others. During the development cycle, the 

function and utility of parts of the implementation became clearer, and some parts 

ended up working well, while others could have been made better. In this chapter, 

both possible improvements, and problems solved during the initial development 

of the EdgeGraph tool, are discussed. This is to provide a starting ground for 

further development as well as the reasons behind current solutions. 

 

5.1 Defining the EdgeGraph tool 

 

In this thesis the definition and dissection of a PCG system was introduced, and 

in this chapter, the EdgeGraph tool will be inspected within these terms. The first 

terms were the reasons why one might implement a PCG system, and the second 

terms were the dissecting pairs. The example helps open up the behaviour of the 

tool as well as provides an example on how to define and dissect any PCG sys-

tem. 

 

Four reasons to utilize PCG were introduced in this thesis: memory consumption, 

prohibitive expense of manually creating game content, emergence of completely 

new types of games, and potential to augment human imagination. The 

EdgeGraph tool falls mostly into the category where the tool is meant to decrease 

the amount of manually created game content. Secondary reason was the 

potential to augment human imagination. These reasons manifest in the fact 

that the purpose behind the tool is to help designers and artist to create the game-

play spaces for games by generate city with buildings and vegetation. While the 

system reduces the amount of manual work by the designers, the workload is still 

large. The tool augments the human imagination as the amount of content in-

creases. 
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The dissection pairs of extremes introduced in this thesis are: online versus of-

fline, necessary versus optional content, random seeds versus parameter vec-

tors, stochastic versus deterministic generation, and constructive versus gener-

ate-and-test. The EdgeGraph tool works purposefully offline, as its main function 

is to help in content creation during game development, not generate the cities 

during runtime. While the content is necessary in the way that the city streets are 

where most of the gameplay happens, the designer input negates some of the 

high requirements for traditional necessary content. However, because the de-

signer’s workflow benefits from well working generation as it reduces the amount 

of fixing by hand and regeneration, the content the tool generates can be defined 

as necessary. 

 

The parameters of the systems in EdgeGraph tool are discussed below in chapter 

5.4.2. The tools is meant to be highly parameterised in order to comply with the 

designer-centric generation process. The work of the designer starts by defining 

the nodes and edges that form the primitives. The primitives are the first param-

eter vectors given to the system, and additional values, including a seed value 

for the PRNG, that dictate the behaviour of the sub edge generation can be mod-

ified in the editor. The EdgeBuilder is entirely deterministic, as the same seed 

value with the same root node generate the same results every time. By changing 

the root node only, the attraction points for the space colonization are the same 

but the generation starts from different node. 

 

The EdgeBuilder is still a constructive process, as it has very little testing and 

evaluating. For it to be able to perform well during extended use, evaluation to 

guarantee working results without human input after the generation is desirable. 

This puts the current implementation to the constructive end of the pair, while the 

intent for the finished tool would be closer to the generate-and-test end. It can be 

deduced from this dissection that this is one of the biggest developing focuses 

for the future of the tool. 
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5.2 Node position and manipulation 

 

The EdgeGraph tool was created from the beginning to be a very user-input 

heavy PCG system, and the interface to manipulate the nodes and edges as the 

parameters for the generation are very important for the usability of the tool. In 

this chapter, the implementation of the tool and its future development goals are 

discussed from the perspective of the node manipulation. 

 

The final data structure of the graph was the result of some iteration. The rela-

tionship between the graph, edges, and nodes was chosen because in its current 

form the position of each node is only saved in one place. In the first iterations, 

the edges held a reference to each node, but it became difficult to ensure the 

relationship between edges and nodes because of Unity’s internal serialization. 

The difficulty rises from the fact that Unity’s serialization treats custom classes as 

structs (Unity Technologies, 2016b) so in order to keep the real references to 

node objects in edge objects ”re-referencing” algorithms had to be run to refresh 

the objects references according to the node IDs after each time Unity serializes 

its data. In the current iteration, edges have references for node IDs and a list of 

nodes is given as a parameter when retrieving the node object. 

 

The node offsetting algorithm in the primitive class could be improved to provide 

results that are more reliable. The implementation in its current form in the 

EdgeGraph tool is a simple one, and the results are sometimes faulty. Especially 

in very narrow primitives, the offsetting can result in the edges crossing each 

other or even going outside the original primitive. There is some evaluation to 

check the crossing of edges in place, but it simply rejects the primitive altogether. 

To reach a better evaluation and therefore better functioning generation, the off-

setting could be more robust. One solution could be to utilize a polygon offsetting 

library, such as Clipperf. 

 

The nodes in the EdgeGraph are positioned in a XZ–plane to ensure that the 

graph is in two dimensions, mainly because the Eberly’s (2005) minimal cycle 
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algorithms work in two dimensions. First, the plane could be made to work in its 

own planar space, freeing it from any world axes. This would require some addi-

tional computation in the minimal cycle finding, but it would make the tool much 

more versatile. Second, the graph could work in three dimensions. Three-dimen-

sional graph would have some problematic cases for minimal cycle finding when 

edges branch in a way where only the third dimension differs. When releasing the 

graph from the plane, the generation could follow terrain topography and create 

the roads in uphill and downhill. 

 

5.3 Increasing usability 

 

The user interface, user experience, and further usability of the tool could be 

greatly increased, as it was smaller priority during the initial development. This 

chapter will discuss the ways of increasing the usability through UI and the data 

system. 

 

User interface 

The user interface for the tool could be implemented in a variety of ways that the 

Unity editor offers. In the current state of the tool, the UI is implemented through 

the inspector GUI, and the handles and a GUI window inside the scene view. To 

improve the usability and workflow of the tool further, some of the editor compo-

nents inside the inspector could be moved to the scene view GUI. The placement 

of the sliders and numeric fields is trivial, as the same methods that draw them 

can be called in either GUI. 

 

Data saving 

The goal for the EdgeGraph tool was to create gameplay spaces in a game 

placed in a city environment. This resulted in the utilization of the Inspector, and 

the EdgeGraph being a component of a game object. Implemented this way, each 

component generating the primitives is tied to the object, and can be saved as a 
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prefab12 if wanted. The generated data is only serialized in these objects and 

prefabs, which means it cannot be used elsewhere outside the Unity editor. 

 

If the data was intended to be saved in a file and used in a completely separate 

software, for example, it would have to be created through a different interface. 

While the data could be saved in a file from the current interface, it would not be 

intuitive, as the Inspector is meant to modify the properties of objects in the scene. 

There are at least two different ways for the interface to be implemented in Unity 

for the purpose of handling data serialized in a separate asset file: editor window 

inside the Unity editor, or interface created to be used during runtime in a built 

executable. 

 

The editor window inside Unity editor is better suited to edit different asset files 

than the inspector is. The implementation through editor window would still have 

to use the scene view for the editing to be intuitive and easy, but the data could 

be held in a different asset file than a prefab of an object. Unity has a structure 

created for this, ScriptableObject13, which can be derived from to create asset 

files to be used with Unity. Through this interface, the generated EdgeGraph data 

could be saved into an asset file, and later used for different scenes inside the 

game. While this implementation would provide a more generic place for all the 

EdgeGraph data, the content placed in the scenes through this generation system 

is still saved in the scene itself (buildings, streets, trees, etc.), which makes the 

primitive data less relevant for the end content. In addition, the data inside Unity 

asset files is not very accessible, as it is only accessed through editor views im-

plemented inside Unity. 

 

                                            

12 A prefab is an asset created to preserve a GameObject in Unity. 

13 ScriptableObject is a class in Unity that you can derive from if you want to create objects that 

do not need to be attached to game objects. They are most useful for assets that are only meant 

to store data. 
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A better alternative for an interface to save the EdgeGraph data to files would be 

to save the data into a binary file, or even in clear text to a text file. This could be 

done from a ScriptableObject through the Unity editor by converting the data in 

the asset to a different file type, but why stop there? The whole generation tool 

could be implemented using the in-game UI system of the Unity. This way the 

tool could be built and run as a separate procedural content generation software. 

While this method does not fit for the purpose of the EdgeGraph tool, it is a great 

way of implementing a more generic generation tool for different types of content. 

The downside of this approach is the work needed, as many of the features in the 

Unity’s editor tools would have to be replicated in the in-game UI system. 

 

5.4 EdgeBuilder 

 

The current procedural component of the EdgeGraph tool is the EdgeBuilder. It 

is an implementation of space colonization technique, and it generates sub edges 

inside the primitives that are constructed from nodes and edges. The utilization 

of all these nodes and edges (created by the user or generated through the 

builder) is what makes the tool useful for the game content creation. In this chap-

ter, the implementation of the EdgeBuilder will be discussed, and a couple of 

prototypes that utilize the data created will be introduced. 

 
 Space colonization vs L-system 

 

The work on the EdgeGraph tool started by implementing a generic context sen-

sitive L-System with Unity editor toolset so the system with different axioms and 

rules could be tested. A context sensitive L-system takes into account the possi-

bly given left and right context words when determining the successor for a sym-

bol in the next production. The system takes all rules of which predecessor and 

contexts match and then uses given weight values to pick one at random. Even-

tually it was decided not to use the L-system, so it is not used in the tool at all. 

(Eilertsen, 2013) 
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The reason the EdgeGraph tool did not end up using the L-system was the com-

plicated evaluation tied with using the system to generate roads. The Parish and 

Müller’s (2001) sophisticated “self-sensitive” usage of L-system in their CityEn-

gine is understandable as the system is intended to create all the streets and 

roads of a whole city with the only user input before the generation. Even though 

the CityEngine uses coastlines and parks as limiting factors on where the roads 

can be generated, the generation system has to fill very large areas with realistic 

road network without any user interaction during the process. The George and 

Hugh’s (2007) CityGen has similar secondary road generation (while the primary 

roads are defined by user) and has similarly complicated generation method as 

it generates a large set of data (Figure 19) with L-system and then implements 

different snapping and testing algorithms. A simpler approach was chosen to sat-

isfy the requirements of this tool by utilizing space colonization. 

 

 

Figure 19 CityGen road Growth 10, 100, 300, & 1000 steps. (George & Hugh, 2007) 

 

The purpose of this tool is to generate cities as gameplay spaces for first and 

third person games, so the realistic generation of a massive raster of streets and 

roads into the city was not necessary, as the gameplay space would be too com-

plex and repetitive. This resulted in the use of space colonization to generate the 

secondary roads, as it could be used to generate simple forking roads inside the 

primitives with less evaluation than the L-system would have required. 
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 Parameters 

 

The EdgeGraph tool provides following parameters for the EdgeBuilder:  

 number of (attraction) points to generate,  

 “margin” value to determine how close to the primitive edges the points 

are allowed to be,  

 the starting point of the generation,  

 minimum and maximum distances of the target points from road growth,  

 segment length traversed on each iteration, and  

 minimum angle, which determines sharpest angle that the road builder is 

allowed to make (if sharper, the builder will make a 90 degree turn).  

 

This set of parameters emerged naturally from the different needs to be able to 

control the generation output. Some parameters affect the result more than others 

do, and some have very narrow ranges in which they work. The input for the 

parameters is still a number field, which could be replaced with a slider, for in-

stance. 

 

The segment length might be the most problematic parameter as it is very im-

portant for the tool to be able to work in different scales, but by setting too long a 

segment the builder can overshoot the primitive boundaries easily. The builder 

operates inside the given primitive, so each segment should be a fraction of a 

side from the dimensions of the primitive while the tool can operate with primitives 

of one unit or ten units wide. 

 

The minimum angle is a parameter that came about when iterating the solution 

for shard edges inside the primitives. The result of this parameter is not very vis-

ible because with small segment length, the individual turns are not very distinc-

tive, and the node combining process removes some cases where points very 

close to each other result in these sharp edges. To improve the intuitiveness of 
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the parameters, this one could be hard coded like the corner cutting, and the user 

could be given a choice to use it or not. 

  

 Dividing the primitives 

 

Division of generated areas between the roads is an integral part in city genera-

tors. Both CityGen and CityEngine use division algorithms to divide areas into 

lots, in which the buildings are generated. EdgeGraph could benefit from subdi-

vision implementation in order to have smaller primitives inside the currently gen-

erated ones. 

 

Primitive division would be overall the next step in the development of EdgeGraph 

tool. The subdivision results could be used to create small streets or alleyways, 

or only as the perimeters for generated buildings. In the former case, the results 

could possibly be too repetitive, but the latter case provides a way to eliminate 

this repetition and use the subdivision data only for the visual results. In the vein 

of user-dictated generation of the EdgeGraph, the user could decide when the 

subdivisions would results into alleyways. 

 

 Building the city 

 

During the end of the tool’s development process for this thesis, a couple of pro-

totypes to utilize this data were created in order to test the final city generation. 

While the node, edge, and primitive structure of EdgeGraph tool is a versatile 

data system useful in defining areas, the concentration in development was city 

generation. For that reason, the usability of the tool for city generation was pro-

totyped. Two different kinds of city structures were used as a reference for these 

prototype generators: suburbs with separate houses, and old Central European 

cities with a constant façades going around the whole perimeter of the block 

(Figure 20). 
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Figure 20 3D models of buildings in Bruges, Belgium, taken with Google Earth 

 

The suburb-style building placement can be as simple as placing certain amount 

of buildings and checking on every placement that it does not overlap with already 

placed buildings. The overlap check can be made two-dimensional by defining a 

footprint for each building, and checking if it overlaps with other footprints or goes 

over the primitive’s edges. This was an easy and effective way to populate the 

primitives to what looked like suburbs filled with buildings, especially when the 

footprints were aligned with the closest edge. 

 

The façade implementation follows closely the building generation method of 

CityEngine and CityGen. Both systems create lots by dividing the initial blocks 

and then generate buildings to these lots with their own building generation sys-

tems. A building mesh generator can be a highly complex system in its own right, 

and one was not considered to be in the scope of this tool. A simpler façade 

building process was created, that placed three different sized façades (small, 

medium, and large) along the edges of the primitive, and generated a mesh for 

roof. A fourth, scalable façade was also present, and it would fill the smaller-than-

small gap that was left in the end of the edge. Texturing this scalable wall to look 

realistic was one problem with this approach. 
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In the end, a more complex building generation system might be necessary to 

create immersive gameplay spaces with this tool, especially for first-person 

games where the player camera is closer to the building textures. The prototyping 

resulted, however, in a better picture of what the tool’s future requirements are. 

As mentioned in the chapter 5.4.3, dividing the primitives to create lots would be 

the first future development target in this regard. 

 

5.5 Comparison to other implementations on Unity 

 

Several content generation software have plug-ins for Unity (Side Effects 

Software, 2016a; Esri, 2016a), but they are not very comparable to EdgeGraph 

tool, as it is meant to be used inside the Unity game engine. The external tools 

also cost more, the Houdini engine costing hundreds of dollars annually, while 

the pricing of Esri’s engine is not available in their website (Side Effects Software, 

2016b; Esri, 2016b). Therefore, the external tools should be utilized only if the 

PCG system is required to be very extensive and the need for an external gener-

ation engine is required. The choice between commercial software and Unity en-

gine extensions should be made based on the cost and breadth of the use inten-

tion. For bigger companies the cost of external tools might be negligible and 

therefore provide the fastest way in getting functional and diverse procedural con-

tent in the game. On the other hand, smaller game companies implementing the 

tools by themselves or spending a couple of dozens of dollars in a PCG-system 

for Unity might be a more attractive solution. 

 

In this section, two city generation systems that run entirely inside Unity are com-

pared to EdgeGraph. The first is Horizon: City Generator, which was chosen be-

cause it aims to designer-centric generation that was one of the main goals of the 
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EdgeGraph tool. The second is commercially available plug-in14 for Unity, City-

Scaper, which was chosen because of the way it implements Unity’s Editor simi-

larly to the EdgeGraph tool. 

 

 Horizon: City Generator 

 

Horizon: City Generator (Horizon) is a proof-of-concept city generator made with 

Unity game engine (Thompson, 2015). The system works during run-time of the 

software as was discussed in chapter 5.3. The Horizon generator has a different 

approach to implementing city generator with Unity, as it uses Unity merely as 

the platform on which to implement a standalone15 executable. The cities gener-

ated with Horizon can be exported as .obj files to further edit in a 3D modelling 

software. 

 
Definition 

Using the dissection defined by Togelius et al (2011) for the Horizon: City Gener-

ator, the Horizon’s generation is an offline process that generates optional con-

tent (online vs offline). While the graphics of the city might have a central focus 

on the game, the visual fidelity does not affect the ability for the player to complete 

the game (necessary vs optional). Like any such city generator, the Horizon is 

intended for offline use of the designers with many options to affect the results 

before and after the generation. Therefore, a number of parameters are provided 

in the editor, making the Horizon highly parameterised system (random seeds vs 

parameter vectors). The whole road and building generation system is also very 

self-evaluating as it has the L-System implementation (constructive vs generate-

                                            

14 Plug-in is a piece of software that adds specific features to an existing software. 

15 Standalone software is a computer software that runs as a separate process, instead of running 

inside other software, an editor for example. 
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and-test) (Thompson, 2015, pp. 12-24). As for the randomness, the Horizon im-

plements circle noise and L-systems that are generally deterministic (stochastic 

vs deterministic). 

 

 CityScaper 

 

CityScaper is a Unity editor plug-in developed by TikiHubGames (TikiHubGames, 

2016). CityScaper is a commercially available system for Unity editor (Unity Asset 

Store, 2016), that has its intended use closely similar to the EdgeGraph tool. Both 

systems are implemented using the editor tools for Unity, intended to integrate 

into the Unity workflow instead of being an external generator. 

 

Definition 

Similar to other city generators, CityScaper is an offline system with a wide range 

of parameters intended for used inside the Unity editor during development. As 

the original intention of the tool was to generate background graphics 

(TikiHubGames, 2016), the tool generates very optional content. The amount of 

evaluation (generate-and-test) is difficult to determine for the CityScaper, but it 

can be concluded that it implements a fair amount of evaluation to make the neat 

street grids. The system utilises noise algorithms similarly to the Horizon, which 

points to it being a deterministic system. 

 

 Comparison 

 

All three systems compared here, Horizon, CityScaper, and EdgeGraph, are 

tools intended to help designers to generate cityscapes for games. The imple-

mentation of each tool is very designer-centric and provides a number of param-

eters to fine-tune the generation process. The reason why these systems were 

created in terms of the reasons to use PCG (chapter 2.2) is mostly to help the 

workload of the designers.  
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The reason why these tools exist is similar, but the implementations differ in both 

the way they are used, and the techniques used in the generation process. While 

CityScaper and EdgeGraph are implemented to be Unity Editor plug-ins, the 

Horizon is a standalone generator merely developed with Unity Engine (Table 

1). This distinction defines the workflow of these tools, as a plug-in integrates to 

the overall Unity workflow, while the standalone tool is its own program. The Hori-

zon generates the cities and exports 3D models that can then be used in any 

game engine or 3D modeling software. Both ways are valid, as the plug-in inte-

grates to the overall workflow with Unity, but the standalone software works just 

as well with any software that supports the exported models. 

 

The techniques used in the three tools are different (Table 1). The Horizon fol-

lows most closely the Parish and Müller’s (2001) implementation, and its city 

street generation relies on circle noise for heat maps of the city density, followed 

by an L-system (Thompson, 2015). The CityScaper utilizes noise too, but it pro-

vides the whole of LibNoiseg to the user to determine the density map. The 

EdgeGraph uses space colonization instead of the more widely used L-System 

as was described in chapter 5.4.1. The way the used techniques differ shows how 

the PCG systems can be implemented using different techniques, while the gen-

erated content is similar. 

 

While the three tools are all created to generate cities, the use of these models 

and structures differs greatly (Table 1). The Horizon is a software meant to gen-

erate diverse, grid-based cities with unique buildings. The use of the content is 

similar to the Parish and Müller’s CityEngine, as it is a real, unique, looking city 

when observed from afar. The CityScaper’s original purpose was to generate 

realistic-looking cities as a background for a side-scrolling game16 

                                            

16 In a side-scrolling game, the player character moves only in two dimensions (side-to-side) on 

the screen viewed by the camera on the side, while the background might be in three dimensions. 
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(TikiHubGames, 2016). This means the cities generated by CityScaper are ob-

served only from one side, which reduces the required complexity of the gener-

ated content. The EdgeGraph’s initial purpose was to generate gameplay 

spaces for first and third person games, so its target is streets that are more in-

teresting rather than realistic cityscapes. 

 

 Horizon: City Gen-
erator 

CityScaper EdgeGraph 

Techniques Used Circle noise and L-
system 

LibNoise library Space colonization 

Standalone/Plug-in Standalone Plug-in Plug-in 

Intended Use City and building gen-
eration that can be 
exported 

Cityscapes as back-
ground 

Gameplay spaces for 
1st and 3rd person 
games 

Table 1 City generator comparison 
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6 Conclusion 

 

 

The purpose of this thesis was first to introduce, define, and dissect the proce-

dural content generation as a whole while providing some example techniques, 

and second to research into city generation and the utility of Unity editor used in 

procedural content generation system implementation. The introductive first part 

was meant to familiarise the reader to PCG systems in general before giving con-

crete examples of implementations and one specific implementation of a city gen-

eration system. 

 

6.1 Results 

 

Here is the conclusion of the answers for the research questions of this thesis. 

The earlier chapters answer to these questions more in depth, and they are ref-

erenced here. However, this chapter offers a brief answer to each of the ques-

tions. 

 

Why procedural generation is found useful in content creation? 

The arguments as to why PCG is useful in content creation for games and other 

media is defined were laid out and explained in chapter 2.2: memory consump-

tion, prohibitive expense of manually creating game content, emergence of com-

pletely new types of games, and potential to augment human imagination. These 

reasons provide the basis on the decision to implement a PCG system in content 

creation, and one of these reasons is usually the main reason as to why use PCG 

at all. 

 

These reasons were also opened more in depth with examples in chapter 2.3. 

First example was the video game Elite, which has a PCG system to decrease 

memory consumption in the distribution media. The second example was the 
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video game Rogue, from which emerged a new type of game: Roguelikes. The 

third example was procedural vegetation generator SpeedTree, which is meant 

to decrease the workload of designers in placing unique trees and other vegeta-

tion to a 3D scene. 

 

How to define the desired properties of a PCG system? 

Definition of a PCG system can be done by placing the system between each of 

the five pairs of extremes that were introduced in chapter 2.4. The first pair is 

the distinction of when the generation process is done: is the generation run 

online or offline? The second determines whether the content is necessary or 

optional regarding to the completion of the game. The third determines the 

amount of parameterisation by differentiating between random seeds and param-

eter vectors. The fourth defines the amount of randomness by differentiating be-

tween stochastic and deterministic generation. Lastly, the fifth pair outlines the 

amount of evaluation of the generation output with constructive and generate-

and-test generation. 

 

An example of defining a PCG system was done first with the definition of the tool 

in the case study, the EdgeGraph, in chapter 5.1, and later two more examples 

of defining PCG systems were later made when comparing different implemen-

tations of city generation in Unity in chapter 5.5. 

 

What are some often-used techniques used in PCG? 

Some techniques that are often utilized in PCG systems were introduced and 

explained in chapter 3. The pseudo-random number generators are the very 

basis of the randomness in PCG systems and used in most of the other tech-

niques, which is why they were introduced first. Other techniques were gradient 

noise, which is also a basic building block of PCG systems but relies on PRNG, 

vegetation generating L-systems, random points, and lastly two example tech-

niques that utilize the random points: Voronoi diagram and space colonization. 
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How was the Unity game engine used in implementing the PCG tool of the 

case study? 

For this thesis, a city generation tool was developed in Unity game engine editor. 

The editor provides three main ways to implement user interfaces for the user as 

was introduced in chapter 0: Inspector, Scene view, and Editor Window. In-

spector and Scene view were utilized for the case study, EdgeGraph, and their 

usage in the tool was described in chapter 4.4. 

 

The EdgeGraph tool consists of two parts: the primitive creation tool EdgeGraph, 

and the sub edge building EdgeBuilder introduced in depth in chapter 5.4. The 

former implements the designer-centric process by providing the user tools to 

define areas in which the generation process takes place, while the latter imple-

ments some PCG techniques to create unpredictable areas within the defined 

boundaries. The EdgeBuilder is deterministic system with a number of parame-

ters used to tweak its behaviour (chapter 5.4.2).  

 

The data structure of the nodes and edges generated by EdgeGraph is functional 

for building and vegetation placement as is, but especially the node manipulation 

could be improved (chapter 5.2). The user experience of the tool requires closer 

inspection and improvement to be useful in extended use as was described in 

chapter 5.3. 
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6.2 Future of the EdgeGraph tool 

 

The EdgeGraph tools and the EdgeBuilder that were created for this thesis are 

not finished. They provided a viable platform in researching the implementation 

of procedural content generation systems, as the different means to approach 

city generation were prototyped and fitting ways for this specific use case were 

chosen (chapter 5.4.1). The tool is meant to be developed further if found useful, 

and the source code of the tool is openly available at 

https://github.com/famerij/EdgeGraph in order to encourage further inspection 

and possible usage. 

 

 

 

https://github.com/famerij/EdgeGraph
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Glossary 

a Elite (1984) is a space trading game, written and developed by David Braben and Ian Bell and 

originally published by Acornsoft for the BBC Micro and Acorn Electron computers. 

b SpeedTree is a group of vegetation programming and modeling software products developed 

and sold by Interactive Data Visualization, Inc. 

c Rogue (1980) by Michael Toy, Glenn Wichman, Ken Arnold and Jon Lane is a dungeon crawling 

game that uses ASCII art. 

d Minecraft (2011) is a sandbox independent video game originally created by Swedish program-

mer Markus "Notch" Persson, later developed and published by the Swedish company Mojang. 

e Unity is a game engine developed by Unity Technologies. 

f Clipper is an open-source freeware library for clipping and offsetting lines and polygons. It has 

the source code in C#, and is included in the C++ Boost library. 

g LibNoise is an open-source noise generator library. 

 

 

                                            


