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1 INTRODUCTION

Over the past years, the development of web applications has experienced a notable transformation be-
cause of technological advancements and evolving user demands (Subramanian 2019, 1). Previously,
building web application primarily relied on LAMP stack. This stack involved utilizing Linux as the
operating system for the server, Apache as the web server, MySQL as the DBMS, and PHP as the server-
side language. (Serdar 2018; Subramanian 2019, 1; Vassallo & Garg 2016.) As web development pro-
gressed, a new approach called SPA emerged. SPA is a web application concept that eliminates the need
to retrieve web page contents from the server to display new content. This innovation offered a smoother
and more efficient browsing experience. In the early days, MEAN stack was changed to MERN since
the popularity of front-end technology created by Facebook was gaining popularity and thus, replaced
the “A” in MEAN with “R” which refers to React. (Subramanian 2019, 1.)

MERN stack provides simple and fast development for developing web applications. It helpsin building
and maintaining powerful and scalable web applications. MERN stack is one of the most famous choices
for developing a complete and complex web application project because it allows creating a seamless
and consistent user experience throughout the entire application. (Subramanian 2019, 1.)

This report will study about MERN stack, its components and how these components are used to make
aweb application. The main aim of this report is to introduce all the theoretical concepts of MERN stack,
discuss why it is crucial for creation of modern web applications, and present a simple blog application.



2 FULL STACK WEB DEVELOPMENT WITH JAVASCRIPT

Full stack web development involves the client-side and server-side, where client-side is the frontend of
the application and server-side is the backend (Vassallo & Garg 2016). This includes everything from
database management and server-side scripting to APIs and other server-side technologies. The front
end of a web application is everything that user interacts with. This normally includes designing and
implementing the layouts of the application using HTML for defining structure, CSS for styling, and
JavaScript for adding dynamic behaviour to the application. On the other hand, back end of a web ap-
plication is responsible for handling all the server-side logics and functionalities. (Sharma 2022, chapter

“Full-Stack Development Using MongoDB”.)

— Full stack development ——

Front end

( JavaScript )

Back end

MNode.js PHP

Figure 1. Components of a full stack development (MongoDB 2023)

The above figure 1 illustrates the components of a full stack development along with the technologies.
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Figure 2: A Full Stack Development Workflow (MongoDB 2023)

The above figure 2 represents the demonstration of full stack development in an end-to-end workflow.

JavaScript, originally created at Netscape, is used for manipulating web pages with the help of API
known as the DOM or Document Object Model. DOM is essentially a tree structure of JavaScript objects
that is made available through a global object called “window”. This tree structure represents the HTML
structure of the web page, starting with “window.document” for the html tag. Manipulating of pages can
be performed by modifying this tree structure such as adding a new node as a child of an existing one to
create new content. In the early days of the web, Microsoft introduced Jscript which had additional
features including XHR which allowed developers to refresh web pages by making requests to external
servers. (Northwood 2018, 159.) Then, a new standard called ECMAScript was released that introduced
several features such as modules, arrow functions, let and const, default, classes, rest, and spread to
functions parameters. ECMAScript is also known as ES6. (Haviv 2016, 4 .)

JavaScript is a lightweight, interpreted, and scripting language which was only used and run by browsers
to interact with the User Interface of a website. However, with the introduction of Node JS by V8 engine,
JavaScript can also be used to run on a server with a new standard library to support server-side require-
ments. This means that developers can write JavaScript code that runs on the client side and on the
server-side. (Haviv 2016, 2-3.) Client-side JavaScript includes the frontend side of a web application,
such as validating user input, manipulating Ul, and handling user interactions. On the other hand, server-
side JavaScript can help to connect and modify database with server-side code. Moreover, by having
this ability to use JavaScript on both the client and server side, developers can build full stack web

applications more efficiently and seamlessly. (Northwood 2018, 159-160.)



JavaScript is an incredibly versatile and flexible language, and it has become a fundamental component
of modern web development. It enhances interactivity of websites by enabling various functionalities.
JavaScript plays a key role in building dynamic and responsive web applications. (MDN Web Docs
1998-2023 "What is JavaScript™.) All the four technologies of MERN are JavaScript-based (Hoque
2020, 13). JavaScript is used for both client-side and server-side code. So, it is crucial to know and be
familiar with JavaScript to start learning about MERN stack. (Subramanian 2019, 14.)



3 MERN STACK

MERN stack comprises of various technologies that are used to develop modern web applications. It is
a full-stack JavaScript framework for building effective and dynamic applications. MERN combines
four cutting-edge technologies from the front-end to the back-end development. Node and Express bind
the web backend together, MongoDB serves as the database, and react makes the frontend that user
views or interacts with. (Hoque 2020, 13.) Figure 3 below shows the logos of each technology used in
MERN stack.

0oe"

Figure 3. lllustration of MERN stack logo (Java T Point 2011-2021)

3.1 MongoDB

The first technology in MERN stack is Mongo DB. It is a document-oriented database that is typically
classified as part of NoSQL database category. It is a popular choice as a database because it lowers
complexity compared to a relational database. (Luukkainen 2023, part 3 “Saving data to MongoDB”.)
A document-based database means that it stores data in JSON-line document (Hoque 2020, 15) . Since
Mongo DB is a document-oriented database, document is the unit of storage in it where many documents
are stored in collections. There is presence of a unique identifier in every document in a collection used
in the process of accessing data. Mongo DB helps developers to avoid translation layers, ORM, which
means to map or convert object to relational tables. Mongo DB documents are like JSON objects which

makes it easier to think of them as JavaScript objects. (Subramanian 2019, 10 ; Serdar 2018.)

As Mongo DB is schema-less, there is no problem in database while adding fields or columns in the

application code (Serdar 2018). Also, Mongo DB is based on JavaScript. The query language in Mongo



DB is based on JSON, a lightweight data interchange format. In Mongo DB, programmers can perform
specific operations such as create, search, delete documents by specifying operations in a JSON object.
In MongoDB, data is not only stored in JSON format but also interchanged in the same format. This
makes MongoDB popular choice for modern web applications that uses JavaScript-based technologies.
With the use of JSON in MongoDB, storing, retrieving, and manipulating data in a document-based
database management system becomes efficient. (Subramanian 2019, 10-11 ; MongoDB 2023.)

3.2 Express

The second technology used in MERN stack is Express. It is a server-side framework built in Node JS
which allow to easily create a web server. It allows to handle API routing on the server side and HTTP
methods such as GET, POST, and PUT. (Singh & Nirgudkar 2017, 3238 ; Hoque 2020, 14). Routing in
Express means the process of determining application response in finding out an endpoint requested by
a user. The Express parses the URL, headers, and parameters for developers which generates function-
ality required by web applications as a response. Moreover, programmers can also write middleware
code in Express JS which is mainly used for general functionalities such as logging in and authentica-
tions. Data storage system is needed for any web application. Express provides flexibility to choose any
database option such as MongoDB (Hoque 2020, 15). Also, template engines such as EJS are built in
Express that helps to add dynamic data to the HTML and display the HTML page. (Subramanian 2019,
9.)

To summarize, Express is a web server framework designed for use with Node JS. It is like many other
web server frameworks in terms of the functionalities it provides. With Express, you can create web
servers that handle HTTP requests and responses, as well as implement various features such as routing,

middleware, and templating. (Subramanian 2019, 9.)

3.3 React

The third MERN stack technology is React. It defines all the components of the MERN stack. It is a
declarative and component-based JavaScript library that makes easy to create and maintain complex
user interfaces. (Hoque 2020,). React helps to build user interfaces using components. All these compo-
nents are put together to make a main component which displays the complete view of a web page. The
major reason behind building multiple components for a web application is that it makes writing code



easier and helps developers focus on one part of the application at a time. (Subramanian 2019, 5-7; Meta
Open Source 2023, “React”.)

3.3.1 Component

React is based on components, which are the basic building blocks for creating Ul. Building components
is the primary task in React, and they can be combined to create larger components that represent entire
pages or views.(Meta Open Source 2023, “Your First Component”.) Components in a React application
communicate with each other by sharing state information through read-only properties to child compo-
nents and by callbacks to parent components. Overall, the concept of breaking an application into smaller
components is to have logic separately and to write and understand the application in an easy way.
(Subramanian 2019, 6.)

A AT Cbutton>I'm a button</buttonz

<hl>Welcome to my app</hl> );

Code 1: Example of how to use Component (Meta Open Source 2023, Learn your first component)
3.3.2JSX

While JSX looks like HTML, there are some differences (Matti 2023, “Introduction to React”). React
components return JSX, which is ultimately compiled into JavaScript. The returned JSX is typically
handled by Babel. (Subramanian 2019, 20.)

There are several rules to follow while writing JSX syntax. To return multiple elements or components,
it should be wrapped within a single parent tag. For example, using empty tag also known as Fragment
to wrap. Second, all the tags in JSX must be explicitly closed. As an instance, image tag must be <img/>.

And finally, when writing React components using JSX, “camelCase” for attribute names are used. This



means that instead of using hyphens to separate words in attribute names, capital letters are used to
denote the beginning of a new word.(Meta Open Source 2023, “Writing Markup with JSX”).

3.3.3 Props

In the world of React, components rely on props as a means of communication between each other.
Props is used to pass data to components (Luukkainen 2023, “Introduction to React”). A parent compo-
nent can pass data and information down to its child components by provided those data with props.
Props may bear some resemblance to HTML attributes, but the difference is that they can accommodate
any JavaScript value from simple data tyles to more complex objects, arrays, and functions. Passing
down the props is achieved by using curly brackets. Overall, the use of props in React promotes code
reusability, making it effective for developing scalable and maintainable web applications. (Meta Open

Source 2023, “Learn passing props to a component™.)

3.3.4 React Hooks

React provides built-in Hooks that start with the word use. For instance, “useState” which states a vari-
able that can be updated directly. Some other examples of react hooks are “useEffect”, “useContext”,
“useRef”, and “useMemo”. (Meta Open Source 2023, “Using Hooks”.) Below is an example of how

“useState” hook is used in a React application.

import { useState } from 'react';

Code: 2 Importing hooks (Meta Open Source 2023, “Using Hooks”)

In code 2, the built-in React JS hook “useState” is imported from react. Then, it is used in the following

way.



setCount(count + 1);
n onClick={handleClick}>
Clicked {count} times

Code 3: Example of how to use hook (Meta Open Source 2023, “Using Hooks”)

In the above code 3 example, after importing the use State hook from react, state variable is added inside

the component. The current state is “count” and the function which allows to modify it is “setCount”.

3.3.5 React Router

React is primarily focused on the presentation of a web application and handling interactions within a
single component. However, when it comes to managing transitions between different views of a com-
ponent and keeping the browser URL in sync with the current state of the view, additional functionality
is needed. This is where routing comes into play. React-Router provides this functionality and manages
navigation in a React application allowing for seamless transition between different views without hav-
ing to load the entire page from the server (Hoque 2020,101 ; Luukkainen 2023, part7 “React Router”).

React-Router is an easy-to-use library that simplifies the process of navigation. (Subramanian 2019, 11.)

3.4 Node

Finally, the Node JS is the last technology used in MERN stack. Node JS is a JavaScript run-time that
allows to execute JavaScript code outside of a browser. It is based on Google’s V8 JavaScript engine
which is the same engine that runs in the Chrome web browser (Serdar 2018; Luukkainen 2023, part3
“Node.js and Express”.) Modules in Node JS are like libraries. Developers can use the “require” key-
word for including the functionality of another JavaScript file. Thus, splitting code into various modules
can be achieved for better code maintenance. The default package manager for Node JS is NPM which

is used to install packages and dependencies (Hoque 2020, 13; Subramanian 2019, 7-9.)
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Node’s methodology enables it to manage a higher number of connections using less memory compared
to various competing architectures such as Apache, Ruby on Rails, and Java. So, it has gained popularity

for developing web servers, REST APIs and real-time applications. (Serdar 2018.)

3.5 Architectural Structure of MERN Stack

Web

1

‘ Express.JS ’

Server

Node.JS

/
{E} MongoDB

Database

Figure 4. Architectural representation of MERN Stack (MongoDB 2023)

The 3-tier diagram above depicts the architectural structure of MERN stack. To elaborate more about
what picture shows, first tier includes React JS used for client-side, Express and Node as server-side and
Mongo DB for database.
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4 PROJECT IMPLEMENTATION

The purpose of this thesis was to develop and analyse a MERN stack application that serves as a blog
platform. The primary goal was to create a user-friendly and interactive web application where users can
register, sign in, and logout. Once logged in, users can browse through a collection of posts made by
various users. Each post can be clicked on to view its complete content, but editing capabilities are
limited to the original author of the post. Non- authors can only view the posts, whereas authors can edit
their own posts by clicking on the edit button, making some changes to the original post, and clicking
on the update button at the bottom of the page. The application also allows users to create new posts,
enabling them to express their thoughts and ideas. To enhance the text editing experience, the project
incorporates the use of React Quill, an in-built user-friendly interface that enables users to edit the text
using various formatting options such as bold, italic, underline, bullet points, numbering, and more. The
users can also upload pictures as the content of their posts. Finally, users could logout from the applica-
tion. Throughout the development and analysis of this MERN blog application, various aspects such as

user experience, authentication, and frontend-backend integration will be explored and evaluated.

4.1 Setting up the Development Environment

Setting up an appropriate development environment is crucial when working on a project. Selecting the
right tools and environment significantly impacts the efficiency and productivity of the development
process of the project.

For this project, Visual Studio Code was used as a code editor that offers several features and boosts
productivity and code maintenance. Visual Studio Code is a cost-free coding editor that facilitates con-
venient and efficient way to begin. It allows coding in multiple programming languages, eliminating the
need to switch between different editors. It also offers extensive language support including Python,
Java, C++, JavaScript, and various others. (Microsoft 2023). In addition, there were various third-party
tools and packages that was used for the development process. These tools provided additional function-
alities and made the development tasks easier. These tools and packages are described below in the

installation and configurations section.
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4.1.1 Installation and Configurations

In this section, installation and configuration of different packages and tools are carried out. NPM was

used in this project to install different packages and manage their dependencies.

NPM is a powerful package manager and the world’s largest software registry for JavaScript. There are
three key components in NPM: the website, CLI, and the registry. The website serves as a platform for
developers to discover packages and manage public and private packages. The CLI is the primary inter-
face for developers to interact with npm. And the registry is a vast database the houses a wide range of
JavaScript. Developers use registry to access and incorporate existing packages into their applications
or use them to suit their specific needs. (NPM 2023.) The installation of Node.js, Express.js, React.js,

MongoDB, Mongoose, Nodemon, Bcrypt.js, and Multer are described below.

To provide the runtime environment for executing server-side JavaScript code for this project, Node.js
version 16.19.0 was installed from the official website of Node.js. After installing Node.js, the next step
was to initialize the project using the command “npm init” in the project’s root directory. This then
creates a “package.json” file which allows developers to define other dependencies for various tasks

such as building and running the application.

After installing the Node.js, the next step was to install Express.js for adding server-side logic in the
application. The version of Express used in the application was 4.18.2. To include Express.js into the

project, “npm install express” command was run in the project’s root directory.

Then, next step was to install React.js for building the frontend of the blog application. The version of
the React.js used at the time of developing application is 18.2.0. Before, “npx create-react-app” com-
mand was used to create a react app. With this method, the development experience was slow and less
efficient. So, for this project, “npm create vite@latest” was used. Vite is a powerful development tool
that makes development experience fast for modern web projects. (Vite n.d.) Additionally, React.js
packages such as react router dom, react quill, and react icons were used for extra functionalities. React
router dom was used for routing within the application. It provides components such as <Browser-
Router>, <Route>, <Routes>, <Link>, and more that are required for defining routes and rendering
components. React quill was used as a text editor component and react icons was used for adding icons

in the application.
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Then, MongoDB was installed. There is flexibility to choose between installing MongoDB locally on
computer or using cloud-based service MongoDB atlas. For this project, MongoDB atlas was used. After
creating an account, a new cluster was created, and all the necessary settings were filled. Finally, a
connection string was obtained which could be used to connect to the database from the application. The
connection string contains the necessary information such as username and passwords to establish a
connection to MongoDB Atlas cluster. The created cluster for this application can be seen in figure 5

below.

o Atlus Hrithik’s Org... Access Manager Billing All Clusters Get Help Hrithik
mern-bleg Data Services App Services Charts

Cverview HRITHIK'S ORG - 2023-02-23 > MERN-BLOG > DATABASES

& DEPLOYMENT ClusterO 605  AWS N.Virginia (us-east-)

Database

Collections
Datalake  PREVIEW

1 2 Ll VISUALIZE YOUR DATA CREFRESH
& SERVICES

Triggers + Create Database

test.posts
Data API
Q STORAGE SIZE:20KB  LOGICAL DATASIZE: 1868  TOTAL DOCUMENTS: NDEXES TOTAL SIZE: 20KB
Data Federation
Find
Search test
INSERT DOCUMENT

8 SECURITY posts
. users Filter® tions »

Quickstart Apply More Options

Backup

Database Access 1-10F1

Network Access

('6454af9580d24ablalddedal )
Advanced

Goto

Figure 5: Screenshot of MongoDB Atlas

After that, to install Mongoose, command “npm install mongoose” was run in the backend project di-
rectory. The version of mongoose used in this project was 6.10.1. Mongoose was used to interact with
MongoDB database by connecting with the connection string discussed before. The required models and
schemas for the project were created and defined using mongoose that will be described in 4.2.2.

Nodemon is a tool that is used for automatically restarting server during development. To install node-
mon, “npm install nodemon” command was run in the project’s folder. After installing, scripts in the

package.json was modified for running the server using “nodemon”. (NPM 2023.)
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Berypt JS is a JavaScript library used for hashing passwords and passwords comparison which is a cru-
cial aspect of a secure authentication system. It can be installed using the command “npm install
beryptjs”. (NPM 2017.) In this project, the version of Berypt JS installed was 5.1.0.

Multer is a middleware used for uploading files. To install it, “npm install —save multer” command was

run. (NPM 2022.) The version used at the time of development was 1.4.5-lts.1.

After successfully installing all the required tools and packages, the development process was carried

out. The final files and folder structure can be seen in the image below.

~ @ backend
B models

» % routes
» IR uploads
P indexjs
(8 package-lockjson
(2 packagejson
~ [m frontend
> B
@ public
~ @ src
> IR Components
> g pages
App.css

main.jsx
UserContext.jsx
.gitignore
index.html

(2 package-lockjson

(8 packagejson

¥ vite.config,s

gitignore
README.md

Figure 6: Folder and file structure of the application
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Figure 6 above shows the screenshot of the structure of the application. There are two main folders:
backend and frontend. The backend folder contains all the server-side code that are responsible for han-
dling requests, connecting, and interacting with MongoDB and the frontend folder contains all the client-
side logic responsible for rendering user interface. The models folder will be described in the 4.2.2 sec-
tion, routes in 4.2.1. The uploads folder contains all the files that have been uploaded by users. The
“app.jsx” file serves as the main entry point for the frontend of the application where all the components
and pages are imported and setting up routing using React Router is carried out. The “UserContext.jsx”
is responsible for creating and providing context to the components in the application. Then, app.css is
a stylesheet file that contains styles of the application. And finally, “main.jsx” file initializes React ap-
plication and renders “app.jsx” file.

4.2 Backend Development

The backend development is started with making a simple hello world app as in code 4 below.
backend > B index.js > ..

1 5T express = ;pquire('Eﬁ:rEES']ﬂ
1st app = express();

Code 4: Importing express module.

First, express.js module was imported and assigned to a variable “express”. Then, the other line of code
creates an instance of the express application by calling express function. The app in the code normally

allows to define routes and handle requests.

app.get("/", (req
res.send( "hello’

H);

app.listen(port, () = console.log( server

Code 5: A simple hello world example

In the above code 5, a route was defined for the root URL (“/””). When a client makes an HTTP get
request, the function will be executed and the method “res.send()” sends a response back to the client as
a string hello. Then, app.listen() starts the server on the specific port and console logs a message stating

that the server has started on that port. After this, MongoDB is connected using Mongoose.



16

connect(

Code 6: Establishing MongoDB Connection with Mongoose in Node.js

In the above code 6, mongoose module is imported that allows to work with MongoDB in Node.js ap-
plication. Then, the second line of code establishes a connection to the MongoDB database using the
connect() method. The argument to connect() method represents the URL of MongoDB server. The
connection string has been hidden from the picture since it contains username and password of the Mon-
goDB Atlas.

4.2.1 Routes and Route Handler

Routes and route handler work together to define the behaviour of server. Routes are specific URLS or
endpoints that the users can access and interact. Hello world is an example from above figure for this
where “/” is the URL or end point. Other examples are /login, /register, etc. Route handlers on the other
hand are the functions that execute once a specific route is matched. Below is the screenshot of route
handlers and routes that was configured for the server implementation of the application.

e = require(
require("./r
= = require
require(”
utRoute = require("./r

app.use(’

app.use
app.use(’

dpp.use

Code 7: Routes and Route handler
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In the above code 7, the importing was carried out in the first block of code. Different route handlers
were imported from routes directory. Each route handlers contains logic for handling requests for spe-
cific routes. In the second block of code, routes were configured using “app.use()”” method which sets

middleware for each route paths.

Below is the table that describes what each route does.

Route Request type & Purpose

[register POST create a user account

/login POST user login and authentication
/post POST/PUT create and update a post
/post/:id GET retrieve a post by id

/posts GET retrieve all posts

Iprofile GET retrieve user profile information
/logout POST logout user

Tablel: List of routes, their purpose and HTTP request type.

Finally, all the endpoints are accessed in index.js. The main entry file for the server looks like below.
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» = require(
: = require(
e = require(
te = require(
= require(
= require(

cookieParser = require(

dirname +

app.use(cors credentials: , origin:

5et(

e.connect(

console. log

Code 8: Server Implementation

4.2.2 Models

Models were created to define the structure and relationships of the data stored in the database. For this
application, there were two models created: user and post. The user model contains user data of the app
while post model consists of post data. Additionally, user model handles tasks such as creating new user
records, getting user information, and updating user data. Post model is responsible for creating new

posts, retrieving post information, updating, and deleting it.
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B Userjs X
backend > mod

");

- _— Erbham= it f
UserSchems se.Schemafq

username:
type: String,
required:

unique:

¥
password:
ype: String,
required:

se.model("User",

Code 9: User Model

Code 9 above shows the structure for the user data and creates a user model that interacts with user
collection in MongoDB. First, mongoose module is required and then a user schema is created using the
“mongoose.Schema’ method. It has two fields: username and password. Finally, user model is created
using “mongoose.model” method and exported. An example of user data from database once a user sign

up is shown below in figure 7.

_id: ObjectId('64672237Thac&fac502b4323e")

username: "hrithik™
password: "52bs1@sMbFWOyTITIvRzZzXdZicxl.cUH1LuQ//P/p.IcmxRgR . pRoWAhRVAGK"
__w: @

Figure 7: Screenshot of user data from database

After that comes the post model. Similarly, a post schema is created using the same method “mon-
goose.Schema”. The schema includes fields for a post such as title, summary, photo, content, and author.
Post model created for this application can be seen in code 10 below.
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= require("mo

} = mons:

Code 10: Post Model

Figure 8 below represents an example of a post data after a user successfully creates a post.

_4d: ObjectId('64672298bac6fae502b43249")
title: "JavaScript Basics"
summary: "How to Work with Strings, Arrays, and Objects in J5"
content: "<p:<strong:JavaScript is a popular programming language that 78% of de.®
photo: "uploads/d42fedbaaafc24b3le3BeaafiBel43455.png”
author: ObjectId( '6467223Thac6facs02bd323e")
createdAt: 2022-05-19TO7:21:52.518+00:00
updatedAt: 2023-85-19TAT:21:52.518+00:00
Vi B

Figure 8: Screenshot of a post document from database

4.3 Frontend Development

In the frontend part of the thesis, user interface was created. There are components and pages such as
header, posts, homepage, login page, register page, create post page, edit page, and others developed for
the blog application. This section will focus on providing an overview of logic of some of the pages.

Later in the result and discussion section, other components and pages will be presented and discussed.
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4.3.1 Register Page

Register = () {
el , SetUsername| = useState
, SsetPassword] = useState

register =
e.preventDefault( );

I iwait fetch
method: X
body: JSON.stringify username, password

headers:

alert(

alert(

onSubmit=iregister

icon={ faUserPlus

placeholder=
value= I

onChange={(e) setUsername(e.target

type="
placeholder=
je assword

onChange={(e) setPassword(e.target.value)

Register

Code 11: Register Page

Code 11 above shows the register page. It renders a registration form with two fields: username and
password. React hook “useState” was used to manage the state of the username and password values.
Register function was added to the on submit event handler. The register function sends a POST request
to the endpoint /register using fetch that includes username and password in the request body. Register

Iregister endpoint is the same endpoint that was discussed in the route handler section. After that, an
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alert message is displayed with the message “Registered!” if the response received is 200. However, an
alert message “Registration failed” is received if the status code is not 200. Furthermore, the input fields
were connected to the state using “value” and “onChange”. Additionally, font awesome icon “faUser-

Plus” was used too. Below is the route handler for the end point mentioned above.

B Registerys X
B Reqists

express = require(
I' = expre
= require(

= require(

t = berypt.genSaltSync(1ie);

req, res

= req.body;

erl = await User.create(
username,

password: bcrypt.hashSync

Code 12: Register Route Handler

Code 12 shows the route handler for register endpoint. When the form in the previous screenshot is
submitted, it sends a POST request to the backend server with /register endpoint along with username
and password data. From the above figure, salt is generated using “Bcrypt.genSaltSync(10)” which is
used for security. Then, inside the route handler, username and password was extracted from the body
which was sent after submitting the form. After that, a new user was created using “User.create()” with
the submitted username and password. The “Bcrypt.hashSync()” was used to generate a hash password.
Finally, the logic responded with the user document if it was successful. Otherwise, it sent a 400-status

code with error message.
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4.3.2 Login Page

LoginPage = ()

I'Mame

Llogin =
e.preventDefault
inse = await fetch

¥
N.stringify username, password

credentials:

});

console.logl re

alert(™w

className= n" onSubmit={login

icon=
va I
onChange={(e) setusername(e.targe
type=

setPassword(e.target.value)

Code 13: Login Page

Code 13 represents a login page for the application. The login page interacts with the server by sending
a login request to the /login endpoint. The code uses React hooks such as “useState” and “useContext”.
Then, a login function was defined that handles login process. The function sends a POST request to

endpoint /login when the form is submitted. The request consisted of the “username” and “password” in
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the request body and credentials was set to include which means that the cookies are sent along with the
request. Then, if the request was successful, user information was sent to “setUserInfo”. Again, if re-
sponse was ok, this triggers the redirect to run which navigates to homepage using navigate component.
However, if the response was unsuccessful, an alert message is displayed with the message “wrong
credentials”. The login page renders a form element which consisted of username and password as input
field along with a button for submission. The “onChange” event was used for handling the input field

values of “username” and “password”. Finally, login function was called once the form was submitted.

routes > B loging
express = require(

= express.Router();
require( t" )
jwt = require(
= require(

req, res
req.body;
:

t User.findOne({ username });

= bcrypt.comparesynd

t.username, id:
’
token
er
res.cooxle

\ -
Iy

res.status(400).json( "«

Code 14: login Route Handler

The above code 14 shows the login route handler that handles login functionality once a login request
sent to the endpoint /login is received. In the figure, modules such as express, Bcrypt, JWT, and user
model was imported. Then, a secret key was defined which is useful for signing JWT. After that,
username and password were grabbed from request body. find() method was used in User model to find

a user in the database and stored in user document variable. Moreover, received password was compared
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with the hashed password that was stored in the user document with the help of “bcrypt.compareSync()”.
If the password match, JWT is generated using along with payload username and id from the user doc-
ument. Then, a cookie named “token” was set and JSON was sent as a response containing id and
username. On the other hand, a status of 400 with a message “wrong credentials” was sent as a response
if the password did not match.
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5 RESULT AND DISCUSSION

The results of the MERN application developed as a part of the thesis project will be presented and
discussed in this section. The application aims to provide functionality for users to register, login, create
posts, and edit post. The screenshots of the final application, specifically the homepage, login page,
register page, single post, mobile responsive page as well as the posts made by users will be shown and

explained.

MYBlOg Create Post  Logout

All Posts

Javascript Basics

Mo 15 90 Build an Interactive Accordion Component with React
and GSAP

Figure 9: Home Page of Application

The above figure 9 is the homepage of the application. The header section provides user with access to
create a post and logout functionalities. Below the header section, there are all the posts made by all the
users. There are two users with one post each in the application. Additionally, the homepage includes

name of the author and timestamp feature to display the dates when each post was made.
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MyBIog Login Register

Register at

Figure 10: Register Page
Figure 10 shows the register page. Users can enter username of their choose and add password and then

click on register button. After that, an alert message will be displayed with the message registered after

successful registration and then the user can login with the selected username and password.

MyBIog login Register

Figure 11: Login Page

Figure 11 represents the login page of the application. Users can entry their username and password in
this page. After successfully entering the details and clicking login button, users will be directed to the

homepage.
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Similarly, if we click on one of the posts, for example, the second post from figure 21 about building an
interactive accordion component with React and GSAP. We will be directed to a single post. Below is

the screenshot of a single post.

MYBIOQ Create Post Logout

Build Accordion Component with React
and GSAP

by @test

Websites become more and more sophisticated and user expectations
continue to rise, web developers must search for ways to create more
engaging and interactive user interfaces.

Figure 12: Single Post

Figure 12 shows a single post by user “test” posted in a specific date. Currently, the user is “Hrithik”, so
this user does not have the functionality of editing the post. Only the author of the post can edit the post.

Therefore, this post can only be edited by the user “test”.

The blog application is fully responsive across different screen sizes ensuring optimal user experience
across various screen sizes. As an example, below is the screenshot of the homepage and a single post

of the project in mobile.
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MyBI{]g Create Post  Logout MyBIog Create Post  Logout

All Posts How to Build an
A blog created using MERN Stach Interactive Accordion
Component with React
and GSAP

ind Objects in J May 15, 202 by @test

& «

JavaScript Basics

Build Accordion Component
with React and GSAP

The powerful tool in a developer s arsena

As websites become more
sophisticated and user expectations
continue to rise, web developers must
search for ways to create more

Figure 13: Mobile Responsive

Figure 13 shows the mobile responsive version of the application.

Overall, the application developed for this thesis project comprises of several essential functionalities.
While these features provide a solid foundation for a blog application, there are several potential im-
provements that could enhance its functionality and user experience. The application does not have a
delete functionality. So, adding a delete post feature would allow users to remove their posts or contents
that they no longer wish to display. This feature would provide users with control over their posts. Sim-
ilarly, having a search functionality would be a great addition in this project. Including an input field to
search for posts would enable users to quicky locate specific content. As the number of users and posts

grows, this functionality would improve the usability of the blog application.
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Adding tags to posts would be a good feature to implement. This would allow users to categorize their
posts based on the content. For example, if a post is related to JavaScript, there would be a tag named
JavaScript which would then be used to filter and explore topics related to it. Then, a page to manage
user profile would allow users to change their details such as profile picture, bio, and any other useful
information they may want to add. In the application, there is no feature to view all the post posted by a
user in a separate page. The user is only able to view all the posts in the homepage along with posts from
different users. When the volume of the posts rises, there might be confusion and difficulty in finding

own posts. Thus, having a separate page for all the posts published could also be a feature to implement.

The discussed ideas for improving the blog application are significant that can be considered for the
future implementation. Once the new features and improvements have been added and tested, the appli-
cation could be deployed in the production mode. Deployment would enable users to access this appli-

cation and make use of it.
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6 CONCLUSION

The thesis aimed to explore the theoretical foundations of MERN and build a blog application from
scratch using MERN stack. By acquiring a deep understanding of each of the components of the MERN
stack, a functional user-friendly blog application was successfully developed that enables users to create

and edit posts.

Throughout the development of the application, several functionalities were implemented. Users can
register, login securely, browser existing posts, create new posts, make edits, and logout when desired.
Moreover, the blog application was designed to be responsive across various screen sizes and devices to

ensure consistent and accessible experience for users.

In addition to the achievements of developing the blog application, the thesis also emphasized the need
for improvements. The discussion section of thesis highlighted various areas in the application for further
improvements which include delete post functionality, search field, adding user profile and tags, and
separate page for viewing own posts. These ideas could be used for expanding the functionalities of this
application which could promote user engagement.
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