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1			Introduction	

	

In	a	business	setting,	regardless	of	a	field	or	an	industry,	it	can	be	often	observed	

that	usual	working	methods	and	ways	of	solving	issues	stop	to	be	effective	and	

efficient,	and	simply	do	not	bring	outcomes.	This	observation	can	be	applied	to	

individuals	in	the	work	environment,	as	well	as	to	whole	teams	and	subteams	inside	

of	organizations	of	different	types,	be	it	corporations	or	startups.	If	something	is	not	

working,	then	certain	steps	towards	the	optimization	and	the	ways	to	finding	

solutions	to	such	sudden	lags	of	productivity	need	to	be	sought.	How	such	problems	

are	solved,	is	solely	up	to	individuals	or	teams,	and	at	the	end	of	the	day,	various	

ways	of	improving	working	processes	are	found.	However,	what	if	one	specific	

framework	could	successfully	address	all	similar	issues,	improve	work	processes	and	

help	individuals	and	teams	to	innovate,	regardless	of	the	environment	they	are	in?	

	

This	study	examines	the	effectiveness	of	such	framework	-	Google	Ventures	Design	

Sprint	(hereinafter	referred	to	as	GV	Design	Sprint,	Design	Sprint	or	Sprint)	in	a	

context	of	one	specific	company	and	a	specific	issue	that	the	company	needed	to	

solve.	This	research	is	composed	of	6	parts:	Introduction,	Research	design,	Theory	

and	knowledge	base,	Results,	Conclusions,	and	Discussion.	Introduction	part	includes	

the	background	information	to	the	study,	description	of	the	assignor	company	and	

research	problem	and	questions	of	this	thesis.	Research	design	part	elaborates	on	

the	chosen	research	approach	and	method	and	justifies	their	appropriateness	for	this	

study.	The	Theory	and	knowledge	base	chapter	creates	an	academic	background	for	

the	research	by	explaining	the	basics	of	software	development	and	its	

methodologies.	This	chapter	also	explains	the	design	thinking	concept	and	elaborates	

on	the	Design	Sprint	framework,	on	which	the	research	is	based.	The	Results	chapter	

describes	the	research	process	that	took	place.	The	Conclusions	part	presents	the	

outcomes	of	the	research	and	the	answers	to	the	research	questions.	Finally,	the	

Discussion	chapter	includes	the	discussion	about	reliability	and	validity	of	this	study,	

its	limitations	and	suggestions	for	the	future	research	on	this	topic.	
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1.1	Background	and	company	information	

The	assignor	for	this	thesis	is	the	startup	company	called	Robo	Wunderkind,	which	is	

based	in	Vienna,	Austria	and	Shenzhen,	China.	The	company	is	a	hardware	startup	in	

the	field	of	educational	technology:	it	produces	modular	programmable	robotics	kits	

for	children.	Robo	Wunderkind	was	founded	in	2013	with	the	mission	of	bringing	

robotics	and	coding	closer	to	children,	and	making	it	simple	and	entertaining	for	

them.	In	2015	the	company	has	successfully	completed	a	Kickstarter	campaign,	

raising	$246,000	from	backers	coming	from	58	countries,	subsequently	winning	a	

number	of	awards	and	getting	a	vast	media	coverage	worldwide.	At	the	moment	of	

writing	this	thesis,	the	company	is	in	the	pre-order	phase	and	has	three	hardware	

products	in	its	range,	as	well	as	two	accompanying	software	products.	

	

The	author	of	this	thesis	has	been	a	part	of	Robo	Wunderkind’s	team	since	March	

2017	as	an	intern,	and	subsequently	as	a	full-time	employee	in	the	marketing	team.	

The	motivation	to	write	this	thesis	arose,	firstly,	from	the	author’s	deep	interest	and	

dedication	to	the	company	and	its	products,	and	secondly	from	the	interest	in	the	GV	

Design	Sprint	framework	itself,	and	the	fact	that	it	hasn’t	been	widely	researched	

yet.		

	

As	a	company,	Robo	Wunderkind	operates	in	the	extremely	fast-changing	

environment	of	the	technology	business,	thus	the	startup	is	constantly	searching	for	

new	ways	of	boosting	productivity,	improving	internal	processes,	and	developing	the	

best	products	and	solutions	for	its	customers.	Moroni,	Arruda,	and	Araujo	(2015)	

believe	that,	in	order	to	do	this,	many	companies	introduce	some	aspects	of	design	

to	their	innovation	processes,	thus	making	them	design-driven.	Such	design-driven	

mindset	allows	to	look	at	the	same	context	and	environment	from	a	completely	

different	angle,	create	new	products	and	services	with	new	meanings,	and	

understand	the	target	customers	and	their	problems	better.	(ibid.,	2200.)	Prior	to	

this	study,	Robo	Wunderkind	has	already	employed	some	aspects	of	design	and	

innovation-driven	thinking	in	the	company’s	marketing	team,	as	well	as	has	worked	

with	some	modern	agile	methods	for	rapid	and	innovative	software	development	

purposes	in	the	technical	team.	However,	it	was	not	the	case	that	the	whole	team	
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has	worked	together	on	a	specific	problem	within	one	specific	framework	for	

innovation,	simply	due	to	the	fact	that	the	engineering,	sales	and	marketing,	product	

and	design	teams	at	Robo	Wunderkind	are	naturally	often	quite	separated	because	

of	the	essence	of	their	tasks	(although,	of	course,	they	still	work	together	as	one	big	

team).	That	said,	the	company	wanted	to	find	a	new	innovative	way	to	work	

effectively	and	efficiently	altogether	on	specific	problems,	and	the	GV	Design	Sprint	

became	such	solution	for	Robo	Wunderkind	due	to	the	reasons	explained	in	the	next	

subchapter.	

1.2	Research	problem	and	research	questions	

This	study	aims	to	research	the	GV	Design	Sprint	framework	in	the	context	of	

developing	a	software	product	in	a	hardware	startup.	The	background	of	the	

research	problem	lies	in	the	following:	Robo	Wunderkind	team	members	had	an	idea	

to	develop	a	new	software	product,	which	would	be	independent	of	the	company’s	

main	hardware	product.	The	idea	to	utilize	the	Design	Sprint	framework	for	

developing	the	product	idea	has	been	proposed,	as	the	founders	of	the	company	

have	heard	of	the	case	studies	where	it	was	used	for	similar	purposes	of	product	

development,	and	thus	were	enthusiastic	to	try	it	out	at	Robo	Wunderkind.	

Therefore,	the	following	research	problem	has	been	formulated	by	the	author:	

	

“How	could	the	Google	Ventures	Design	Sprint	methodology	be	used	for	developing	a	

software	product	in	a	hardware	startup?”	

	

The	following	research	questions	have	then	been	derived	out	of	the	whole	research	

problem:	

	

1.	What	kind	of	software	product,	which	would	be	independent	of	the	company’s	

main	hardware	product,	could	be	created	with	the	help	of	Design	Sprint	framework?	

	

2.	What	are	the	product-related	challenges	that	could	arise	after	the	product	launch?	
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3.	How	well	does	the	Design	Sprint	method	apply	to	the	development	of	a	software	

product	in	a	hardware	company?	

	

In	order	to	answer	these	questions,	the	real	Design	Sprint	process	has	been	

implemented	in	the	company,	in	which	the	author	of	this	thesis	has	also	participated	

alongside	the	other	team	members.	Action	research	has	been	chosen	as	the	research	

method	for	this	study,	as	described	and	justified	in	the	next	chapter.	

2			Research	design	

2.1	Research	approach	selection	

According	to	Creswell	(2014),	research	approaches	are	the	general	series	of	steps	

and	ways	of	undertaking	a	research	project	in	order	to	narrow	the	researcher’s	broad	

assumptions	down	to	concrete	methods	of	collecting,	analyzing	and	interpreting	the	

data.	The	decision	of	which	research	approach	to	undertake	is	mainly	based	on	the	

researcher’s	assumptions,	research	design,	the	methods	of	collecting,	analyzing	and	

interpreting	the	data,	which	apply	to	this	specific	research	and	on	the	nature	of	the	

research	problem	itself.	(ibid,	3)	

	

There	are	two	basic	approaches	to	conducting	a	research:	quantitative	approach	and	

qualitative	approach.	Quantitative	research	applies	to	a	phenomenon	that	needs	to	

be	researched	in	terms	of	its	quantity,	thus,	yielding	a	concrete	amount	as	the	re-

search	result.	Conversely,	qualitative	research	aims	to	answer	research	questions	

regarding	a	qualitative	phenomenon	through	assessment	and	analysis	of	underlying	

motives,	attitudes,	opinions,	and	behavior.	The	results	of	the	qualitative	research	

always	appear	in	the	non-quantitative	form,	or	in	a	form	that	can	not	be	analyzed	

quantitatively	(Kothari	2004,	3-5).	

	

As	answering	the	research	questions	of	this	study	does	not	yield	any	numerical	re-

sults,	but	instead	requires	verbal	interaction	in	a	group	of	people,	the	quantitative	

approach	would	not	have	been	suitable	for	this	thesis,	thus	qualitative	research	ap-

proach	was	chosen.	In	addition,	this	approach	was	deeply	rooted	in	the	research	



7	
	

	

method,	which	the	author	planned	to	select,	so	the	decision	on	selection	of	the	re-

search	approach	for	this	study	came	rather	quickly.	

2.2	Research	method	selection	-	Action	research	

Since	answering	the	research	questions	of	this	thesis	implied	developing,	prototyping	

and	testing	an	actual	software	tool	in	a	team,	the	action	research	method	has	been	

chosen	as	a	primary	method	to	complete	the	research.	

	

According	to	Stringer	(2014),	action	research	is	a	systematic	and	holistic	approach	to	

a	research,	which	allows	its	participants	to	collaboratively	find	solutions	to	their	

particular	problems.	Action	research	involves	and	engages	the	rapid	dynamics	of	any	

social	setting,	as	opposed	to	other	types	of	research,	where	general	causalities,	

correlations,	and	explanations	regarding	a	small	number	of	things	that	are	

researched,	are	sought.	An	integral	part	of	action	research	is	continuous	cycles	of	

investigation	that	show	the	solutions	to	presented	issues	and	suggest	the	possible	

means	for	participants	to	improve	their	work	and	to	make	sustainable	developments	

in	their	actions	and	practices.	The	nature	of	action	research	relies	on	the	statement	

that	generalized	solutions	of	plans	in	any	social	setting	can	be	irrelevant	and	

inapplicable	to	that	specific	setting	or	to	groups	in	it,	therefore,	they	should	be	

modified	and	adapted	to	the	environment	they	are	used	in.	In	a	nutshell,	the	main	

purpose	of	action	research	is	to	involve	all	people	who	are	influenced	by	the	

investigated	issue,	or,	conversely,	influence	it	themselves,	in	the	process	of	

systematic	investigation	and	experimentation	in	order	to	achieve	a	certain	goal	and	

reflect	on	it.	(ibid.,	1-6.)	

	

McNiff	and	Whitehead	(2002)	characterize	action	research	as	a	special	way	to	

investigate	one’s	learning	by	looking	at	one’s	practice	in	order	to	understand	if	it’s	

done	correctly,	reflect	on	it,	and	make	changes	and	improvements	if	needed.	This	

kind	of	research	can	be	conducted	in	a	variety	of	environments,	such	as	social	

sciences,	business	management,	education,	and	many	other.	Regardless	of	a	context,	

the	learnings	in	action	research	always	come	from	action	and	reflection	by	
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participants.	(ibid.,	15-16.)	

	

Zuber-Skeritt	(2001)	argues	that	the	action	research	process	can	be	broken	down	to	

four	phases:	(1)	strategic	planning,	(2)	acting	(implementing	the	plan),	(3)	observing	

and	evaluating,	(4)	critically	reflecting	on	the	results.	Altogether,	these	phases	

represent	a	cycle,	which,	in	an	action	research,	continuously	repeats	itself	(given	that	

the	reflection	was	utilized	and	the	action	plan	has	been	revised),	until	the	solution	to	

a	problem	is	found	and/or	the	objective	is	reached.	(ibid.,	19-20.)	McNiff	and	

Whitehead	(2002,	16),	provide	a	similar	explanation	of	these	phases,	breaking	them	

down	to	gathering	data,	reflecting	on	an	action,	generating	and	validating	evidence	

from	the	collected	data,	and	making	conclusions	out	of	it.	Below	is	the	visual	

representation	of	action	research	phases	as	per	Zuber-Skeritt	(2001,	20),	which	

suggests	perceiving	it	as	a	continuous	spiral	of	planning,	where	each	cycle	leads	to	a	

better	understanding	of	an	issue	and	brings	participants	closer	to	a	solution.	

	

 
Figure	1.	The	spiral	of	action	research	cycles	(Zuber-Skeritt	2001,	20)	

	

Why	action	research?	

	
The	decision	to	choose	action	research	method	for	this	study	was	made	due	to	the	

several	reasons.	First	and	foremost,	the	topic	of	the	thesis	itself	was	taken	into	the	
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account.	At	the	beginning,	during	the	preparations	for	this	study	at	the	stage	of	

deciding	the	topic,	it	was	acknowledged	that	researching	the	GV	Design	Sprint	

framework	in	a	real-life	setting	simply	calls	for	action	research,	due	to	the	fact	that	

this	framework	itself	represents	a	philosophy	similar	to	the	one	of	action	research.	

Design	Sprint	method	is	based	on	collaboration,	communication	and	knowledge	

sharing	among	the	Sprint	participants,	its	cornerstone	is	“learning	by	doing”	princi-

ple,	which	is	the	same	approach	that	action	research	represents.	In	addition,	Design	

Sprint	framework	is	cyclical	too,	which	deemed	to	make	researching	it	via	action	re-

search	phases	and	cycles	reasonable.	Finally,	according	to	McNiff	and	Whitehead	

(2002,	85),	action	research	is	always	practical	and	requires	a	deep	focus	of	partici-

pants	on	one	particular	issue	in	order	to	progress	in	understanding	it	better,	which	is	

why	it	suited	for	this	study	where	a	group	of	people	was	challenged	to	develop	a	

concrete	product	in	a	real-life	practical	setting.	

	

Research	process	implementation	

The	research	process	has	followed	the	pre-defined	step-by-step	framework	of	the	

Design	Sprint	method	(discussed	in	more	detail	in	Chapter	3).	In	addition,	to	meet	

the	demands	of	action	research	method,	cycles	of	action	and	reflection	have	

been	incorporated	into	the	Design	Sprint	process.	As	the	result,	the	research	had	five	

cycles	that	lasted	one	day	each	and	had	one	action	and	one	reflection	process	per	

cycle.	The	5-day	research	process	that	took	place	is	illustrated	below.	

	

	

Figure	2.	The	implemented	research	process	of	the	study.	
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After	the	data	has	been	collected	and	analyzed,	the	conclusions	of	this	study	have	

been	made	and	presented	to	the	assignor	company.	

2.3	Data	collection	and	analysis	

In	order	to	address	the	research	problem	and	answer	the	research	questions	of	the	

thesis,	this	study	has	followed	the	cyclical	nature	of	the	action	research	method,	il-

lustrated	previously.	The	data	for	this	research	has	been	collected	through	observa-

tions,	as	the	author	has	been	directly	involved	in	the	action	research	process	that	has	

been	executed	via	the	Design	Sprint	framework.	According	to	Kothari	(2004),	in	the	

observation	data	collection	method,	the	researcher	extracts	the	information	by	ob-

serving	the	environment	and	not	asking	the	respondents	directly.	When	this	method	

is	used,	the	researcher	should	address	the	questions	like	“What	should	I	observe?”,	

“How	should	the	observations	be	documented?”,	“How	to	ensure	the	validity	of	the	

results?”.	Overall,	observation	can	be	used	as	a	method	when	it	has	a	defined	re-

search	purpose,	when	it	is	planned	and	documented	in	a	systematic	way,	and	

checked	for	its	reliability	and	validity.	(ibid.,	96.)	As	stated	by	Yin,	doing	a	research	by	

observing	is	a	unique	way	of	data	collection,	since	the	collected	data	goes	through	

the	own	perceptions	and	feelings	of	the	researcher,	and	thus	it	is	not	in	any	way	al-

tered	or	biased	by	what	research	participants	are	reporting.	Such	research	can	be	

both	completely	passive	and	participatory,	but	in	both	cases,	the	primary	data	is	very	

valuable,	as	it	is	not	filtered	by	the	others.	In	addition,	for	the	researcher,	it	is	very	

important	to	decide	correctly,	when,	where	and	what	to	observe.	In	qualitative	re-

search,	researchers	usually	operate	in	a	changing	environment,	and	it	is	thus	im-

portant	to	establish	the	clear	vision	of	how	to	conduct	an	observation.	When	decid-

ing	on	what	to	observe,	many	things	can	potentially	be	a	subject	for	observation,	

namely	characteristics	of	individuals,	interactions	between	individuals,	surrounding	

environments	and	actions	that	are	happening	around,	both	human	and	technical	

(non-human).	(ibid.,	143-145.)		

Although	the	author	of	this	study	has	participated	in	the	process	of	execution	of	the	

Design	Sprint,	the	results	of	this	thesis	came	from	the	author’s	observations	of	the	

team	behavior,	the	opinions	that	the	team	members	have	expressed,	and	from	the	

whole	process	of	executing	the	Design	Sprint	framework	in	practice.	The	collected	
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data	has	been	analysed	through	the	reflection	processes	that	took	place	at	the	end	

of	each	of	the	five	cycles	during	the	research	process,	and	the	answers	to	the	three	

research	questions	have	been	found	at	the	various	cycles	of	this	research.		 

2.4	Plan	for	research	ethics	and	quality	

Research	ethics	

According	to	Aguinis	and	Henle	(2004,	35),	prior	to	starting	a	research	project,	one	

should	assess	his	capabilities	and	proficiency	to	execute	a	research,	his	awareness	

about	the	ethical	guidelines	that	exist,	the	correctness	and	appropriateness	of	the	

created	researched	design,	and	if	the	research	is	acceptable	to	bring	to	the	life	from	

the	ethical	perspective.	Ethics	in	research	exist	for	the	sake	of	making	sure	that	the	

research	brings	more	benefits	than	harm	to	the	research	participants	and	the	socie-

ty.	This	is	done,	namely,	by	ensuring	the	informed	consent	of	all	involved	parties	re-

garding	the	nature	and	the	purpose	of	the	research,	by	minimizing	any	potential	

harm	or	risk	for	participants,	treating	all	research	participants	with	respect	to	their	

personas	and	their	privacy,	diminishing	the	chance	of	the	waste	of	time	for	partici-

pants,	etc.	(Eriksson,	&	Kovalainen	2016,	63;	Aguinis	&	Henle	2004,	36.)		

In	addition,	researchers	are	responsible	for	ensuring	the	originality	of	their	work	and	

avoiding	plagiarism	issues	at	all	costs	(Eriksson,	&	Kovalainen	2016).	Plagiarism	might	

happen	even	unconsciously	by	forgetting	to	cite	sources	or	by	doing	it	in	a	not	cor-

rect	manner,	thus	breaking	the	ethical	principles	and	potentially	infringing	the	copy-

rights.	Therefore,	researchers	should	always	give	credit	to	other	authors	they	refer	to	

in	their	works,	and	be	careful	in	citing	the	used	sources	correctly.	(ibid.,	75-76.)	

The	author	of	this	study	takes	the	ethical	principles	seriously	and	thus	is	aware	of	her	

moral	responsibility	towards	all	parties	involved	in	this	research.	All	research	partici-

pants	are	treated	with	respect	and	are	provided	with	full	information	about	the	con-

tents	of	this	thesis	and	its	purpose.	The	participants	have	given	their	permissions	to	

record	their	answers	and	to	subsequently	use	them	in	this	study;	however,	as	per	

participants’	request,	their	names	are	not	mentioned	and	not	disclosed	to	any	3d	

parties.	The	participants	have	also	given	their	consent	to	use	the	materials	that	have	

been	produced	during	the	research	process,	in	this	thesis.	No	participants	were	
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harmed	in	any	way	during	this	study,	and	the	research	will	benefit	their	organization	

and	to	the	further	exploration	of	the	researched	issue.	Finally,	all	ideas	and	concepts	

that	have	not	been	developed	by	the	author	of	this	thesis,	are	properly	cited,	and	the	

original	authors	are	referred	to.		

 

Reliability	and	Validity	

The	author	has	relied	on	the	existing	academic	literature	on	various	topics	when	

working	on	this	study.	The	examples	of	the	literature	included	course	books,	articles	

from	various	journals	and	other	research	works,	found	in	the	libraries	and	on	the	

Google	Scholar	platform,	which	is	a	source	of	information	used	by	many	academics,	

thus,	supposedly,	a	reliable	one.	This	study	can	also	be	used	in	the	future	by	other	

researchers	who	study	the	Design	Sprint	framework	or	any	similar	topic.	The	data	

collected	in	this	study	originate	from	using	the	Design	Sprint	framework	in	practice,	

and	thus	can	presumably	be	considered	reliable,	as	this	research	is	practical	and	ob-

serves	the	issue	in	the	real-life	setting.	Moreover,	the	author	of	this	study	has	

planned	the	research	process	in	a	way	that	the	finding	directly	answer	the	stated	

research	questions	and	give	a	profound	background	to	all	of	the	answers,	thus	the	

validity	of	the	research	is	planned	in	detail	and	ensured.	The	reflection	on	the	

planned	reliability	and	validity	of	this	study	can	be	found	in	Chapter	6.	

3			Theory	and	knowledge	base	

3.1	Software	engineering	

Software	engineering,	as	defined	by	Pressman	(2005),	is	a	process,	accompanied	by	a	

selection	of	tools	and	procedures	that	are	used	to	build	computer	software.	The	ob-

jective	of	software	engineering	is	to	create	customer-oriented	software	systems	that	

are	operating	with	efficiency,	are	tenable	and	sustainable.	(ibid.,	2-20.)	Furthermore,	

such	systems	should	be	designed	so	that	they	can	be	successfully	implemented	in	the	

set	project	time	frames	and	budgets	(Braude	&	Bernstein	2016,	1).	Every	software	

engineering	project	begins,	to	some	extent,	from	a	business	need:	it	could	be	a	need	

to	improve	and	widen	the	functions	of	the	existing	software,	update	it	according	to	
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the	changing	needs	of	the	environment,	or	the	need	to	create	a	completely	new	

software	product	or	system	completely	from	the	scratch.	Developing	a	software	

product	is	a	process	of	repeated	learning,	which	yields	something	that	can	be	named	

as	“software	capital”	-	an	array	of	collected,	distributed	and	organized	knowledge	

and	learnings	during	the	implementation	of	the	whole	software	development	

process.	In	addition,	software	engineering	shouldn’t	be	confused	with	software	

development	process.	While	both	have	to	do	with	software	development,	a	software	

development	process	can	be	generalized	as	a	general	methodology	and	philosophy	

to	development,	while	the	development	(engineering)	itself,	in	addition,	refers	to	the	

technical	methods	being	deployed	(Pressman	2005,	15-20).		

	

Software	engineering	is	a	complex	and	a	challenging	process,	which	requires	

cohesion	between	a	number	of	people	formed	into	interconnected	teams,	whose	

goals	should	be	aligned	around	a	specific	product	with	a	pre-defined	framework	to	

build	this	product.	All	this	system	should	be	then	organized	into	one	project	with	a	

step-by-step	defined	process	of	its	execution.	Altogether,	the	activities	needed	to	be	

performed	during	software	development	are	frequently	referred	as	to	“4	P’s	of	

software	engineering”,	which	are:	people,	product,	project,	process.	“People”	refers	

to	all	project	stakeholders,	in	other	words	-	participants	of	a	project,	and	those	who	

influence	it.	“Product”	is	something	that	is	being	developed,	its	subsequent	end	

result	and	the	documentation	regarding	it.	“Project”	means	all	the	activities	

implemented	in	order	to	achieve	the	result	and	get	to	the	end	product.	Finally,	

“Process”	is	characterized	as	a	shared	set	of	procedures	within	which	the	

stakeholders	execute	the	project.	If	all	of	these	elements	are	balanced,	properly	

taken	care	of	and	addressed,	a	software	project	is	deemed	to	be	successful,	

therefore,	stakeholders	need	to	make	sure	that	4	P’s	do	not	potentially	conflict	with	

each	other.	(Braude	&	Bernstein	2016,	5-6)	

	

Since	this	thesis	describes	the	development	of	a	software	product	in	a	company	

through	the	Design	Sprint	methodology	(hence,	the	specific	process),	the	Process	

element	of	the	4	P’s	of	software	engineering	is	broken	down	in	more	detail	below.	

This	is	done	in	order	to	build	a	big	picture	around	the	software	development	basics,	
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subsequently	address	the	Design	Sprint	framework	and	add	more	clarity	to	the	main	

issue	of	this	research.	

3.2	Software	process	

As	defined	by	Braude	and	Bernstein	(2016),	a	software	process	is	a	framework	for	

implementing	the	activities	needed	for	a	project	in	a	systematic	and	organized	way.	

Following	a	software	process	helps	to	reach	a	cohesion	in	a	team	and	guide	it	

through	the	tasks;	it	shows	how	different	phases	of	a	software	project	are	

interconnected	and	helps	to	define	and	reach	the	project’s	output.	(ibid.,	9.)	

Pressman	(2005),	summarizes	the	definition	of	software	process	as	a	“series	of	

predictable	steps	-	a	road	map	that	helps	you	to	create	a	timely,	high-quality	result”.	

He	further	claims	that	the	individuals	that	follow	software	processes	are	normally	

software	engineers	and	their	managers,	as	well	as	those	who	have	requested	

software	out	of	their	certain	business	needs.	(ibid.,	20.)	In	addition,	according	to	

Sánchez-Gordón	and	O’Connor	(2016,	2),	Zahran	(1998)	states	that	a	software	

process	is	a	series	of	practices	and	methods	that	are	utilized	in	order	to	develop,	

sustain	and	preserve	software	and	all	documentation	related	to	it.	

	

While	the	aforementioned	definitions	vary	in	wording	and	there’s	no	universal	way	

to	refer	to	software	process	yet,	still,	a	similar	pattern	can	be	seen	among	them.	

Therefore,	the	following	conclusion	can	be	made	out	of	it:	any	software	process	is	a	

systematic	and	detailed	way	that	helps	a	project’s	stakeholders	to	define	the	goals	of	

a	project,	a	step-by-step	way	to	achieve	them,	and	subsequently	to	manage	and	

sustain	the	end	result.	Nevertheless,	according	to	Sánchez-Gordón	and	O’Connor	

(2016,	3),	Pressman	(2009)	believes	that	software	process	still	doesn’t	provide	a	

definite	right	or	wrong	way	of	approaching	software	development,	but	rather	

presents	a	flexible	and	adaptable	framework	that	lets	teams	choose	and	act	upon	the	

appropriate	course	of	action	and	tasks.	Sommerville	(2011,	28)	also	suggests	that	an	

ideal	software	process	doesn’t	exist	as	it	vastly	depends	on	people	who	are	making	

decisions	and	judgments	and	thus	adapts	to	the	capabilities	and	resources	of	

stakeholders,	and	the	specifics	of	the	projects.	
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3.3	Software	development	methodologies	

As	stated	by	Sommerville	(2011),	software	processes	can	fall	into	the	category	of	

either	plan-driven	or	agile	processes.	Plan-driven	processes	can	be	defined	as	those	

processes,	where	the	actions	are	planned	beforehand	and	the	measurement	of	

progress	is	based	according	to	this	initial	plan.	Agile	processes,	on	the	other	hand,	

suggest	that	planning	is	adaptive,	and	thus	can	be	done	on	the	go	as	the	project	

evolves	and	the	needs	of	the	customers	are	changing.	(ibid.,	29.)	Each	of	these	two	

paradigms	represents	many	different	software	development	methodologies,	and	the	

most	significant	ones	are	further	discussed	in	this	subchapter.	

	

Plan-driven	methodologies	

Boehm’s	1988	study	(cited	in	Gill	2014,	1),	suggests	that	the	plan-driven	

methodologies	have	been	introduced	in	the	past	in	order	to	manage	large	and	

important	projects	using	fixed	and	repeatable	processes.	According	to	Petersen	and	

Wohlin	(2010,	657),	Hirsch	(2005),	defines	the	following	characteristics	of	the	plan-

driven	approach:	the	functionality	of	the	software	should	be	defined	before	the	start	

of	a	project,	a	detailed	step-by-step	plan	of	a	project	is	required,	all	requirements	are	

very	detailed	and	if	something	needs	to	be	changed,	it	is	implemented	after	the	

output	is	produced.	Moreover,	the	architecture	and	design	elements	must	be	

specified	before	the	actual	development	starts,	coding	happens	only	during	one	

specific	stage,	testing	happens	at	the	end	of	the	project,	and	quality	control	process	

is	formal.	Plan-driven	methodologies	are	considered	traditional,	and	they	have	been	

further	defined	as	“heavyweight”	due	to	a	very	elaborate	set	of	requirements,	exact	

documentation,	planning	and	inspection	(Awad	2005,	1).	There	are	many	plan-driven	

methodologies	that	are	practiced,	and	this	study	will	look	at	the	two	of	them:	the	

Waterfall	model	and	the	Spiral	model.	

	

The	Waterfall	model	

Munassar	and	Govardhan	(2010)	claim	that	the	waterfall	model	is	considered	

classical	and	one	of	the	oldest	among	the	other	models	of	software	engineering.	The	

most	common	instances	where	it’s	used	are	governmental	and	big	companies’	
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projects.	(ibid.,	95.)	The	basic	principle	of	using	waterfall	model	implies	that	one	can	

start	a	new	stage	of	a	project	only	after	completing	the	previous	one,	thus	the	

phases	are	independent	and	should	be	performed	in	a	sequence	(Modi,	Singh,	&	

Chauhan	2017,	117-118).	According	to	Kaur	and	Sengupta	(2011,	1),	the	waterfall	

model	has	been	frequently	used	in	the	past	due	to	the	very	formal	inspection	

requirements	that	it	imposed.	This	model	puts	emphasis	on	the	early-stage	planning	

of	a	project	in	order	to	minimize	potential	mistakes,	as	well	as	on	the	detailed	

documentation	and	planning,	which	makes	it	a	good	fit	for	those	projects,	where	the	

quality	concern	is	of	a	very	big	importance	(Munassar	&	Govardhan	2010,	95).	

Ruparelia	(2010)	believes	that	waterfall	model	performs	the	best	when	creating	big	

software	projects	that	serve	as	back-end	functional	to	smaller	software	projects.	For	

instance,	an	example	of	such	software	could	be	secure	operating	systems.	(ibid.,	8-9.)	

	

As	noted	by	Munassar	and	Govardhan	(2010,	95),	a	typical	waterfall	lifecycle	consists	

of	a	sequence	of	steps,	which	begins	from	specification	and	establishment	of	system	

and	software	requirements,	proceeding	to	modeling	and	design,	then	to	actual	

programming,	to	verification	and	testing,	and	finally	to	the	support	and	maintenance	

activities.	The	figure	below	illustrates	this	sequential	model.	

	

 
Figure	3.	The	Waterfall	model	of	software	development	(SpriteCloud	n.d.)	

	

The	disadvantage	of	the	waterfall	model	is	the	lack	of	feedback	in	between	the	

stages,	which	often	leads	to	problems	and	issues	with	the	software	only	being	
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discovered	after	the	implementation	of	the	whole	project	(Sommerville	1996).	In	

addition,	it	is	also	difficult	to	make	any	changes,	which	can	be	requested	by	the	

customer/end	user,	after	the	final	maintenance	stage.	This	results	in	the	final	

outcome	often	not	meeting	the	customers’	needs,	which	is	why	the	waterfall	model	

started	to	be	widely	criticized,	which	led	to	the	further	development	of	other	

software	development	models.	(ibid.,	269)		

	

Spiral	model	

The	spiral	model	was	firstly	developed	by	Barry	Boehm	as	a	result	of	various	cases	of	

adjustments	to	the	classic	waterfall	model	in	big	software	projects	(Awad	2005,	6).	

According	to	Pressman	(2005,	54),	this	model	combines	prototyping	of	the	desired	

end	product	with	the	very	systematic	and	detailed	approaches	of	the	waterfall	

model.	Boehm	(1988,	61)	himself	defines	the	major	feature	of	this	model	as	the	

adoption	of	the	risk-driven	approach	to	software	development,	as	opposed	to	

traditional	document-driven	or	code-driven	processes.	Fairbanks	(2010)	describes	

the	risk-driven	approach	as	the	one	where	the	efforts	that	the	stakeholders	put	into	

the	project	are	equivalent	to	the	risks	that	the	project	faces.	To	put	it	simply,	this	

approach	advocates	for	well-thought-out	allocation	of	resources,	and	it	allows	the	

project’s	stakeholders	to	identify	and	adequately	address	the	project’s	risks	in	a	

timely	manner.	(ibid.,	36.)	

	

The	basic	idea	of	the	spiral	model	implies	that	software	is	developed	in	cycles	that	

evolve:	during	the	early	cycles,	a	prototype	of	the	final	outcome	is	developed;	at	the	

later	stages,	developers	build	up	on	the	prototype	and	produce	more	sophisticated	

and	complete	versions	of	it	(Pressman	2005,	54).	In	his	later	publication,	Boehm	

(2000),	defines	the	spiral	model	as	a	“risk-driven	process	model	generator”,	which	

has	two	main	features:	cyclic	recurrence	in	order	to	gradually	reach	the	final	

outcome	of	a	software	project,	and	a	number	of	so-called	“anchor	point	milestones”	

that	ensure	the	mutual	understanding	and	commitment	of	the	stakeholders.	In	this	

definition	of	the	spiral	model,	risks	are	events	that	can	trigger	the	failure	of	a	project,	

and	anchor	point	milestones	refer	to	the	means	of	progress	tracking	and	comparison	

between	different	cycles	in	a	spiral	model.	(ibid.,	3-4.)	
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Below	is	the	visual	representation	of	the	spiral	model,	which	illustrates	its	cyclical	

nature.	

	
 

Figure	4.	Spiral	model	of	software	development	(Boehm	1988,	64)	

	

As	illustrated	in	Figure	3,	the	spiral	model	has	four	phases,	which	move	across	four	

quadrants	in	a	repeatable	cycle.	According	to	Ruparelia	(2010),	the	phases	are:	

	

1.	Setting	the	objectives	of	a	project.	

2.	Consideration	of	the	alternative	objectives,	analysis	of	possible	risks.	

3.	Verification,	development,	and	testing.	

4.	Planning	of	the	next	cycle.	(ibid.,	10-11.)	

	

As	the	phases	progress	and	improve,	a	prototype	of	an	end	result	is	created	along	

the	way,	in	accordance	with	the	requirements	and	testing	procedures	(Ruparelia	

2010,	10).	In	addition,	these	phases	and	cycles	of	the	spiral	model	are	adaptable	and	

applicable	to	any	stage	of	a	lifecycle	of	a	software	development	project	until	it	goes	

out	of	the	use	or	simply	gets	outdated,	unlike	the	other	models	which	lifecycles	end	

when	the	work	on	the	project	is	complete	(Pressman	2005,	55).	
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One	of	the	main	benefits	of	spiral	model	is	its	emphasis	on	the	risks	and	costs	of	the	

project	specifically	from	the	beginning	of	it	(Ruparelia	2010,	11).	This	risk	control	is	

the	cornerstone	of	this	model,	and	the	further	advantage	is	its	requirement	of	risk	

evaluation	and	reduction	during	all	stages	of	a	project	(Pressman	2005,	55-56).	

However,	according	to,	Bernal	&	Karam	(2016,	64),	the	drawback	of	the	spiral	model	

lies	in	the	assumption	that	software	developers	are	able	to	correctly	identify	and	

eliminate	risks,	which	might	not	happen	in	all	cases.	In	addition,	this	model	requires	a	

very	flexible	project	management	and	strongly	adaptable	documentation	processes	

between	the	stakeholders	as	the	product	prototype	evolves	in	the	spiral	(Ruparelia	

2010,	11).	Finally,	the	spiral	model	can	be	simply	very	costly	due	to	the	fact	that	the	

resources	needed	for	its	implementation	increase	cycle	by	cycle,	and	the	constant	

risk	analysis	is	required	all	the	time	(Modi,	Singh	&	Chauhan	2017,	118-119).	

	

Agile	methodologies	

According	to	Braude	and	Bernstein	(2016),	agile	methodologies	have	been	developed	

in	the	1990s	as	an	alternative	to	the	classic	plan-driven	methodologies	that	were	

seen	as	too	plan-	and	requirements-concentrated.	One	of	the	biggest	issues	of	such	

methodologies	is	an	unclear	set	of	requirements	for	the	end	product	at	the	very	

beginning	of	the	project,	which	causes	many	projects	that	follow	such	methodologies	

face	major	obstacles	during	the	development.	Agile	methodologies	address	such	

issue	by	providing	adaptable,	efficient	and	responsive	frameworks.	The	cornerstone	

of	all	agile	methods	lies	in	the	Agile	Manifesto	-	a	summary	of	the	key	principles	of	

agile	methodologies	that	have	evolved	over	time,	which	was	developed	in	2001	by	

the	software	industry	experts.	Agile	Manifesto	can	be	broken	down	into	four	points:	

	

1.	Interaction	between	individuals	is	put	over	processes	and	tools.	

2.	Well-developed	and	working	software	over	heavy	documentation.	

3.	Collaboration	with	customers	over	negotiating	contracts	and	requirements.	

4.	Addressing	changes	over	following	particular	plans.	(ibid.,	63-64.)	

	

Abrahamsson,	Salo,	Ronkainen,	and	Warsta	(2017)	suggest	that	a	development	

process	is	considered	agile	when	it’s	incremental,	cooperative,	straightforward	and	
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adaptive.	Incremental	implies	rapid	and	small	software	release,	cooperative	means	

close	cohesion	and	communication	between	the	project’s	stakeholders,	including	

customers.	Additionally,	straightforward	means	that	it	is	easy	to	learn	and	document	

the	whole	process;	finally,	adaptive	refers	to	the	ability	of	making	changes	to	the	

project	at	any	stage.	The	authors	further	specify	that	the	main	features	of	agile	

methodologies	are	simplicity	and	their	fast	speed,	which	allows	the	developers	to	

prioritize	the	most	important	functions	and	issues	first,	develop	them,	test	and	

collect	feedback	in	order	to	further	address	it.	(ibid.,	17.)	Overall,	according	to	

Braude	and	Bernstein	(2016),	agile	methods	suggest	creating	a	set	of	viable	guiding	

principles	for	a	project’s	stakeholders	rather	than	specific	rules	that	must	be	

followed.	These	guiding	principles	are	developed	in	order	for	the	stakeholders	to	

decide	on	the	appropriate	practices	and	solutions	as	the	project	evolves.	In	addition,	

agile	methods	value	creative	thinking	while	solving	problems,	as	opposed	to	the	

plan-driven	methodologies	where	adapting	to	the	prescribed	rules	is	expected	-	such	

practices	are	seen	ineffective	and	dangerous	in	the	agile	methods.	(ibid.,	65.)	

	

Similar	to	the	big	variety	of	the	plan-driven	methodologies,	many	agile	

methodologies	have	also	been	developed	over	time.	This	thesis	will	look	at	the	two	

of	them,	which	are	commonly	used:	Extreme	Programming	(XP)	and	Scrum.	

	

Extreme	Programming	methodology	(XP)	

According	to	Lindstrom	and	Jeffries	(2004),	the	method	of	Extreme	Programming	is	

based	on	simplicity,	open	communication,	and	feedback	between	the	project’s	

stakeholders.	XP	methodology	is	very	customer-centered,	and	the	other	

stakeholders,	such	as	business,	development	and	testing	teams	all	work	together	and	

handle	all	aspects	and	issues	of	the	project.	In	Extreme	Programming,	teams	develop	

software	in	small	batches	in	a	short	time	and	in	a	consistent	manner,	in	order	to	

track	the	progress,	collect	the	feedback	and	decide	on	the	further	actions	and	to	

continue	improving	the	software	design.	(ibid.,	44-45.)	Beck	(1999),	underlines	the	

following	features	of	XP:	
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1.	Planning	-	programmers	estimate	the	scope	of	work	for	a	project	and	customers	

decide	on	the	scope	and	the	timing	of	the	small	releases	that	programmers	produce.	

2.	Small	releases	-	a	software	project	is	developed	in	a	series	of	short	releases,	which	

are	regularly	updated	and	renewed.	

3.	Metaphor	-	customers	and	developers	define	the	project	by	certain	metaphors	

that	they	share	with	each	other	in	order	to	have	a	common	vision	of	how	the	system	

should	work.	

4.	Simple	design	-	the	software	solution	is	designed	as	simply	as	possible	without	any	

unnecessary	complexities.	

5.	Tests	-	programmers	constantly	test	the	functionality.	

6.	Refactoring	-	the	developed	system	is	adapted	on	the	way	by	transforming	and	

evolving	the	design	without	changing	the	functionality	of	the	software.	

7.	Pair	programming	-	the	coding	process	is	done	by	two	people	on	one	computer.	

8.	Continuous	integration	-	when	a	new	piece	of	code	is	produced,	it	is	integrated	

into	the	existing	system	immediately.	

9.	Collective	ownership	-	any	programmer	from	the	team	is	able	to	improve	any	part	

of	the	program	anytime	if	they	see	a	need	for	it.	

10.	On-site	customer:	a	customer	works	together	with	the	developer	team	and	is	

physically	present	with	them.	

11.	40-hour	weeks:	it	is	forbidden	to	work	overtime	two	weeks	in	a	row,	otherwise	

this	is	seen	as	a	problem	that	needs	to	be	solved.		

12.	Open	workspace:	team	works	in	a	large	open	space.	

13.	Rules	-	although	the	rules	for	the	project	do	exist,	they	are	flexible	and	can	be	

always	adapted	if	all	stakeholders	agree	on	them.	(ibid.,	71.)	

	

The	lifecycle	of	a	project	that	follows	the	XP	methodology	consists	of	6	phases:	

Exploration,	Planning,	Iterations	to	release,	Production,	Maintenance	and	Death	

(Awad	2005,	9).	Below	is	the	visual	representation	of	this	lifecycle.		
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Figure	5.	Extreme	programming	(XP)	methodology	of	software	development	(Abra-

hamsson,	Salo,	Ronkainen,	&	Warsta	2002,	21) 

	

Exploration	phase	requires	customers	to	create	story	cards	that	communicate	their	

vision	of	the	end	product	and	its	desired	functions	(Awad	2005,	9).	In	the	planning	

phase,	the	approximate	timeframe	and	plan	for	the	product	releases	are	set	

(Lindstrom	and	Jeffries	2004).	The	Iterations	to	Release	phase	proceeds	with	the	

developing	software	in	repetitive	two-week	cycles	with	the	goal	to	produce	a	

working	software	at	the	end	of	each	iteration.	The	customer	also	contributes	by	

communicating	the	desired	features	to	be	developed	in	the	course	of	the	next	two	

weeks.	(ibid.,	47.)	This	phase	further	evolves	into	the	Production	phase,	where	extra	

testing	and	changes	are	done	before	the	final	outcome	is	released	to	the	customer	

(Awad	2005).	In	the	Maintenance	phase,	all	development	ideas	that	have	not	been	

implemented	previously,	are	integrated	into	the	system	for	the	updated	releases.	

The	final	Death	phase	occurs	when	the	customer	doesn’t	have	any	more	requests	to	

be	implemented	and	thus	no	further	changes	to	the	architecture	of	the	whole	system	

are	made.	(ibid.,	9.)	

	

Abrahamsson,	Salo,	Ronkainen,	and	Warsta	(2017,	26)	suggest	that	the	Extreme	

Programming	method	delivers	the	best	results	when	used	in	small	and	medium-sized	

teams.	However,	according	to	Lindstrom	and	Jeffries	(2004),	XP	is	often	criticized	
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because	it	is	seen	as	too	simple	to	develop	beyond	the	stated	criteria	that	some	

projects	require.	Thus,	as	the	authors	further	claim,	in	order	to	evaluate	the	

appropriateness	of	using	XP	in	a	project,	one	must	take	into	the	consideration	the	

following:	firstly,	whether	the	team	is	able	to	communicate	constantly	and	be	

cohesive	and	whether	the	team	is	comfortable	with	creating	simple	solutions.	

Moreover,	one	needs	to	evaluate	whether	the	stable	and	constructive	feedback	

system	is	set	up	and	whether	the	team	members	are	ready	to	show	initiative	and	are	

not	afraid	of	failure.	If	these	questions	are	positively	answered	to	a	great	degree,	

then	the	process	of	adoption	XP	practices	happens	much	easier.	(ibid.,	43-50.)	

	

Scrum	methodology	

Scrum	is	another	widely	used	agile	methodology	that	requires	high	levels	of	flexibility	

and	adaptability.	According	to	Abrahamsson,	Salo,	Ronkainen,	and	Warsta	(2017),	

the	basic	principle	of	Scrum	lies	in	the	belief	that	development	of	any	software	is	a	

complex	process	with	many	details	to	take	into	the	account,	such	as	resources,	time	

frame,	customer	requirements,	etc.,	and	these	details	can	naturally	change	during	

the	development	process.	This	is	why	development	is	complex	and	unpredictable,	

which	calls	for	a	high	level	of	teams’	adaptability	in	order	to	address	the	changes	that	

are	happening	in	the	project.	(ibid.,	27-28.)	

	

Schwaber	(1995),	suggests	that	Scrum	consists	of	three	groups	of	phases:	Pregame,	

Game,	and	Postgame.	The	Pregame	phase	consists	of	the	initial	planning	of	the	

development	process,	which	includes	the	overview	of	the	software	release,	cost	and	

timeline	estimations.	Additionally,	this	phase	also	includes	the	design	and	

architecture	of	the	software	product.	In	the	Game	phase,	the	actual	development	is	

happening	in	a	series	of	short	“Sprints”	-	sets	of	development	activities	that	are	

implemented	in	a	limited	time	frame	(usually	1-4	weeks)	in	a	rapid	manner.	The	

Game	phase	normally	consists	of	several	sprints	in	order	to	intensify	the	

development	and	constantly	improve	and	adjust	the	system.	(ibid.,	125-126.)	One	of	

the	crucial	parts	of	the	Game	phase	is	daily	team	meetings,	in	which	the	following	

questions	are	addressed	to	each	team	member:	1)	What	have	you	done	yesterday?	

2)	What	will	you	do	today?	3)	Which	challenges	might	prevent	you	from	doing	this?	
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(Ionel	2008).	By	answering	these	questions,	team	members	are	able	to	see	each	

other’s	progress	as	the	project	evolves,	they	presumably	become	more	eager	to	

involve	and	contribute	to	the	project	and	they	stay	more	motivated.	(ibid.,	438.)	

Finally,	the	Postgame	phase	includes	the	final	preparations	before	the	release	of	the	

software,	which	includes	final	documentation,	testing	and	the	release	itself	

(Schwaber	1995,	125-126).	Below	is	the	simple	visual	representation	of	Scrum	

process,	which	illustrates	the	three	phases	and	how	they	are	connected	to	each	

other.	

 

 

 

 

 

 

 

 

 

 

 

	

Figure	6.	Scrum	methodology	of	software	development	(Schwaber	1995,	126)	

Scrum	methodology	is	most	efficient	when	used	in	small	teams	that	consist	up	to	10	

engineers	(Abrahamsson,	Salo,	Ronkainen	&	Warsta	2017,	36).	The	biggest	

advantage	of	Scrum	is	its	flexibility	and	adaptability	to	changing	environments	during	

a	project	that	enable	developers	to	learn	on	the	go,	collaborate	between	each	other	

and	create	the	most	appropriate	solutions	for	a	project	(Schwaber	1995,	129-130).	

However,	according	to	Ionel	(2008),	a	potential	drawback	in	Scrum	approach,	

ironically,	lies	in	this	collaboration	and	constant	feedback	loop:	in	order	to	

successfully	implement	Scrum	in	a	project,	it	is	recommended	that	the	main	client	

constantly	participates	in	the	development	activities	by,	for	example,	testing	and	

providing	feedback.	That	said,	the	client’s	availability	is	not	always	possible,	

especially	when	the	client	is	external.	Therefore,	it	is	highly	preferable	to	use	Scrum	

in	projects	where	clients	are	always	available	and	open	for	collaboration	(or	come	
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from	the	same	organization	and	are	internal),	since	this	directly	influences	the	

project’s	outcome.	(ibid.,	439.)	

3.4	Design	Thinking	

Since	the	Design	Sprint	method,	which	is	the	primary	topic	of	this	thesis,	uses	design	

thinking	as	a	part	of	its	general	philosophy	(to	be	discussed	in	more	detail	in	the	next	

chapter),	the	concept	of	design	thinking	needs	to	be	broken	down	in	order	to	give	a	

clearer	picture	of	what	Design	Sprint	framework	is	based	on.	

	

According	to	Razzouk	and	Shute	(2012,	330),	design	thinking	is	usually	seen	as	an	

analytical	and	creative	process	that	lets	individuals	who	are	undertaking	it	to	create,	

experiment	and	test	ideas,	collect	feedback	about	their	projects	and	creations,	and	

make	changes	to	them	based	on	it.	This	process	can	be	seen	as	a	special	way	of	

thinking	and	approaching	a	ground	understanding	of	any	new	and	emerging	

concepts,	issues,	events,	etc.,	that	leads	to	innovation	and	alteration	in	the	way	we	

live,	manage	businesses,	people,	etc	(Tschimmel	2012).	Even	though	initially,	the	

concept	of	design	thinking	was	based	on	the	way	designers	and	creative	people	

approach	work	and	problem-solving	activities,	nowadays,	this	concept	is	applied	to	

any	of	such	processes,	regardless	of	a	team	or	of	an	organization.	Today’s	idea	of	

design	thinking	became	an	effective	solution	for	any	kind	of	innovation	process	by	

merging	creative	thinking	with	the	usual	strategic	business	mindset,	and	thus	it	is	

very	actively	explored	and	used	in	various	areas	of	different	business	functions,	for	

instance,	in	management	and	marketing.	(ibid.,	1-2.)	

	

According	to	Tschimmel	(2012),	the	cornerstone	of	design	thinking	in	solving	

problems,	seeking	solutions	or	creating	new	innovations	is	the	design	thinker’s	ability	

to	combine	and	consider	three	following	things	simultaneously:	needs	of	people,	

available	resources,	and	opportunities	and	obstacles	of	the	particular	thing	the	

design	thinker	is	working	on.	If	one	utilizes	design	thinking	approach,	he	should	also	

be	ready	to	combine	analytical	and	emphatic	thinking,	be	logical	and	emotional,	

follow	methods	and	rules,	but	be	flexible	and	spontaneous	at	the	same	time.	

Another	typical	feature	of	design	thinking	process	is	visualizing	the	ideas	in	the	forms	
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of	sketches,	drawings,	notes,	and	prototypes	-	this	helps	to	bring	clarity	to	the	whole	

issue	being	worked	on,	and	helps	design	thinkers	to	find	out	further	things	that	need	

to	be	worked	on	within	this	issue.	Furthermore,	an	essential	trait	of	design	thinking	is	

its	human-centered	approach,	which	means	constant	collaboration	and	

communication	between	people	in	a	team,	and	acting	in	a	participatory	way.	

Moreover,	design	thinkers	are	supposed	to	not	only	be	working	among	themselves	

but	also	to	involve	customers,	end	users	and	other	stakeholders	of	their	projects	in	

the	design	thinking	process.	Such	cooperation	improves	the	end	result	of	the	whole	

work,	increases	the	effectiveness	of	reaching	the	outcome	and	improves	the	

satisfaction	of	the	future	users.	(ibid.,	3-4.)	

	

All	in	all,	design	thinking	is	a	very	specific	approach	to	solving	complex	problems	

and/or	implementing	complex	ideas,	which	requires	multidisciplinary	groups	of	

people	deploying	user-centered	and	participatory	approach	(Thoring	&	Müller	2011).	

Design	thinking	found	its	usefulness	not	only	in	design	fields	but	also	in	business	and	

engineering	areas	in	order	to	cultivate	innovation.	Nowadays,	it	is	becoming	more	

and	more	used	and	explored	in	many	other	areas	for	such	purposes.	(ibid.,	1.)	

3.5	Google	Ventures	Design	Sprint	as	a	new	method	of	Design	Thinking 

The	very	first	rough	implementation	of	Design	Sprint	framework	was	initially	made	in	

2009	by	Jake	Knapp,	who	at	that	time	was	an	employee	at	Google	(Knapp,	Zeratsky,	

and	Kowitz	2016).	The	idea	of	design	sprints	emerged	out	Knapp’s	goal	to	improve	

team	processes	at	Google	and	to	make	the	outcomes	of	usual	team	brainstorms	

better.	Several	years	later,	Knapp	joined	Google	Ventures	(later	referred	to	as	GV)	-	a	

venture	capital	created	by	Google	that	invests	in	startups.	Google	Ventures	got	

interested	in	the	idea	of	running	design	sprints	with	their	portfolio	startups,	as	these	

sprints	could	help	young	companies	to	test	their	ideas	before	launching	their	

products.	Jake	Knapp	was	joined	by	Braden	Kowitz,	John	Zeratsky,	and	Michael	

Margolis,	and	together	they	started	implementing	design	sprints	with	GV	portfolio	

startups,	experimenting	with	the	process,	adjusting	and	improving	the	framework.	

(ibid.,	1-5.)	
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According	to	Knapp,	Zeratsky,	and	Kowitz	(2016),	Design	Sprint	is	a	five-day	process	

that	helps	companies	to	answer	crucial	business	questions	and	problems	by	creating	

prototypes	and	testing	them	with	potential	customers.	In	its	essence,	this	process	

combines	the	ideas	of	business	strategy,	innovation,	design,	psychology	and	many	

more,	that	are	combined	altogether	in	a	ready	framework,	which	can	be	used	by	any	

team	regardless	of	a	background.	Since	the	introduction	of	design	sprints,	they	have	

been	run	not	only	by	startups	but	also	by	investment	bankers,	engineering	teams,	

and	even	school	students,	which	suggests	that	this	framework	is	applicable	to	various	

types	of	teams	with	different	backgrounds	and	problems.	(ibid.,	6-16.)	

	

There	are	three	things	that	need	to	be	taken	care	of	before	the	beginning	of	a	sprint	

(Knapp,	Zeratsky	and	Kowitz	2016).	Firstly,	a	specific	challenge	must	be	

acknowledged	and	understood	by	the	team.	At	GV,	startups	are	encouraged	to	use	

design	sprints	for	solving	most	critical	problems	in	the	company,	because	the	idea	of	

solving	such	extremely	important	issues	makes	team	members	be	much	more	

motivated	and	eager	to	solve	them	than	it	would	have	been	in	case	of	solving	regular	

day-to-day	questions.	Secondly,	a	team	for	running	a	sprint	should	be	formed.	It	is	

recommended	that	the	team	size	should	be	not	more	than	7	people	due	to	the	fact	

that	with	larger	numbers	of	participants	it	is	difficult	to	keep	everyone	efficient	and	

focused	on	work.	What	is	more,	teams	should	be	cross-functional	and	mixed,	and	

there	should	be	an	expert	on	specialized	topics	present	during	sprints.	This	

requirement	should	be	followed	because	having	people	from	different	backgrounds	

from	the	same	company,	working	together	in	a	sprint,	can	deliver	valuable	insights	

and	help	look	at	the	issue	from	different	perspectives.	A	“Decider”	should	be	

appointed	-	this	person	makes	the	final	decisions	during	a	sprint,	and	this	is	usually	

the	company’s	CEO/founder,	or	any	other	company’s	important	decision-maker.	

Additionally,	a	Facilitator	must	be	chosen,	who	will	guide	the	whole	team	through	

the	sprint,	manage	time,	discussions,	and	summarize	the	results.	Finally,	time	and	

space	for	a	sprint	should	be	arranged.	A	team	should	shut	down	all	operations	for	

one	working	week	and	be	present	in	the	same	room	Monday	to	Friday	from	10	a.m.	

to	5	p.m.	(from	9	a.m.	on	Friday).	Testing	design	sprints	at	GV	proved	the	sprint	

duration	of	five	days	to	be	most	efficient	among	all	other	options,	such	as	ten	days,	

one	month,	etc.,	because	five	days	give	a	sense	of	urgency,	but	at	the	same	time	they	
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give	enough	time	and	resources	to	get	through	a	sprint	and	solve	the	challenge.	

Moreover,	no	devices	are	allowed	to	be	used	during	the	sprint	(unless	needed	for	a	

specific	sprint’s	purpose),	and	the	main	prerequisite	is	that	the	whole	team	must	be	

100%	concentrated	on	the	challenge.	(ibid.,	21-42.)	

	

The	five-day	design	sprint	process,	developed	by	Google	Ventures,	is	the	following:		

	

1. Monday	-	the	long-term	goal	regarding	a	specific	issue	is	chosen,	and	a	map	

of	the	whole	challenge	about	it	is	created	in	the	team	so	that	everyone	has	a	

shared	vision	of	the	problem	Knapp,	Zeratsky	&	Kowitz	(2016).	Then,	the	

company’s	experts	on	specific	topics	share	their	knowledge	and	opinions,	and	

a	target	of	the	sprint	is	chosen:	what	exactly	needs	to	be	solved	in	these	five	

days,	and	what	are	the	challenges	involved.	The	whole	process	is	documented	

on	the	whiteboard	and	on	the	sticky	notes.	(ibid.,	51-88.)	

2. Tuesday	-	on	this	day,	solutions	to	the	problem	are	created	Knapp,	Zeratsky	&	

Kowitz	(2016).	Firstly,	all	team	members	conduct	a	research	on	existing	ideas	

and	case	studies.	Next,	everyone	comes	up	with	their	own	ideas	regarding	a	

potential	solution	to	the	issue	and	anonymously	sketches	them	on	in	a	limited	

time	frame.	All	sketched	are	collected	and	left	untouched	until	the	next	day.	

(ibid.,	93-118.)	

3. Wednesday	-	team	members	give	feedback	and	critique	on	each	of	the	

sketched	solutions	Knapp,	Zeratsky	&	Kowitz	(2016).	Eventually,	the	solutions	

are	voted	for,	and	the	solution	to	work	with	further	is	decided	by	the	team’s	

“Decider”.	The	idea	from	the	winning	sketch	is	taken	as	a	base	for	the	

prototype,	and	it	is	also	enhanced	by	ideas	from	other	sketches.	Based	on	all	

these	ideas,	a	storyboard	for	the	prototype	is	created.	(ibid.,	125-158.)	

4. Thursday	-	on	this	day,	a	realistic	prototype	is	created	using	the	Wednesday’s	

storyboard	Knapp,	Zeratsky	&	Kowitz	(2016).	It	can	be	created	on	screen,	on	

paper,	in	a	form	of	script	with	actors,	in	a	form	of	a	physical	space,	a	3D	

printed	object,	etc.	(ibid.,	163-190.)	

5. Friday	-	the	last	day	of	the	sprint	is	reserved	for	testing	the	created	prototype	

by	interviewing	target	customers	and	observing	their	reactions	to	the	

prototype	Knapp,	Zeratsky	&	Kowitz	(2016).	This	allows	the	team	to	look	at	
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their	ideas	through	the	customers’	eyes	and	to	show	them	the	problems	that	

can’t	be	seen	or	predicted	internally	in	a	team.	(ibid.,	193-211.)	

	

 
Figure	7.	Google	Ventures	Design	Sprint	5-day	process	(Tetuan	Valley	2017)	

	

According	to	Mucha	and	Nebe	(2017),	one	distinguishing	feature	of	GV	design	sprint	

is	that	it	delivers	very	quick	findings	and	results.	In	addition,	sprint	participants	feel	a	

sense	of	accomplishment	due	to	the	tangible	prototype	that	they	manage	to	create	

and	test	in	five	days.	(ibid.,	3.)	Moreover,	one	further	benefit	of	the	design	sprint	

framework	is	that	it	allows	to	rapidly	create	and	test	ideas	without	taking	long	

periods	of	time	to	build	and	launch	them,	so	that	potential	months	of	work	shorten	

down	to	five	days	only	(http://www.gv.com/,	2016).	It	can	be	thus	summarized	that	

design	sprints	help	find	a	way	not	to	only	solve	important	problems,	but	to	do	it	

much	faster,	efficient	and	on	a	bigger	scale	(Knapp,	Zeratsky	&	Kowitz,	2016).	With	

the	help	of	sprints,	feasibility	of	new	ideas	can	be	assessed,	existing	products	can	be	

improved	and	business	strategies	can	be	created.	(ibid.,	6-16)	

3.6	Synthesis	of	the	conceptual	framework	

In	the	theoretical	part	of	this	study,	the	concepts	related	to	software	development	

have	been	introduced	alongside	the	basics	of	design	thinking	and	the	detailed	de-

http://www.gv.com/
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scription	of	the	Design	Sprint	framework	as	the	ground	concepts	of	this	work.	Since	

one	of	the	questions	of	this	study	aimed	at	finding	out	what	kind	of	a	software	prod-

uct	could	be	created	through	the	Design	Sprint,	it	was	seen	as	necessary	by	the	au-

thor	to	give	an	overview	of	how	software	products	are	usually	developed,	tested	and	

brought	to	life.	Moreover,	while	software	development	methodologies	and	design	

thinking	are	not	directly	connected	to	the	Design	Sprint	method	itself,	and	during	the	

sprint,	the	actual	programming	or	any	other	technical	things	happen	quite	rarely,	still	

some	important	similarities	between	the	three	concepts	can	be	seen,	which	are	dis-

cussed	below.		

1.	Sequentiality	of	the	traditional	software	models	and	the	Design	Sprint	

As	discussed	previously,	the	traditional	software	development	frameworks	tend	to	

be	very	process-oriented	and	therefore	emphasize	a	very	detailed	and	thorough	ap-

proach	to	the	work	that	needs	to	be	done.	This	can	be	seen	from	the	Waterfall	mod-

el	and	the	Spiral	model	that	have	been	presented:	the	first	one	has	a	sequence	of	

steps,	where	one	can	move	between	the	steps	only	having	completed	the	previous	

steps;	the	latter	is	based	on	four	phases	that	repeat	themselves	in	a	cyclical	nature	

until	the	desired	outcome	is	reached.	Similarly	to	the	structure	of	the	traditional	

software	models,	the	Design	Sprint	framework	also	follows	the	concrete	series	of	

steps	that	strictly	go	one	after	another.	In	this	framework,	it	is	impossible	and	sense-

less	to	start,	for	example,	from	the	Step	2,	which	is	solution	sketching,	without	hav-

ing	identified	the	problem	to	be	solved	at	the	Step	1.	It	is	also	not	possible	to	skip	a	

step	and	to	move	forward	without	the	outcomes	that	needed	to	be	produced	during	

it.	Therefore,	the	nature	of	the	Design	Sprint	methodology	is	partially	similar	to	the	

one	of	traditional	software	models,	since	it	emphasizes	a	step-by-step	gradual	pro-

cess,	which	needs	to	be	strictly	followed.	

2.	Rapidness	of	Agile	methods	and	the	Design	Sprint	

As	mentioned	earlier,	one	of	the	core	features	of	the	agile	methodologies	is	that	the	

product	development	happens	very	rapidly,	cooperatively	and	it	is	easy	to	document.	

In	one	of	the	described	methods,	Scrum,	the	idea	of	sprints	is	even	presented	as	the	

core	one:	in	this	method,	it	is	crucial	to	be	rapid	in	the	development	activities,	be	

efficient,	and	to	produce	good	outcomes	as	quickly	as	possible.	This	corresponds	to	
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the	Design	Sprint	framework,	where	the	main	idea	is	to	produce	a	viable	prototype	in	

a	limited	amount	of	time	(five	days),	and	many	of	the	actions	during	each	of	the	five	

days	are	also	put	under	certain	time	limits.	In	addition,	this	framework	is	also	collab-

orative,	similarly	to	the	idea	of	the	Design	Sprint,	where	work	is	happening	in	the	

team.	Finally,	agile	methodologies	place	not	much	emphasis	to	documentation,	and	

there	is	no	need	in	heavy	documentation	in	the	Design	Sprint	framework	either,	

since	all	ideas	are	collected	on	a	whiteboard,	sticky	notes	and	A4	pieces	of	paper	

only.	Therefore,	interestingly	enough,	a	similarity	can	be	again	observed,	this	time	

between	the	agile	methods	and	the	Design	Sprint	framework	(even	though	the	Agile	

methodologies	are	completely	different	from	the	traditional	ones,	which	as	well	have	

similarities	with	the	Design	Sprint).	

3.	Creative	problem	solving	in	design	thinking	and	the	Design	Sprint	

In	the	subchapter	3.4	of	this	study	it	has	been	discussed	that	design	thinking	is	a	cre-

ative	and	collaborative	approach	to	innovation	and	problem	solving.	GV	Design	

Sprint,	in	its	essence,	has	the	same	roots:	it	also	totally	encourages	creative	thinking	

in	the	process	of	solving	problems	and	developing	ideas	and	products,	and	it	empha-

sized	collaborative	efforts.	The	creative	part	of	the	Design	Sprint	can	be	seen,	for	

instance,	in	the	sketching	and	prototyping	processes,	where	participants	need	to	

create	visual	and	tangible	solutions.	Similarly,	the	same	methods	can	be	detected	in	

the	concept	of	design	thinking.	Finally,	both	in	the	design	thinking	and	the	Design	

Sprint	frameworks,	a	big	importance	is	also	placed	on	strategic	thinking	and	planning,	

as,	usually,	business	models	are	discussed	and	strategic	product	decisions	are	made	

when	using	these	frameworks.	

To	conclude,	even	though	software	development	methodologies,	design	thinking,	

and	GV	Design	Sprint	are	essentially	different	concepts,	they,	apparently,	share	a	

number	of	similar	characteristics.	While	the	Design	Sprint	method	in	the	most	cases	

doesn’t	include	a	lot	of	coding	processes,	its	nature	can	still	be	compared	to	the	tra-

ditional	and	agile	methodologies	of	the	actual	software	development.	At	the	same	

time,	it	is	also	comparable	to	the	idea	of	design	thinking,	which	falls	in	a	completely	

different	category	from	software	development.	It	can	be	thus	said	that	the	Design	

Sprint	framework	has	combined	“the	best	from	the	two	worlds”,	meaning	that	it	has	
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the	structure,	logic,	and	rapidness	of	software	development	methods,	and	the	crea-

tivity	and	strategic	approach	of	design	thinking.	

4			Results	

The	results	of	this	study	are	confidential	until	12.11.2027.	The	confidentiality	of	this	

study	is	agreed	between	the	thesis	author,	JAMK	University	of	Applied	Sciences,	and	

Robo	Technologies	GmbH.	The	results	of	the	research	can	be	found	in	Appendix	1.	

5			Conclusions	

The	conclusions	of	this	study	are	confidential	until	12.11.2027.	The	confidentiality	of	

this	study	is	agreed	between	the	thesis	author,	JAMK	University	of	Applied	Sciences,	

and	Robo	Technologies	GmbH.	The	conclusions	of	the	research	can	be	found	in	Ap-

pendix	2.	

6			Discussion	

The	discussion	of	this	study	is	confidential	until	12.11.2027.	The	confidentiality	of	this	

study	is	agreed	between	the	thesis	author,	JAMK	University	of	Applied	Sciences,	and	

Robo	Technologies	GmbH.	The	discussion	of	the	research	can	be	found	in	Appendix	

3.	
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