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### Abbreviations

<table>
<thead>
<tr>
<th>Abbreviation</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>ASCII</td>
<td>American Standard Code for Information Interchange</td>
</tr>
<tr>
<td>BRCB</td>
<td>Buffered Report Control Block</td>
</tr>
<tr>
<td>CAP 505</td>
<td>Computer Aided Programming 505</td>
</tr>
<tr>
<td>CCT</td>
<td>Communication Configuration Tool</td>
</tr>
<tr>
<td>CET</td>
<td>Communication Engineering Tool</td>
</tr>
<tr>
<td>DCS</td>
<td>Distributed Control System</td>
</tr>
<tr>
<td>DHCP</td>
<td>Dynamic Host Configuration Protocol</td>
</tr>
<tr>
<td>DNP 3.0</td>
<td>Distributed Network Protocol 3.0</td>
</tr>
<tr>
<td>EPRI</td>
<td>Electric Power Research Institute</td>
</tr>
<tr>
<td>GOOSE</td>
<td>Generic Object Oriented Substation Event</td>
</tr>
<tr>
<td>GSE</td>
<td>Generic Substation Event</td>
</tr>
<tr>
<td>GSSE</td>
<td>Generic Substation State Event</td>
</tr>
<tr>
<td>I/O</td>
<td>Input/Output</td>
</tr>
<tr>
<td>IEC</td>
<td>International Electrotechnical Commission</td>
</tr>
<tr>
<td>IED</td>
<td>Intelligent Electronic Device</td>
</tr>
<tr>
<td>IEEE</td>
<td>Institute of Electrical and Electronics Engineers</td>
</tr>
<tr>
<td>IET</td>
<td>Integrated Engineering Tool</td>
</tr>
<tr>
<td>ISO</td>
<td>International Organization for Standardization</td>
</tr>
<tr>
<td>ISP</td>
<td>Internet Service Provider</td>
</tr>
<tr>
<td>L/R</td>
<td>Local /Remote</td>
</tr>
<tr>
<td>LAN</td>
<td>Local Area Network</td>
</tr>
<tr>
<td>MAC address</td>
<td>Machine Address Code</td>
</tr>
<tr>
<td>MMS</td>
<td>Manufacturing Message Specification</td>
</tr>
<tr>
<td>NO/NC</td>
<td>Normally Open/Normally Closed</td>
</tr>
<tr>
<td>OSI</td>
<td>Open Systems Interconnection</td>
</tr>
<tr>
<td>PC</td>
<td>Personal Computer</td>
</tr>
<tr>
<td>PCM 600</td>
<td>Protection and Control IED Manager</td>
</tr>
<tr>
<td>PLC</td>
<td>Programmable Logic Controller</td>
</tr>
<tr>
<td>RCB</td>
<td>Report Control Block</td>
</tr>
<tr>
<td>RTU</td>
<td>Remote Terminal Unit</td>
</tr>
<tr>
<td>SCADA</td>
<td>Supervisory Control And Data Acquisition</td>
</tr>
<tr>
<td>SNTP</td>
<td>Simple Network Time Protocol</td>
</tr>
<tr>
<td>TCP/IP</td>
<td>Transmission Control Protocol / Internet Protocol</td>
</tr>
<tr>
<td>UCA</td>
<td>Utility Communications Architecture</td>
</tr>
<tr>
<td>URCB</td>
<td>Unbuffered Report Control Block</td>
</tr>
<tr>
<td>VEO</td>
<td>Vaasa Engineering Oy</td>
</tr>
<tr>
<td>VMD</td>
<td>Virtual Manufacturing Device</td>
</tr>
<tr>
<td>WAN</td>
<td>Wide Area Network</td>
</tr>
<tr>
<td>WLAN</td>
<td>Wireless Local Area Network</td>
</tr>
</tbody>
</table>
1 Introduction

What if there were no standards published yet to this day. People would roam around while producing unique ideas which would lead to a very wide array of individual products that could not merge with each other in any way since they are all unique. Imagine owning an elegant phone with a lot of features. Without standards this phone would be rendered useless since no other phone would use the same features. Standards make merging and coexistence of products a possibility as they tell us how things should be made. The best standards are developed by selecting the most efficient, simplest and easiest ways for doing things. Standards make everyday life a lot easier.

Languages have no international standards saying that everyone has to speak English just to make conversations abroad easier, but it would be a lot simpler if they had. Dictionaries and grammar tell people what words to use and how to inflect them within a certain language. This example can also be used when referring to communication protocols used by intelligent devices within a certain process or station. The protocols are standards that can be seen as languages spoken by the devices, and the protocols should match perfectly on both sides for the communication to work.

Steady research and development concerning electronic devices give them new and improved functions and give new demands for communication between devices. This makes it hard for a protocol to stay up-to-date with the demand for features and functions made by users. The average lifetime of a protocol is 10 years, depending on the type of industry it is used in. The automotive industry has a fast change in demands whereas the process industry is more conservative and thus stretches the lifetime of a protocol.

A relatively new protocol in digital communication is the IEC 61850, which is based on an international standard and meant to simplify the installation and engineering of electrical substation automation. The protocol helps engineers utilize the latest systems for connection like optical fiber and Ethernet cables.
1.1 Background

This thesis work was assigned to me by Vaasa Engineering Oy. My work began in the beginning of February 2010. The popularity of the IEC 61850 protocol is growing in the Finnish electrical substation market but the implementation of the protocol is not yet perfect, meaning that errors and flaws may occur when establishing communication between devices from various vendors.

1.2 Goal

The goal with my work is to test the RTU 560G connected to one VAMP- and one ABB protection device and test their communication according to IEC 61850 and IEC 60870-5-101 with the 560G as gateway. I will document my procedures for establishing the connections and when testing basic but vital functions like alarms, clock synchronization etc. All errors and problems encountered will also be documented and if they are resolved I will give step by step procedures on how to avoid these problems. I will also give basic information on previous popular protocols and some information on devices mostly used by Vaasa Engineering Oy for substation automation. This thesis work will give me the basic understanding needed for working with substation automation and the belonging protocols.

1.3 Vaasa Engineering Oy

Vaasa Engineering Oy provides automation and electrification solutions for energy production, transmission, distribution and use to customers worldwide. They deliver turnkey projects and project components, design and engineering, procurement and supply, project management, installation, start-up and commissioning and user training. Plant modernizations, maintenance, system updates and switchgears are also offered. The cooperation with leading manufacturers throughout the field enables Vaasa Engineering to remain at the leading edge of development. Vaasa Engineering Oy is often referred to as VEO. (9)
2 The electrical power system and its control

Figure 1. Basic generation and distribution of electricity. Components inside the red rectangle are in need of intelligent protection devices.

The basic idea of electrical distribution is to find a power source such as light, wind, water or diesel engines. These powers are then harnessed so that they turn the axle of a generator which in return generates electricity. Power lines are then connected to this generator so that electricity can be transferred to the end user. Breakers and fuses are used to protect the electrical equipment in case faults or error occur while transformers are used for increasing (step-up) or decreasing (step-down) the voltage levels.

Substations are secondary stations where the feeding lines are connected to breakers, disconnectors, transformers and busbars so that electricity can be controlled and divided into distribution lines.

To be able to provide continuous electrical power to customers, power plants and substations need to be equipped with IEDs such as protection relays for supervision and control of the bigger components. These protection devices are a lot smaller than the breakers that switch the loads, but as the big breakers are motorized the smaller IEDs are able to control them. The IEDs read measurements and state indications from the larger components and then act in accordance with the configuration that they have been given. These measurements and state indications should then be passed on to the network control centers so that humans can be informed on the substation condition. This is where the data communication functions as a means to transfer the information and receive commands both locally within the substation and onwards to control centers.
Before computer aid in process control was developed and affordable, many control rooms consisted of a control table hardwired to all the adjustable devices in the process and a large screen from where alarms and conditions were readable and mostly all different commands had to be sent through its own wire making cabling very expensive.

In recent years, process control has taken a big step forward thanks to computer aid. The digital age has removed much of the hardwiring previously necessary for sending control signals (in some cases even all communication wires thanks to wireless technology). Digital communication gives users the ability to address these commands and send all of them through one cable, but it requires hardware and software that are able to recognize these addresses and commands so that they can be applied to the correct device. Protocols give hardware and software these necessary capabilities to understand the data that is being sent and received. The new international standards also give devices from different vendors the ability to cooperate without needing special modifications.

IEDs and their advanced and extensive functionality have given the ability to create more reliable stations as more functions can be added without a huge expense to customers. Many of these devices also support PLC logics so that special requirements and functions that are station-specific can easily be added.

SCADA systems are used for supervisory systems for control with humans as operators. The primary control is not done by SCADA but by intelligent devices and surrounding control systems. These devices collect process specific data and later on convey this data to executive control equipment for supervision. (3)
3 Communication in substation automation

3.1 Basics of data communication

People have learnt how to regulate voltage quickly and efficiently, which is a crucial knowledge within data communication. George Boole is the person credited for coming up with the idea of having two different states defining yes or no / on or off / TRUE or FALSE (hence the name \textit{BOOLEAN} value). Later on it was realized that Boole’s idea could be implemented into computer logic. By regulating voltage levels over or below a predefined setting you can give a logic 1 or a logic 0, where 1 stands for TRUE and 0 stands for FALSE. By having a definite time interval you can change the voltage level for each time-interval and have the receiving end read the value once every interval. This voltage level at a specific time is called a \textit{bit}, one bit can be 1 or 0. By sending these bits one after another you get something called a \textit{bit array}, a series of ones and zeroes. After that a standard tells us what a certain amount and order of these values correspond to, for example the ASCII defines the printable letter A as 01000001, the symbol & is coded as 00100110. See figure 2 for an illustration of the symbol & as an electrical signal.

![8 bit message](image)

\textbf{Figure 2. Illustration of the symbol “&” as an eight bit data message according to the ASCII code. Time is presented horizontally and voltage vertically.}

By putting several of these bit arrays after each other it is possible to send e.g. text messages over electrical conductors (other mediums like optic fiber, radio waves etc. are also possible) using the ASCII standard. A few complementary bits need to be added to the message for functional data exchange, depending on which protocol is used for communication. The other bits can be for addressing, error detection (parity check), encryption etc.
3.2 LAN and WAN networks

LAN networks can be found today at homes, offices, industry etc. A LAN network is built within a small area that does not need an Internet connection for transmitting data between devices that are interconnected. Ethernet cable or wireless (WLAN) connection from the device to the router is needed to create a LAN. WAN is the complementary connection between multiple LANs or other networks, so that information can be obtained between users over longer distances. To get WAN access you often need an ISP that handles connections via telephone or similar physical links. LAN and WAN can be explained rather as a physical way to connect devices than a way of electronic communication. (10)

Figure 3. Example of interconnection with LAN and WAN.
### 3.3 The OSI model

Many protocols are built upon the seven layer OSI (Open Systems Interconnection) model which is a reference on how to build up the messages to be sent. The model works so that the information/data needed to be sent is first processed through the seven layers before being sent, with each layer adding or modifying the data within the message as for example receiver address or encryption. Once the message has been received the process is reversed and the data retakes its original form so that the end application can present it for the user, while some protocols enable an entity in one host to interact with a corresponding entity at the same layer in another host. The OSI protocol hierarchy is illustrated in figure 4. (10)

<table>
<thead>
<tr>
<th>Layer</th>
<th>Function</th>
</tr>
</thead>
<tbody>
<tr>
<td>#7, Application</td>
<td>Handles data produced in an application, e.g. E-mail.</td>
</tr>
<tr>
<td>#6, Presentation</td>
<td>Performs data transformation, including services such as reformatting, data compression and encryption.</td>
</tr>
<tr>
<td>#5, Session</td>
<td>Establishes, maintains and terminates user connections. Also handles grouping of data.</td>
</tr>
<tr>
<td>#4, Transport</td>
<td>Ensures accurate delivery of data through flow control, segmentation and reassembly, error correction and acknowledgement</td>
</tr>
<tr>
<td>#3, Network</td>
<td>Establishes network connections, translates network addresses into their physical counterparts and determines routing</td>
</tr>
<tr>
<td>#2, Data link</td>
<td>Packages data in frames appropriate to network transmission method and ensures the reliability of the physical link established at layer 1.</td>
</tr>
<tr>
<td>#1, Physical</td>
<td>Controls transmission of the raw bit stream over the transmission medium. Determines amount of voltage swing, duration of voltages (bits), and so on.</td>
</tr>
</tbody>
</table>

*Figure 4. The 7 layer OSI model.*
3.4 Common protocols for data communication

Below some of the types of protocols used today are described briefly. All countless protocols available are not mentioned, only the ones that are commonly used and that are not manufacturer-specific. It is also hard to compare the protocols side by side, therefore only some of their individual features are brought up. The information given here is only scratching the surface by brief explanations for these standards. They are much more complex when analyzing what is going on at the bit-level.

- TCP/IP
- Modbus
- DNP 3.0
- SPAbus
- IEC 61850
  - GSE
  - MMS

3.4.1 TCP/IP

TCP/IP is a protocol that takes care of addressing and error checking in data communication between two devices. Units may have a static IP address or they may be given a dynamic address from the router's DHCP protocol. Each network card inside a unit has a unique MAC address which makes it possible for data to be sent to the proper recipients. TCP/IP consists of four layers from the OSI model, - application, transport, Internet (same as network layer) and the link layer (physical). Every layer adds different bits for control, addresses headers etc. Shown in figure 5 is the actual data originally sent (marked with blue). Notice that the data is just a small part of the whole message.

![Protocol-overhead from an Internet stack.](image)

The TCP/IP protocol has become so widely used and important that it can be viewed as a reference model. (10)
3.4.2 Modbus

Modbus was developed by Modicon ® in 1979 to be used for communications with PLC devices. It is an open protocol which means that developers can design products that make use of the Modbus standard, without limitations. It grew rapidly in popularity and is now one of the most widely used methods for connecting industrial electronic devices. In a standard Modbus system there is one master unit and there may be up to 247 slave units. The error control called Cyclic Redundancy Check is used, which means that after every message there are two additional bytes. These bytes are the result of a calculation (checksum) from all the bits in the message. In case these bytes are not summarized correctly, the receiving units know that there has been an error within the message.

Modbus and many other protocols make use of the serial ports (RS-232 and RS-485) as physical links. The serial communication port that has been around for almost 40 years was often found on most PCs before, but has nowadays mostly been replaced by USB ports. The common serial port may be viewed in figure 6. (8)

![Figure 6. Serial port design (Rx – Receive, Tx -Transmit), and an example of digital signaling. (4)](image)

3.4.3 DNP 3.0

The DNP 3.0 protocol is similar to Modbus but since it was developed in more modern times (early 90s) it has been given support for more functions. DNP 3.0 is an open protocol and that is a benefit to developers who wish to make modifications or extensions enabling better support with newer functions for use in SCADA systems. (4)
3.4.4 SPA-bus

The SPA-bus uses an asynchronous serial communications protocol (1 start bit, 7 data bits + even parity, 1 stop bit) with a common data transfer rate of 9600 b/s. Messages on the bus consist of ASCII characters, which are easier for a human to interpret than hex-code which is normally used by many other protocols. The bus can support one master and several slaves. (1)

3.4.5 IEC 61850

For numerous years the goal has been to define a communication infrastructure that will allow seamless integration of the IEDs into higher level devices - an infrastructure that is vendor independent and will allow devices from multiple vendors to be integrated together. That goal is what the IEC 61850 standard has been built upon.

A few years ago, DNP and IEC 60870-5 (also referred to as IEC 870-5) were the most widely supported of the traditional SCADA protocols, but UCA and IEC 61850 were meant to represent a new approach to utility communications. In 1994, EPRI/IEEE started working on the next phase of UCA, namely UCA 2.0. This time the focus was put on the Station Bus. In 1996, Technical Committee 57 of the IEC began to work on IEC 61850 with a similar charter defining a Station Bus. In 1997, the two groups agreed to work together to define a common international standard that would combine the work of both groups. IEC 61850 is a set of UCA 2.0, i.e. it contains almost all of the UCA 2.0 specifications, plus offers additional features. The results of the harmonization efforts are the current IEC 61860 specification which wants to define three things:

1. Which data is available and how is this named and described (IEC 61850-7-4, -7-3, and -7-2),
2. How can this data be accessed and exchanged (IEC 61850-7-2), and
3. How can devices be connected to communication networks (IEC 61850-8-x and -9-x).
Some of the features included in IEC 61850 are:

1. **Data Modeling** - Primary process objects as well as protection and control functionality in the substation are modeled into different standard logical nodes, which can be grouped under different logical devices. There are logical nodes for data/functions related to the logical device (LLN0) and physical device (LPHD).

2. **Reporting Schemes** - There are various reporting schemes (BRCB & URCB) for reporting data from server through a server-client relationship which can be triggered based on pre-defined trigger conditions.

3. **Fast Transfer of events** - GSE are defined for fast transfer of data for a peer-to-peer communication mode. This is again divided into GOOSE & GSSE.

4. **Setting Groups** - The setting group control Blocks (SGCB) are defined to handle the setting groups so that the user can switch to any active group.

5. **Sampled Data Transfer** - Schemes are also defined to handle transfer of sampled values using Sampled Value Control blocks (SVCB).

6. **Commands** - Various command types are also supported by IEC 61850.

7. **Data Storage** - SCL (Substation Configuration Language) is defined for complete storage of configured data of the substation in a specific format.

The abstract data models defined in IEC 61850 can be mapped to a number of protocols. Current mappings in the standard are to MMS, GOOSE, SMV, and to Web Services. These protocols can run over TCP/IP networks and substation LANs using high speed switched Ethernet to obtain the necessary response times of < 4 ms for protective relaying.

The GSE control model is further subdivided into GOOSE and GSSE. GOOSE is a control model mechanism in which any format of data (status, value) is grouped into a data set and transmitted within a time period of 4 milliseconds. The following mechanisms are used to assure specified transmission speed and reliability. GOOSE messaging is mostly used for horizontal communication, e.g. breaker state indications between protection relays for interlocking purposes.

GSSE is an extension of event transfer mechanism in UCA2.0. Only Status data can be exchanged through GSSE and it uses a status list (string of bits) rather than dataset used in GOOSE. GSSE message is transmitted over MMS based stack (base stack without using TCP/IP), which necessitates more time for transmission & processing in comparison with GOOSE messages.
MMS is an international standard (ISO 9506) dealing with messaging system for transferring real time process data and supervisory control information between networked devices and/or computer applications. MMS defines the following:

1. A set of standard objects that must exist in every device and on which operations like read, write, event signaling etc can be executed. VMD is the main object and all other objects like variables, domains, journals, files etc come under VMD.
2. A set of standard messages exchanged between a client and a server stations for the purpose of monitoring and/or controlling these objects.
3. A set of encoding rules for mapping these messages to bits and bytes when transmitted.

The protocol is based on LAN technology where the nodes are linked through a switch. The main advantage of the protocol is that it makes fast and reliable data transmissions for events and commands within a substation. One goal is also that all devices supporting this protocol will be “plug and play” compatible, which will save the end user a lot of time. Devices may also act as master or as slave, this is meant as a model of communication where one device or process (master) has control over one or more other devices (slaves). Some of the devices mentioned in this thesis may support different protocols depending on communication types where they act as master or as slave, while most protocols are available in both master and slave modes. (6)
4 Hardware

4.1 Remote Terminal Units

RTU is a physical device designed to send and receive data from the physical protection and control units and then deliver data to a control room computer. An RTU may have I/Os for measuring and sending analogue and digital signals, such as power measurement at 4 - 20 mA or voltage measurement of 0 - 10 V, which today are common ranges of analogue signals. This analogue data is interpreted and encoded into digital data that is then sent to the monitoring equipment. An RTU can often be compared with PLC and DCS controllers, but the PLC is more aimed for use with local processes and makes use primarily of physical actuators. The PLC is also more flexible since an RTU has a more focused "task." A modern RTU can have a completely integrated HMI that can be accessed via network communication. PC software needed for HMI access is often only a standard web browser with java as a plugin.

4.1.1 RTU models from different manufacturers

As of today many RTU models are available, some of the more advanced models can even be called a computer. The manufacturers for these devices often have a wide product line but covering all of those in this thesis is unnecessary. My focus on these devices is their main features and what types of connection protocols they support. The products often used by VEO are:

- ABB - RTU560
- Netcontrol - Netcon®500
- SIEMENS - SICAM 1703

4.1.2 RTU 560

The RTU 560 family from ABB has a flexible and modular design which allows for easy station installations and upgrades. The RTU 560 can be integrated into existing infrastructures, as it supports all modern international and most third party telecontrol communication protocols. Integrated HMI is available, and PLC programming languages according to IEC 61131-3. Time synchronization can be made via protocols, GPS, DCF77, IRIG-B or SNTP. Configuration files and licenses are stored on a flash drive, meaning that a faulty device can easily be replaced by a new one without the need for re-upload of files.
RTU 560s are often big rack mounted units with many I/O connections depending on their applications. A new smaller unit, the DIN-rail mounted RTU 560G, will be analyzed and tested further on in this thesis.

Figure 7. ABB RTU560G remote terminal unit. (2)

4.1.3 Netcon 500

The Netcon 500 has been designed to act as a data concentrator and a protocol converter in station automation systems. The unit can be applied at outstations in which large numbers of protection relays, programmable logic controllers, telecontrol outstations and other intelligent devices with a serial line or a LAN interface are connected to a SCADA system, and where the required I/O points are many. Netcon 500 has the time synchronization via GPS and can also be synced by master stations. It can communicate with several master stations simultaneously, and utilizes a Windows based parameterization software tool.

Figure 8. The Netcon 500 unit. (5)
4.1.4 Siemens AK 1703 ACP

Siemens AK 1703 ACP from the SICAM products offers automation, telecontrol and communication functions for combined flexibly and in full compliance with IEC 61850. Especially noteworthy is the possibility of offering client and server functionality on only one Ethernet interface. You can use the AK 1703 ACP as:

- a central unit or telecontrol substation,
- data node or front-end
- automation unit
  - with autonomous function groups
  - with local or remote peripheral equipment.

Configuration and all parameters are saved on a flash card. This means that in an event of a fault, a replacement device can be put into operation immediately without the need for PC or resetting of parameters. TOOLBOX II is the program used for configuration, loading, system diagnostics, testing and documentation. The TOOLBOX II implements the IEC 61850 standard, meaning that devices of other manufacturers can be handled in projects as well. Up to 66 serial interfaces for local and remote communication are supported.

Figure 9. The Siemens AK 1703 ACP unit. (7)
4.2 Protective relays

Not all protective units from all different vendors will be mentioned below, just the ones commonly used by VEO.

A protective relay (also in this context referred to as IED) is the unit for supervising electric circuits ranging from low voltage to high voltage installations. Its main objectives are fault detection and reading measurements supplied from connected devices, such as current transformers, voltage transformers, position indicators etc. When a measurement is out of specification the relay then gives trip commands to a circuit breaker. A trip alarm is also triggered which control personnel should be able to receive and process.

- VAMP standard protocols
- ABB – Relion series
- Siemens - SIPROTEC product family
- GE – Multilin

4.2.1 VAMP

Vamp Ltd specializes in protection relays, arc flash protection and measuring and monitoring units for power systems. Their products are suitable for a wide range of protective applications, and the required functionality of the devices can be selected with the Vampset configuration software.

4.2.2 Relion

Relion series from ABB are feeder protection and management relays. These products provide versatile communications as well as sophisticated functionality for event, alarm and fault analysis.

4.2.3 Siprotec

Siemens SIPROTEC product family for line, motor and generator protection offers an integrated solution which starts with extensive protection and control functionality, flexible communication possibilities and uses one single operation program, DIGSI, for all SIPROTEC protection relays.
4.2.4 GE

GE (General Electric) Multilin 3 series providing protection, control, monitoring and metering, and both local and remote user interfaces in one assembly. They give various protocol support through front USB, rear serial, Ethernet and fiber ports.

4.3 Control center software

4.3.1 ABB MicroSCADA

MicroSCADA is a SCADA system made by ABB for managing and supervising an entire distribution network in utility and industry environments. It gives access to real-time information from measuring units. It can be implemented in both electrical and non electrical processes. It also provides a wide range of protocol support which makes it easy to implement with devices from many different vendors. Support for protocols can be called modular because MicroSCADA is designed so that you can install libraries and connectivity packages specifically meant for a project. By continuous development MicroSCADA has been able to keep up with the ever growing and changing computer market. During my further tests I will get familiar with MicroSCADA. (2)
5 Configuration process

The following configuration steps describe the procedures used when trying to accomplish the goals of this thesis work. The configuration process means going through one software after another in a certain order and will be explained in that same order. As none of the first attempts after a software configuration was instantly successful all these steps had to be figured out one by one. Problems and mistakes first made are explained along with their solutions. The proper configuration steps and screen shots from the different software are explained in appendix 1.

At the beginning of the configuration all units and software were at default settings clean from any earlier configurations except for the REF 541 relay which had been preconfigured with the necessary functions and mimic display. But the bus connection module SPA-ZC 400 attached to the REF relay was also clean from configuration.

To be able to completely configure the RTU 560 for use with IEC 61850 with PLC and HMI functions the following software is required:

- RTUtil
- Web browser with Java plugin (e.g. Internet Explorer)
- Multiprog WT
- HMI editor
- PCM 600 with necessary connectivity packages
- IET/CCT

Additional useful software and accessories:

- Windows Notepad
- Compact Flash card reader for PC
- Microsoft Excel

In this thesis work the REF 541 relay used the SPA-ZC 400 module for SPA to IEC 61850 conversion. To be able to configure the SPA-ZC 400 unit the CET software is needed. To change or acquire the configuration of the REF 541 relay itself a software named CAP505 is needed. And for VAMP relay configuration the Vampset tool is required.
Before any work was begun the station topology needed to be defined. This would help in seeing the big picture on how the test station should function and it was also easier to keep track on what solutions are possible and all the needed hardware. The station built is illustrated below in figure 10.

A so called I/O list was also made which defines which signals to use and their addresses for the IEC 60870-5-101 communication. Signal names and their state definitions were also added. The signal list works as a reference when configuring the communication just so that it is easier to keep track of the required signals. See appendix 2 for the I/O list.
5.1 REF 541 and CAP 505

The CET tool, which is used to configure the SPA-ZC 400 needed to have the REF 541 configuration file (file format .ar) imported. REF 541 can natively communicate over LON, SPA and DNP 3.0 protocols and since the SPA-ZC 400 module was attached to the REF 541 it was possible to simply set the SPA-ZC 400s IP address and receive the .ar file through Ethernet TCP-IP connection using CAP 505.

![AZ - Relay Download Tool](image)

Figure 11. CAP 505 relay download tool.

5.2 CET and SPA-ZC configuration

When the .ar file had been acquired it was possible to begin with the SPA-ZC 400 configuration, and that was made possible with the CET programming tool. A new project was initialized and the .ar file was imported and IEC 61850 process objects were generated automatically with all their corresponding SPA addresses pre-defined. Some small adjustments to properties were made such as report control block ID name and the Ethernet addresses of the SPA-ZC unit. A .cid file containing important communication configuration data was exported and renamed to .icd for later use with the CCT tool. Renaming .cid to .icd had to be done for the CCT tool to recognize the file before import.
5.2.1 Problems occurring with CET

The first SPA-ZC unit used had an older firmware than the firmware set in CET, thus the Ethernet address given in CET would not apply to the SPA-ZC unit but instead it would assume the address given as its primary SNTP server, which is the address of the RTU 560. For the communication to work the units could not have the same addresses. This problem was resolved by getting a newer SPA-ZC unit with firmware version 2.x making it possible for the settings given to apply correctly.

![Figure 12. Communication engineering tool and Ethernet addresses.](image1)

Another important thing noticed was that when exporting the configuration both to the unit and to the .cid file, the checkbox Export Datasets DO level had to be checked or otherwise communication with the RTU 560 would fail.

![Figure 13. CID export from CET.](image2)
### 5.3 Vampset

The VAMP 257 has native support for IEC 61850 and an Ethernet port on its backside, so no extra equipment was needed to configure the protection and communication settings. Only a few of the protection capabilities were enabled, since most of them function in the same way from a communication viewpoint. VAMP 257 supports the use of three datasets to which the user can address any signal or object he wants. A common procedure is to assign measuring data to one dataset, indications to another etc. Since there were not many signals to use so all of them were assigned to one dataset, DS1. The datasets are then sent to the master station as report control blocks, RCB. There is also the possibility of assigning the datasets to BRCBs or URCBs, where buffered is where data will be stored even if no communication is going on. This makes it the preferred setting although URCBs won’t store data changes during a communication break. It is important to keep the report ID names the same in both sub device and master station for the information exchange to succeed. The configuration was uploaded to the relay and after that an .icd file could be downloaded and exported for later use in CCT.

#### 5.3.1 Problems with VAMP

Attempts to import the .icd file generated by Vampset into CCT would fail and cause errors, so by exporting an .iid file instead and rename that file to .icd and import it to CCT it worked, as did also the SPA-ZC .cid file. The .iid file contains all the necessary information for that to work although it may not be the recommended approach.

Later in the station testing phase, the local/remote setting was reversed in MicroSCADA compared to the VAMP setting. Digital input 15 was used as the external switch for changing unit local/remote control, and changing the input from normally closed to normally open in Vampset would not change the switching states. Nor was there any change when attempting the same NO to NC switch for bay A1 L/R object in MicroSCADA. The answer to this was to make a small logic program with Vampset so that digital input 15 would trigger an NOT that would later on change state on the VO6 (virtual output 6). VO6 would then change the unit L/R setting.

![Logic program in Vampset for inversed local/remote setting.](image)

*Figure 14. Logic program in Vampset for inversed local/remote setting.*
The same problem was encountered with the REF 541 unit and it was resolved in the same manner using the RTU 560 PLC for inverting the local/remote signal state from REF 541.

5.4 RTUtil

The RTUtil tool has been developed by ABB specifically for use with the RTU 560 models and it is the main software during the configuration process. In RTUtil there are three main views, Network Tree, Hardware Tree and Signal Tree. Network tree is where the station topology is defined by adding the main RTU and lines to other station nodes. In the hardware tree the main RTU is linked and the hardware of the RTU is added so that the RTUs internal communication structure is made. In the signal tree all the process objects (event signals) are added and given their unique object identifier names.

*Figure 15. RTUtil Hardware Tree.*
At the beginning the hardware and protocols to be used were defined in RTUtil by adding the items to the network tree and the hardware tree. In the network tree, the RTU and all the outgoing lines were defined and also the IEDs connected at the other end of those lines. In the hardware tree the type of RTU was defined and the connected lines were linked. An I/O bus had to be added to the CMU board in the RTU since it is crucial for the internal communication to work. PLC, HMI and process archive functions were added to the CMU. The PLC was also given all the necessary “virtual” objects necessary for the duplication or modification of signals. Any specific details of the local control PC were not added as it wasn’t necessary. All added items were given unique names and most were kept at default settings. Important settings made were IED name, IP address (192.168.0.2) and the parameter settings for the IEC -101 protocol such as transmission with full timestamp and how the RTU was to be time synced from the control station. The RTU was also set as SNTP server so that the relays could be time synced by the RTU. The control authority timeout for the HMI had a very low setting at default. It was therefore increased to 3600 seconds and that is the time that the HMI user will be able to control the station before having to request for control authority again.

Once all items and settings were done in RTUtil the next step was to export the Excel files from RTUtil. These files contain all settings made making it possible to import them into another project and give that project the same settings. The main idea for the Excel files is that process objects can be added manually by typing in all object settings row by row, and when engineering for IEC 61850 communication the process object are inserted automatically by synchronizing a SCL (.scd) file with the Excel file using RTUtil. After the export the projects Excel initialization had to be made. The Excel export and Excel initialization procedure may be viewed in Appendix 1 on page 11 and the synchronization is explained in section 5.7. An .iid file, containing RTU specific information such as name, addresses and capabilities, was also exported and renamed to .icd as it is needed later on when the data sets are assigned to clients in CCT.

### 5.4.1 Problems with RTUtil

One mistake made early on was using version 9.7.1.0 of RTUtil and since the firmware on the RTU 560G was 10.0.1.0, the RTU would not accept the configuration files made with the older version. By acquiring version 10 of RTUtil the problem was solved.
Another problem encountered was that with the RTUtil software installation a template .icd file for the RTU functions came bundled at the installation directory. That file is meant for import into the CCT tool and when doing so a faulty configuration would be generated. Instead it was important to extract a new .iid file and rename it to .icd for the configuration to be successful, i.e. the same procedures as with the CET and Vampset exports.

5.5 PCM 600 configuration

Protection and Control IED Manager 600, a software developed by ABB is a diverse and useful tool when configuring substation relays for IEC 61850 communication. The software has many great functions for relay configuration upload and download, and for exporting .scd files. However, it requires connectivity packages for each type of relay that is being configured, so that it can handle data properly for each device in use. No connectivity package was available for the RTU or the VAMP relay, which made it troublesome to import their configuration files. Only the model type, the revision and the unit name could be imported, which was not of much use for the .scd file to be exported. Therefore only generic IEC 61850 IEDs were defined, even for the REF 541, with names and IP addresses for the three logical units to be used in the project. The IEDs have to be placed under a bay and that was also done for the RTU even if it is not physically in a bay.

The PCM 600 tool would not be fully utilized in this project. It was merely used just for defining the station topology extracted within the .scd file later needed in the CCT tool.
CCT is a licensed tool created by ABB. It comes bundled with the PCM600 Engineer Pro software package and is meant for handling process objects and report control blocks throughout the station. The version used (CCT 3.2.1) for designing this project was a bit unstable and tended to crash quite often. It also did not show all IEDs on some occasions, which led to a lot of retries.

Firstly a new project was created and the previously exported .scd file was imported so that the station structure would appear automatically along with a station bus, the bus representing the actual Ethernet network used. Afterwards the three generic IEDs appeared as empty devices, so into each of those their corresponding .icd files were imported, which would add their names, report control blocks and process data signals.

**5.6 CCT/IET**

CCT is a licensed tool created by ABB. It comes bundled with the PCM600 Engineer Pro software package and is meant for handling process objects and report control blocks throughout the station. The version used (CCT 3.2.1) for designing this project was a bit unstable and tended to crash quite often. It also did not show all IEDs on some occasions, which led to a lot of retries.

Firstly a new project was created and the previously exported .scd file was imported so that the station structure would appear automatically along with a station bus, the bus representing the actual Ethernet network used. Afterwards the three generic IEDs appeared as empty devices, so into each of those their corresponding .icd files were imported, which would add their names, report control blocks and process data signals.
It was then important to check that all the units had correct IP addresses and that the devices all had the same bus connection selected.

![Figure 17. Selecting the bus connection for SPA-ZC in CCT.](image)

With the same bus connection selected it was necessary to select update IEC 61850 data flow from the tools menu and that will automatically apply the RTU as a client logical node to the report control blocks sent by the relays.

![Figure 18. RTU 560G seen as a client logical node for the SPA-ZC RCB rcbStatUrg.](image)

Once all settings were made a new .scd file was extracted.
5.6.1 Problems with CCT

One major problem encountered during the testing stage was that after a new configuration upload to the RTU, the RTU would never get past the boot stage, meaning that it would reboot over and over making it inaccessible for any troubleshooting. The only way to reset the RTU was to pull out the compact flash card and insert it to the PC for file access which enabled me to manually remove the configuration files from the flash card. The insertion of the flash card back into the RTU would make the RTU boot with default settings and accessible for a retry. The problem originated from the CCT configuration and that the redundant RCBs that came with the VAMP import had to be removed or otherwise the RTU would go berserk. An exact reason or explanation for the behaviour could not be determined.

5.7 Back to RTUtil

Now it was time to get the process signals added into the RTUtil project, and to do so the .scd file generated by the CCT tool had to be imported and synchronized with the Excel file previously exported with RTUtil. The process signal attributes are then written into the Excel file. It is a good idea to create a backup copy of the Excel file before the synchronization, as the file will be overwritten.

By later opening the Excel file with Microsoft Excel it was possible to see all process objects available for use with the station. Due to the limitations of the license issued with the RTU 560G used in this thesis work not many process objects were allowed to be used simultaneously; it was limited to about 60 objects which would be easily filled with just two relays and a few PLC objects. This meant that a few objects found in the Excel file had to be removed, since the total amount exceeded the limitation. The objects were scattered and needed to be given a unique object identifier for use in RTUtil. For a new user of the IEC 61850 standard it can be hard to recognize the objects. See figure 19 for a view on how the objects are inserted into the Excel file, rows are horizontal and columns vertical.
Figure 19. IEC 61850 object addresses in Microsoft Excel where each row is one object.

By cross referencing the objects logical nodes and classes with the ones found in Vampset and CET, their origin and objective could be determined. The unique object identifier may be written in Excel or made later in RTUtil, but since Microsoft Excel has superb copy paste functions it is much faster to write them along with the IEC 60870-5-101 address attributes in Excel. The signal type, SPI, DPI, MFI etc. was recognized during the synchronization so that the column could be left as it was. It was also important to mark all cells with Y (yes) at the column RTUtil560 import for the objects to be imported later into RTUtil. When the Excel data was imported to RTUtil the project got the same name as the Excel file. When the relays had already been defined, and given the same names as in the new Excel file, all process objects were added to the signal tree and automatically linked to their respective relays in RTUtil. Once a consistency check was done in RTUtil so that no objects would have the same addresses, the RTU files could be built.

Figure 20. Signal type and unique process object names shown in Microsoft Excel.
5.8 Multiprog WT

The RTU 560G has a PROCONOS programmable logic controller and to create programs for it the software MWT is used. From RTUUtil it is possible to do an MWT export so that the “foundation” for the PLC program is built automatically. It is also possible to launch the MWT application from RTUtil.

Firstly the configuration files built with RTUUtil needed to be re-imported to MWT so that variables with their I/O configuration could be accessed and applied to function block I/Os. The main function made for the program was a duplication of a breaker status command so that both relays would open or close with just one command from either RTU 560 HMI or MicroSCADA.

The four extra SPIs made under PLC in RTUUtil were used as indicators in the RTU HMI for the states that the boolean signals would get when the duplicated command was given from either RTU HMI or MicroSCADA. Value 1 and 0 on the function blocks would stay the same after a command but SE (select) and EX (execute) states were only active for one PLC cycle, which is a few milliseconds. So for the HMI to briefly show the boolean state 1 it was necessary to add a TOF (time to off) delay set at 4 seconds at the input. A variable type USINT (unsigned short integer) called COT6 was created and given the permanent value of 6 and used so that it would give all commands the cause of transmission set to activation. The program section made for duplication of breaker commands and the boolean states can be seen in figure 21.
Figure 21. PLC program for duplicate commands and signal bit states.

Apparently the REF 541 relay demanded a signal from PLC objects to be active for at least 100ms, so by creating a 150ms delay from select to execute command the relay functioned as intended. Function blocks DCO_IN_1 and DCO_IN_3 have the same input DCO made under PLC in RTUtil.
When the program had been completed the PLC program files were built. By copying the program file directly to the flash drive using a PC the RTU was able to boot with the PLC program. The file to be copied was found under the PC catalogue address <PLC program root directory>/<program name>/c/<RTU name>/r/plc/bootfile.pro and was copied to <RTU flash drive root directory>/plc.

There is however another way to connect and upload the program over the TCP/IP connection in order to enable the user to debug the program in real-time. To do so a certain .dll file is needed and no such file was acquired or used during this thesis project.

### 5.9 HMI Editor

The HMI Editor is a simple program written by ABB in Java code and is easy to use. It is similar to Windows Paint. By simply drawing a single line diagram of the station bus and adding symbols such as breakers and measurements a main page was created. By selecting a RTU configuration file into the project, indication and command objects could easily be set to these symbols by just selecting symbol properties. Three more pages were made with
one containing event lists and the two others containing measurement diagrams for the two bays. Buttons for switching between the pages were also created from pictures drawn in Adobe Photoshop, since drawings in jpeg format could be imported and assigned to tasks. See figure 23 for the final HMI view.

![Figure 23. RTU 560G HMI](image)

Custom symbols were made for the indication of breaker position and L/R (local/remote). This was done in the component view editor within HMI Editor.

![Figure 24. Switching between component view editor in HMI Editor](image)

When all of the configuration files needed to make a working RTU controlled station were done it was time to upload the configuration files built from RTUtil (*.gcd, *.iod, *.oad and *.ptx) along with the HMI configuration file .jar.
The RTU web interface can be accessed by setting the computer in the same IP range as the RTU, in this case 192.168.0.X where the X can be any number ranging from 5 to 254. IP numbers ending with 1 to 4 are already in use by the station devices. As the RTU got the IP of 192.168.0.2 the web interface could be accessed by typing \textit{http://192.168.0.2} in the web browser.

\textbf{Figure 25.} Web interface showing the configuration upload view of the RTU 560.
5.10 MicroSCADA

Lastly the control station was made in MicroSCADA. The communication from the RTU to MicroSCADA was made by using the IEC 60870-5-101 protocol over a RS 232 interface. For the communication to work a custom cable had to be made. The wire connections can be seen in figure 26.

![Custom cable made for IEC 60870-5-101 link](image)

Figure 26. Custom cable made for IEC 60870-5-101 link

By applying the same link properties as in RTUtil to MicroScADA the communication could be tested by sending a simple time synchronization command and see if the RTU would get the same time as the PC.

![Link properties set in MicroSCADA](image)

Figure 27. Important link properties set in MicroSCADA.
Once the communication was established it was time to add the process objects, which was done by utilizing **Install standard functions** in **Object Navigator**. This navigator gives the user the ability to easily add and edit process objects relating to the same station device simultaneously. It will also greatly ease the insertion of process object symbols later in the display builder.

**Figure 28. Link properties made in RTUtil.**

**Figure 29. Install Standard Function interface.**
The VAMP 257 switching command was made without the *select before operate* function. It was set in the REF 541 since only the REF 541 had been configured to use the function. When the attributes were made the objects could be created and addresses defined.

Figure 31. Creation of objects and editing of addresses and basic properties.
When the objects had been set the display builder could be launched and the process display was built by the drag-and-drop method from the object browser into the display.

Figure 32. Dragging objects into the process display

A custom button was made for the PLC multiple open/close command by inserting a “virtual switch” seen in the upper right corner of figure 32. A SCIL code line was then added to the button for it to activate the plc open command; \#SET SS1PLC:PSE13= LIST(SE=1, OV=1, OG=1, TY=46, CT=1). For the PLC command to close, the code was changed with OV=0 (object value = 0).

Finally a time synchronization loop for the RTU was made as a command procedure in Object Navigator. A new command procedure was made with a SCIL code for the time synchronization command.
Figure 33. Command procedure for time synchronization.

The command procedure then had to be linked to a time channel that would execute the code over and over after a time interval. This time interval needs to be shorter than the timeout setting in RTUtil.

Figure 34. Time channel with 5 minute time interval for command execution.
The final station process display is seen below in figure 35.

![Figure 35. Process display made in MicroSCADA showing na overcurrent trip on bay A2.](image)

### 5.10.1 Problems with MicroSCADA

MicroSCADA won’t allow the user to control the bay if the station or the bay shows local in the process. Due to the lack of external I/O ports on the RTU it was necessary to create a “simulated” L/R setting for the station, and that was done with the RTU PLC by copying the REF 541 relays L/R signal. After the station display had been made in MicroSCADA it showed local at station level and remote in the bay A2, even though it was exactly the same signal with no invert mode made in REF 541, PLC or MicroSCADA. It was also noticed that when the REF 541 was in remote setting the object value at MicroSCADA was 0, meaning local.

Firstly the L/R state read addresses were changed in CET to inverted. Afterwards it was changed in RTU PLC as a value inversion for the stations L/R and then everything was OK.

A similar problem occurred with the VAMP relay and is explained in section 5.3.1.
5.11 Results

The final result was a functioning station with devices made by two vendors in both local and remote control. Even if the remote simulation was done on the same PC as the local control, it was still over a different communication link as if it had been done from a separate distant control station.

The PLC program with both breakers opening simultaneously did not function quite as well as initially planned, as it somehow made the VAMP execute two times per command. And the REF needed a 10 second delay between commands for it to execute, otherwise a negative acknowledgement would appear.

Some initially planned functions were left out, such as VAMP latch release command and trip counters, due to process object amount limitations and lack of time for testing. But all the indications, alarms, trips, measurements, command signals and clock synchronization included in the final configuration functioned as intended.
6 Discussion and conclusion

At first when this thesis work was assigned to me I did not know what to expect or how to start, as most engineering concerning station automation and data communication was new to me. After digging through the Internet and a few books, the functionality required at substations became clearer and after that the smaller details also started to fall into place. After acquiring basic information and procedures for substation engineering the practical work could begin.

This thesis has taken quite some time to complete since I had to learn and get familiar with all the different software programs used. Almost every step had to be figured out one by one and as a new configuration was built it had to be tested for errors. A solution to one problem could present a new problem made with an earlier software, which resulted in many hours of troubleshooting. But I believe troubleshooting belongs to the nature of IEC 61850 engineering.

Once the majority of problems had been solved it was nice to see that it all started falling into place as the station began to acknowledge signals generated by process events. While the RTU 560 products family cover a whole lot of other untested functionalities in this project, it was still very satisfying to be able to prove that communication can be established with relays from different vendors to the control station via RTU 560G.

Even though IEC 61850 has the advantage of new features and wider compatibility with the latest hardware, those advancements may also be the protocol’s weakness, as the advancements makes the protocol very complex and hard to fully utilize. Many of the older protocols are simpler and easier to configure, making them favorable in some situations.

If I had to go through this configuration again I would save a lot of time by knowing the way around simple errors that may occur during the test phase. I would also put more time into planning in the beginning. It would pay off well when you know exactly what to do and what to include in the different stages of software configuration.

No functions have been created or improved as communication could be established with existing methods. I hope the primary goal has been achieved meaning that this document can be used as a guide to help others that are working with similar RTU 560 setups.
I have not had the opportunity to read the specific demands of the IEC 61850 standard, but the interoperability can still be improved between products from different vendors by ensuring a better compliance with the IEC 61850 standard. The standard could also be extended to cover all the basic electrical IED functions, so that a third party software manufacturer could compete and concentrate on making the configuration process as easy and reliable as possible. An advancement in the configuration process would be to lower the amount of softwares needed, as they could be merged into one software that can handle all the functions needed.
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1 General steps of the RTU 560 configuration for IEC 61850

- Configuring the IEDs and acquiring their .icd files
- Creating the base system in RTUtil and exporting a .iid file
- Initializing the Excel interface in RTUtil
- Creating a substation structure in PCM 600 and extracting a .scd
- Importing the .scd file and .icd files into CCT
- Setting the RTU as a client to the IED RCBs and generating a new .scd file
- Synchronizing the new .scd file with the Excel file from RTUtil
- Adjusting attributes of the imported process objects in Excel or RTUtil
- Importing the Excel file into RTUtil
- Building RTU 560 configuration files and PLC program template in RTUtil
- Configuring PLC program in Multiprog WT and building the program
- Designing the HMI interface with HMI editor
- Connecting with the RTU 560 and uploading configuration files
2 Introduction

This guide has been made in co-development with a thesis project made in 2010 at Vaasa Engineering Oy concerning the RTU 560 as a station RTU and gateway between IEC 61850 and IEC 60870-5-101. It covers all the configuration steps used to complete the thesis.

This document will go through all the necessary software needed to create and establish IEC 61850 communication with the RTU 560G, while also showing the important settings required in the VAMP and SPA-ZC 400 units for IEC 61850 communication with the RTU.

3 VAMP IEC 61850 settings

Firstly it is necessary to set the basics for Ethernet communication and it is done by setting the IP address and NTP server for clock synchronization.

![Ethernet settings](image1)

![Setting the device name](image2)

To choose the objects to be included with the datasets, simply select Yes under the preferred dataset and also change In use to Yes as shown in figure 3.
Figure 3. Selecting objects into datasets.

Set the dataset(s) to be used into report control block(s) and set the report control block name. The report ID can be left at default as it is unique by default. It is recommended to use the BRCB (Buffered Report Control Block) for communication with RTU stations.

Figure 4. Report control block settings.

And that concludes the necessary VAMP settings.
4 SPA-ZC 400 IEC 61850 settings

As with VAMP it is necessary to set name and IP addresses for the device, as well as set the IP address for the time synchronization server.

![Image of SPA-ZC name and IP addresses.](image)

Figure 5. SPA-ZC name and IP addresses.

Make sure that the RCB attributes correspond to the desired functions. Data set should be set to true.

![Image of RCB attributes in CET tool.](image)

Figure 6. RCB attributes in CET tool.

If the local remote setting later on appear to be inverted in the RTU event list, it is possible to revert the state by changing SPA Off Event Code to 2 and SPA On Event Code to 1 in CET.
5 **Software needed for RTU 560 configuration (latest versions preferred):**

a) RTUtil  
b) Web browser with Java plugin (e.g. Internet Explorer)  
c) Multiprog wt (for PLC functions)\(^1\)  
d) HMI editor (for integrated HMI functions)  

5.1 **Additional software for IEC 61850 engineering:**

e) PCM600 with necessary connectivity packages  
f) IET/CCT (comes bundled with PCM600)\(^1\)  

5.2 **Additional useful software and accessories:**

  g) Windows Notepad (for accessing .ICD and .SCD files)  
  h) Compact flash card reader for PC  
  i) Microsoft Excel\(^1\) (not required but helpful)  

\(^1\) Requires license
6 Configuration of RTU 560 in RTUtil.

Firstly it is necessary to build the project environment data.

Initialize the signal tree: Set number of levels by giving them names, if three levels are desired, leave level four empty. If the plan is to give level one the name *Runnor* which is six characters, level two the name *22kV* and three *AA3* it is then recommended that level one has 7 bytes reserved for characters (name + space), level 2 should have 5 bytes reserved and level 3 should have 4 bytes.

![Signal Tree Initialization](image)

**Figure 8. Signal tree initialization.**

Level four in the example above has 16 characters which is left for the unique part of the object name, e.g. Q0 Status. Q0_status could then have the full object name of: *Runnor 22kV AA3 Q0_status*.

![Object in Signal Tree](image)

**Figure 9. Example of object in signal tree.**

Then build up the tree structures (Network, Hardware and Signal tree).
Figure 10. Adding items to the network tree.

Then the final network tree might look something like figure 11.

Figure 11. Network tree

Afterwards the Station RTU and IEDs need to be linked to the hardware tree.

Figure 12. Linking items into the hardware tree.
Notice that all items that are linked to another tree get a small red circle at the item icon indicating that it has been linked. This will also happen to the icon in the tree that the item is linked from. Items to be linked between the trees are signal objects, IEDs, Hardware objects and communication lines.

Build up the hardware tree by selecting items that are meant to be used in the station like type of RTU, I/O boards, PLC, HMI, archive etc. Another important thing to add is an I/O bus to the RTU main CMU, as this handles the internal communication. Signals may be added to the signal tree and linked to their corresponding hardware. IEC 61850 objects should not be added at this point as they will be imported later.

Signals added to the PLC can be used as “simulated” signals that are not triggered/changed by process events, instead they can be “manipulated” and triggered by the PLC program. They can be set to communication lines so that sub devices or control stations recognize them as process events.

Once the hardware tree is built, names and attributes can be set for all items. The result may look like in figure 13.

**Figure 13. Hardware tree made in the thesis project.**

Certain settings worth checking are the time master for the RTU, which can be found under network tree -> RTU -> parameter tab, and the time synchronization lost option which should also be set (found under the same tab).

In the hardware tree select RTU -> main CMU board -> Ethernet tab and set IP address, also set the RTU as SNTP time server if sub devices should be time synced by the RTU over Ethernet. If broadcast is selected and a time interval is set, the RTU will make a cyclic synchronization with selected interval of the sub devices. The RTU can also be set as SNTP client under this same settings tab, but it will then be necessary to select time master to snntp_ under the RTU parameter tab, as mentioned above.
When all required settings are made it is time to do a consistency check. The consistency check will reveal any direct error or if some items have the same name, address etc. It is recommended to do a consistency check regularly as the project is being built so that mistakes can be detected early.

Figure 14. Consistency check menu.

If no errors appear it is time to export the Excel pattern files. Two Excel files are exported, one with the process data (often contains the letters PD in the filename) and the other for pattern data. These Excel files will contain all project data and can be modified manually by simply typing or selecting the required settings. The IEC 61850 process objects are also later imported to the PD file. If IEC 61850 is to be used it is recommended to leave the Excel file unmodified until the objects are imported. Make a backup copy of the exported Excel files.

When the Excel files are exported the Excel initialization should be made. This is done by selecting Settings in the Project menu.

Figure 15. Initialize Excel interface tab in project settings.
Then select the exported PD Excel file by browsing it. When the Excel file has been selected it should open in the Excel software (if installed) for the user to view the default names. Then select the correct unique column identifiers for all the process data fields (on line 5 unless the Excel file has been modified).

<table>
<thead>
<tr>
<th>Local I/O and sublines</th>
<th>Excel sheet</th>
<th>Column ID row</th>
</tr>
</thead>
<tbody>
<tr>
<td>S51RTU560</td>
<td>Local I/O</td>
<td>5</td>
</tr>
<tr>
<td>W/A1</td>
<td>W/A1</td>
<td>5</td>
</tr>
</tbody>
</table>

**Figure 16. Selecting the Excel file sheets for the corresponding hardware.**

**Figure 17. Excel view of the IEC 61850 address columns with unique column identifier names on row 5.**

Then select the Excel columns representing the corresponding parameters for all existing communication lines.
A secondary faster method of selecting these columns is to use the “set the first ___ characters of the default name to: ____” by checking first how many letters are equal in the columns. Then the amount of equal letters is set to the first “box” and then writing the string of letters in the other “box”. Afterwards click the set default names for Excel columns so that all selectable columns receive their unique identifier names automatically. Example in figure 19.

For some of the lines it is not necessary to type anything in the “boxes” as the correct column names appear by default.

This method should be used for all the lines and items where applicable. Once the initialization is done a green ball should appear before the RTU initially selected in figure 15.
Export a .iid file from RTUtil and rename it to .icd. This file is then needed in the CCT tool. At IEC 61850 sub line, IED name and access point name should be set before the .iid export.

Figure 20. Example of IED name and access point name for the RTU on a IEC 61850 line.
7 PCM 600 configuration

Not many steps are needed with the PCM 600 tool for IEC 61850 engineering with RTU 560. Basically it can be used just for setting up a substation structure with generic IEC 61850 IEDs. One extra IED may be added under a bay to act as the RTU later in CCT. IP addresses may be added and technical keys need to be set for all the IEDs. The technical key of the RTU should be the same as set in RTUtil. There is no need to add the same technical keys to the substation and the voltage level as in the RTUtil signal tree.

Figure 21. RTU 560 settings in the PCM 600 tool.

Then simply export a .scd file that should later be imported into CCT.
8 CCT configuration

Build a new project and import the .scd file generated from PCM 600 so that a
substation structure will be built. The IEDs appear empty, therefore the IEDs .icd files
should be imported by right-clicking them and selecting import.

![Figure 22. Menu for importing the .scd file.](image)

During the thesis project it was noticed that regularly generated .icd files would
not import properly into the used version of CCT. However by generating .iid
files from the relays and then renaming those files to .icd (as done with the RTU
.iid) it was possible to import data to the IEDs in CCT.

When the IED data has been imported the RTU should be set as a client to the report
control blocks (RCBs). That is done by selecting the same bus connection for the IEDs.
See figure 23 for an example of the procedure. Also set the IP addresses for the IEDs.

![Figure 23. Selecting the bus connection for a relay in CCT.](image)
When the bus connection has been selected it is important to select *Update DataFlow* from the Tools menu as illustrated in figure 24.

![Figure 24. Selecting update dataflow in CCT.](image)

Now the RTU should appear as a client to the RCBs from the relays.

![Figure 25. RTU 560 as client to a VAMP RCB.](image)

Another crucial error noticed in the thesis project was that the unused RCBs from the VAMP relay was included at the CCT report control engineering tab, and if the unused RCB was not removed, the RTU 560G would end up in an endless booting loop making it inaccessible for configuration file removal. The only way to reset it to default was to take out the compact flash card and then directly remove the configuration files with a PC. The removal of unnecessary RCBs in CCT can be seen in figure 26.
Now when the settings are made a new .scd file should be exported.

9 Importing IEC 61850 process objects into RTUtil

The new .scd file from CCT should then be synchronized with the previously exported Excel file. **Make sure that a backup copy has been made of the Excel file** (in case any changes need to be made or errors occur) as the Excel file will be overwritten containing new data.

The synchronization is done by selecting SCD import in RTUtil.
Select the .scd file for import and then select the Excel file containing the process data (usually named ExcelExportPD_<RTU name>.xls).

Figure 28. Step 3 of SCD import in RTUtil.
When the import is done the IEC 61850 process object appear in the Excel file as one signal per row.

Figure 29. Example of imported process objects in an Excel file.
Excel has great functions for sorting data and that can be used to sort the process objects and make them easier to find within the Excel file. To do so simply select all the rows containing IEC 61850 objects and select *Sort* from the Data menu.

Figure 30. Sorting of rows by columns in Excel.

The object unique identifiers can then be written into Excel as the objects can be identified by cross referencing them with the objects in the relay configuration tool. This task is time consuming but needs to be done. The object identifiers can also later be added in RTUtil if not in Excel.

Figure 31. Object for VAMP breaker control (Excel above and Vampset below).

Figure 32. Example of process object identifiers, the last column is the unique name.
Then the Excel file should be imported to RTUtil (note that a new RTUtil project will be made and get the same name as the Excel file once the import is done). Note that the third column (RTUtil560 import) in Excel must be set to Y (=yes) for all the objects to be imported.

An error that occurred in the thesis project was when the access point name were different in RTUtil compared to the name inside the .scd file.

The access point name can also be viewed in the synchronized Excel file by opening the file in Excel -> right-clicking one of the sheet tabs at the bottom -> select View Code -> select (IEC61850files) -> set xlSheetVisible -> go back to Excel and view the new tab at the bottom of the Excel window.

Figure 33. Selecting view code at sheet tabs in Excel.

Figure 34. Selecting xlSheetVisible.

Figure 35. Locating the access point name in Excel.
When the Excel file has been imported the process objects should appear in the signal tree and if the IEDs have already been defined they should automatically be linked. Otherwise they should be linked manually to the corresponding IED.

Figure 36. Process objects in RTUtil.

Now objects meant to be used in the PLC function can be assigned to the desired PLC task. See figure 38 for an example.

Archive function can be set for all objects to show up in the RTU event list, both in Web interface and HMI.

Figure 37. Example of archive function for Q0_status object.
Now that all objects are inserted and the attributes are set, the RTU configuration files can be built. Four files will be built (.iod, .gcd, .ptx and .oad file formats) and all these files can later be uploaded to the RTU.

A Multiprog WT export should be made so that the PLC program can be made with MWT (Multiprog WT).
10 Multiprog WT configuration for PLC functions

Multiprog WT can be launched from RTUtil along with an exported RTU560 template project. Firstly it is important to do an import of process data addresses, see figure 38.

Figure 38. Import of RTU objects in MWT.

Figure 39. Select RTUtil NT Import.
Then build the POU by right clicking the folder named Logical POUs and the Insert. A new window will appear where you can select the program name etc., see figure 40 for an example of a new program.

**Figure 40. Example of a new program in MWT.**

When the worksheets for the program appear, simply right-click the worksheet with a "function-block-looking" icon and select Open Worksheet.

**Figure 41. How to open worksheets in MWT.**

Now a blank new window will appear in the center of MWT and here it is possible to add the function blocks and connect outputs to inputs, create variables and use basic function blocks like AND, OR, TON (on delay) etc.
Creation or selection of RTU variables can be done by just right-clicking any input or output on the function blocks and select **Variable**.

**Create variable:** At **Scope**, **Global** should be selected. If **Global Variables Worksheets** is selected at **Global Variables** it is possible to type a name in the variable list -> select **Properties** -> select variable type and set the **initial value** for a new static variable.

![Variable dialog box](image.png)

**Automatic Variables Declaration**

![Automatic Variables Declaration](image.png)

*Figure 42. Creation of a new variable.*

**Use RTU signal object:** At scope, select global and at **Global Variables Worksheets** select **BusI/Os**. Now the RTU objects can be found under variable list. Notice that all RTU variables appear twice but one is ending with an I (input) and the other ending with a Q (output). I should be used for inputs and Q for outputs, the program will report an error when trying to do otherwise.

See figure 43 for an example of how a program could be built.
Figure 43. Example program worksheet in MWT.

Remember to compile the worksheets and build cross references when you are done. The program should then be assigned to the desired task.

Figure 44. Insert program to task.
Now the PLC program can be built from the Build menu.

One way to get the program into the RTU is to manually copy the file into the compact flash card. For the bootfile to be generated during the build process, right-click the PLC:PROCONOS folder and choose settings, then mark the checkbox *Generate boot project during compile*.

The bootfile to be copied may be found under the project folders; `<PLC program root directory>/c/<program name>/c/<RTU name>/rt/plc/bootfile.pro` and should be copied to `<RTU flash drive root directory>/plc/`. 
It is also possible to directly connect with the RTU unit for uploading and debugging of the PLC program in real-time. That was not tested during the thesis project so no step-by-step guide for that method can be given here. At least for a TCP/IP connection a certain .dll file is needed. The connection settings should most likely be made in the PROCONOS settings window shown in figure 46.

11 HMI editor

The HMI editor is a Java code based software which is very easy to use.

Before using the HMI editor the RTU 560 configuration files should have been built as the .iod file will be imported into HMI editor.

Begin by creating a new project and a new page. Multiple pages can be made in case it is known how many are needed. A recommended way to build the HMI interface is to have one or more pages for the process display while event lists, alarms and measurement graphs can be made in separate pages.

For the process objects to be available for selection the .iod should be imported by selecting Configuration file from the project menu. Then simply browse for the .iod file and apply it.

The background size for the pages can be set by right-clicking the background and choosing properties. The page size can be defined in pixels vertically and horizontally. A good way to choose size is to find out the specifications of the monitor to be used as the local control monitor and then set 100 pixels less than the native resolution both vertically and horizontally. Otherwise objects near the bottom or far to the right might end up behind scrolling bars.

.gif and .jpg image files can be imported as background or used as indications in the HMI.

It is possible to switch between the regular page editor and component view editor. In the component view editor custom indicator blocks can be made. Four tabs representing the different states can be edited and their size can be modified in the same manner as the page background.

If the object is set to a DPI object then all four states are in use, but if a SPI is used for indication only the middle states (on and off) are in use.

![Image](image-url)  
*Figure 47. Example of a breaker location indicator in HMI editor*
Figure 48. Example on how the breaker position indicator and command are set.

If more than the main page is made, remember to make buttons for navigating between the pages.

When the process display is made, simply save the project and upload the project file (.jar file format) to the RTU.
12 Web interface and upload of configuration files

To connect to the RTU web interface you can simply connect through a web browser such as Internet Explorer or Mozilla Firefox by entering the IP address of the RTU; http://<RTU_IP_address>. If the IP is unknown the RTU 560 CMU board has a jumper that can be moved so that it will get the default IP address of 192.168.0.1.

![RTU 560 web interface welcome screen](image)

**Figure 49. RTU 560 web interface welcome screen.**

Log in as user *Load* with the password *Load* to be able to upload configuration files.

Different default login users:

<table>
<thead>
<tr>
<th>Username</th>
<th>Password (by default)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Load</td>
<td>Load</td>
</tr>
<tr>
<td>Admin</td>
<td>Admin</td>
</tr>
<tr>
<td>Control</td>
<td>Control</td>
</tr>
<tr>
<td>Show</td>
<td>Show</td>
</tr>
<tr>
<td>Operator</td>
<td>Operator</td>
</tr>
</tbody>
</table>
When logged in as Admin the user has the rights to change passwords and “roles” (user rights) for the other users. The Admin user can also enable the test mode on the RTU web controls.
The HMI application can be launched from the web interface, but a quicker method is to right click the HMI launch link, copy the link address and create a shortcut icon on the desktop for easier access to HMI.

A problem noticed in the thesis work was that even if the web browser Firefox had Internet access and a connection with the RTU, the HMI application would not launch if Internet Explorer was set to offline mode.

13 Final words

Most likely this guide does not cover all situations that might cause problems, but hopefully it can help users avoid a few. If mistakes are found in this guide or if you have suggestions for improvements, don't hesitate to contact me by e-mail to: joakim.ainasoj@veo.fi so that I can update this document accordingly.
<table>
<thead>
<tr>
<th>Station Subnet</th>
<th>Bay object</th>
<th>Description, max 30 characters</th>
</tr>
</thead>
<tbody>
<tr>
<td>SS1 A1 Q01A1 A01</td>
<td>Voltage L1</td>
<td>SPS=Single Point Status</td>
</tr>
<tr>
<td>SS1 A1 Q01A1 A01</td>
<td>Voltage L2</td>
<td>DPS=Double Point Status</td>
</tr>
<tr>
<td>SS1 A1 Q01A1 A01</td>
<td>Voltage L3</td>
<td>SPC=Controllable Single Point</td>
</tr>
<tr>
<td>SS1 A1 Q01A1 A01</td>
<td>Voltage Uo</td>
<td>DPC=Controllable Double Point</td>
</tr>
<tr>
<td>SS1 A1 Q01A1 A01</td>
<td>Current L1</td>
<td>AI=Analog Indication</td>
</tr>
<tr>
<td>SS1 A1 Q01A1 A01</td>
<td>Current L2</td>
<td></td>
</tr>
<tr>
<td>SS1 A1 Q01A1 A01</td>
<td>Current L3</td>
<td></td>
</tr>
<tr>
<td>SS1 A1 Q01A1 A01</td>
<td>Current Io</td>
<td></td>
</tr>
<tr>
<td>SS1 A1 Q01A1 A01</td>
<td>I&gt; direction</td>
<td></td>
</tr>
<tr>
<td>SS1 A1 Q01A1 A01</td>
<td>I&gt; alarm</td>
<td></td>
</tr>
<tr>
<td>SS1 A1 Q01A1 A01</td>
<td>I&gt; trip</td>
<td></td>
</tr>
<tr>
<td>SS1 A1 Q01A1 A01</td>
<td>U&gt; direction</td>
<td></td>
</tr>
<tr>
<td>SS1 A1 Q01A1 A01</td>
<td>U&gt; alarm</td>
<td></td>
</tr>
<tr>
<td>SS1 A1 Q01A1 A01</td>
<td>U&gt; trip</td>
<td></td>
</tr>
<tr>
<td>SS1 A1 Q01A1 A01</td>
<td>Station Local/Remote</td>
<td></td>
</tr>
<tr>
<td>SS1 A1 Q01A1 A01</td>
<td>Trip Counter</td>
<td></td>
</tr>
<tr>
<td>SS1 A1 Q01A1 A01</td>
<td>Trip Overlay</td>
<td></td>
</tr>
<tr>
<td>SS1 A1 Q01A1 A01</td>
<td>Trip Status</td>
<td></td>
</tr>
</tbody>
</table>
### BAY Q02A1 REF 541/SPA-ZC 400 IP: 192.168.2.10

#### IEC 60870-5-101 to CS Addressing

<table>
<thead>
<tr>
<th>Station Voltage * Bay * Bay o</th>
<th>Object description</th>
<th>Description total</th>
<th>Description tab</th>
<th>Lab Close</th>
<th>Lab Open</th>
<th>Type</th>
<th>SPS</th>
<th>DPS</th>
<th>SPC</th>
<th>DPC</th>
<th>AI</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td>SS1 A2 Q02A1 Q9</td>
<td>Status</td>
<td>SS1 A2 Q02A1 Q9</td>
<td>Status</td>
<td>In</td>
<td>Out</td>
<td>Indication</td>
<td>DPS</td>
<td>4121</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A2 Q02A1 Q9</td>
<td>Location</td>
<td>SS1 A2 Q02A1 Q9</td>
<td>Location</td>
<td>Closed</td>
<td>Open</td>
<td>Indication</td>
<td>DPS</td>
<td>4122</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A2 Q02A1 A01</td>
<td>Voltage, L1</td>
<td>SS1 A2 Q02A1 A01</td>
<td>Voltage, L1</td>
<td>kV</td>
<td>Measuring</td>
<td>Al</td>
<td>4114</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A2 Q02A1 A01</td>
<td>Voltage, L2</td>
<td>SS1 A2 Q02A1 A01</td>
<td>Voltage, L2</td>
<td>kV</td>
<td>Measuring</td>
<td>Al</td>
<td>4115</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A2 Q02A1 A01</td>
<td>Voltage, L3</td>
<td>SS1 A2 Q02A1 A01</td>
<td>Voltage, L3</td>
<td>kV</td>
<td>Measuring</td>
<td>Al</td>
<td>4116</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A2 Q02A1 A01</td>
<td>Voltage Uo</td>
<td>SS1 A2 Q02A1 A01</td>
<td>Voltage Uo</td>
<td>V</td>
<td>Measuring</td>
<td>Al</td>
<td>4117</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A2 Q02A1 A01</td>
<td>Current, L1</td>
<td>SS1 A2 Q02A1 A01</td>
<td>Current, L1</td>
<td>A</td>
<td>Measuring</td>
<td>Al</td>
<td>4110</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A2 Q02A1 A01</td>
<td>Current, L2</td>
<td>SS1 A2 Q02A1 A01</td>
<td>Current, L2</td>
<td>A</td>
<td>Measuring</td>
<td>Al</td>
<td>4111</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A2 Q02A1 A01</td>
<td>Current, L3</td>
<td>SS1 A2 Q02A1 A01</td>
<td>Current, L3</td>
<td>A</td>
<td>Measuring</td>
<td>Al</td>
<td>4112</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A2 Q02A1 A01</td>
<td>Current I&gt;</td>
<td>SS1 A2 Q02A1 A01</td>
<td>Current I&gt;</td>
<td>A</td>
<td>Measuring</td>
<td>Al</td>
<td>4113</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A2 Q02A1 A01</td>
<td>&gt; direction</td>
<td>SS1 A2 Q02A1 A01</td>
<td>&gt; direction</td>
<td>A</td>
<td>Measuring</td>
<td>DPS</td>
<td>4134</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A2 Q02A1 A01</td>
<td>&gt; alarm</td>
<td>SS1 A2 Q02A1 A01</td>
<td>&gt; alarm</td>
<td>Alarm</td>
<td>Normal</td>
<td>Fault SPS</td>
<td>4123</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A2 Q02A1 A01</td>
<td>&gt; trip</td>
<td>SS1 A2 Q02A1 A01</td>
<td>&gt; trip</td>
<td>Trip</td>
<td>Normal</td>
<td>Fault SPS</td>
<td>4123</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A2 Q02A1 A01</td>
<td>&gt; direction</td>
<td>SS1 A2 Q02A1 A01</td>
<td>&gt; direction</td>
<td>A</td>
<td>DPS</td>
<td>4136</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A2 Q02A1 A01</td>
<td>&gt; alarm</td>
<td>SS1 A2 Q02A1 A01</td>
<td>&gt; alarm</td>
<td>Alarm</td>
<td>Normal</td>
<td>Fault SPS</td>
<td>4125</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A2 Q02A1 A01</td>
<td>&gt; trip</td>
<td>SS1 A2 Q02A1 A01</td>
<td>&gt; trip</td>
<td>Trip</td>
<td>Normal</td>
<td>Fault SPS</td>
<td>4126</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A2 Q02A1 A01</td>
<td>U&gt; alarm</td>
<td>SS1 A2 Q02A1 A01</td>
<td>U&gt; alarm</td>
<td>Alarm</td>
<td>Normal</td>
<td>Fault SPS</td>
<td>4132</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A2 Q02A1 A01</td>
<td>U&gt; trip</td>
<td>SS1 A2 Q02A1 A01</td>
<td>U&gt; trip</td>
<td>Trip</td>
<td>Normal</td>
<td>Fault SPS</td>
<td>4133</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A2 Q02A1 A01</td>
<td>U&gt; direction</td>
<td>SS1 A2 Q02A1 A01</td>
<td>U&gt; direction</td>
<td>V</td>
<td>Measuring</td>
<td>DPS</td>
<td>4135</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A2 Q02A1 A01</td>
<td>U&gt; alarm</td>
<td>SS1 A2 Q02A1 A01</td>
<td>U&gt; alarm</td>
<td>Alarm</td>
<td>Normal</td>
<td>Fault SPS</td>
<td>4130</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A2 Q02A1 A01</td>
<td>U&gt; trip</td>
<td>SS1 A2 Q02A1 A01</td>
<td>U&gt; trip</td>
<td>Trip</td>
<td>Normal</td>
<td>Fault SPS</td>
<td>4131</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A2 Q02A1 A01</td>
<td>Station Local/Remote</td>
<td>SS1 A2 Q02A1 A01</td>
<td>Station Local/Remote</td>
<td>Remote</td>
<td>Local</td>
<td>Indication</td>
<td>SPS</td>
<td>4127</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A2 Q02A1 Q0</td>
<td>Trip Counter</td>
<td>SS1 A2 Q02A1 Q0</td>
<td>Trip Counter</td>
<td>Measuring</td>
<td>Al</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A2 Q02A1 Q0</td>
<td>Status</td>
<td>SS1 A2 Q02A1 Q0</td>
<td>Status</td>
<td>Closed</td>
<td>Open</td>
<td>Indication</td>
<td>DPS</td>
<td>4120</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A2 Q02A1 Q0</td>
<td>Location</td>
<td>SS1 A2 Q02A1 Q0</td>
<td>Location</td>
<td>In</td>
<td>Out</td>
<td>Indication</td>
<td>DPS</td>
<td>4119</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A2 Q02A1 Q0</td>
<td>Breaker</td>
<td>SS1 A2 Q02A1 Q0</td>
<td>Breaker</td>
<td>Open</td>
<td>Command DPC</td>
<td>4118</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A1 Q01A1 Q0</td>
<td>Wear</td>
<td>SS1 A1 Q01A1 Q0</td>
<td>Wear</td>
<td>Alarm</td>
<td>Normal</td>
<td>Indication</td>
<td>SPS</td>
<td>4137</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SS1 A1 Q01A1 Q0</td>
<td>Wear Fault</td>
<td>SS1 A1 Q01A1 Q0</td>
<td>Wear Fault</td>
<td>Alarm</td>
<td>Normal</td>
<td>Indication</td>
<td>SPS</td>
<td>4140</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>