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Abstract
The aim of the thesis was to develop feedback software for Nestronite Oy running on Android, iOS and Windows Phone using the PhoneGap framework. PhoneGap enables software development using web development technologies such as HTML, CSS and JavaScript.

Nestronite Oy had developed a remotely similar application a few years earlier. As the technology has greatly improved during the last few years, Nestronite Oy felt the need to improve the already existing Jaxber feedback application.

A small group of students developed a new version of the Jaxber feedback application during multiple courses and practical training. First a prototype version on the application was developed which was slowly modified towards a market ready product. The usage of PhoneGap was justified as the group of developers was small and the number of required operating systems was large. By using PhoneGap it was possible to produce a version for each required operating system using the same source code. PhoneGap enabled the usage of the target mobile device features such as camera, sound recorder and memory card, which is not possible using traditional web development technologies.

Jaxber application consists of the phone application, web based management site and REST interface. The thesis focused on the phone application as the rest of the components do not utilize the PhoneGap framework.

As a result the client received a marketable mobile application which works on all three mobile operating systems as specified in the requirements. The finished application was published on the marketplaces of all three mobile operating systems.
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Terminology

Android
Android is a mobile operating system based on the Linux kernel. Android primarily targets mobile devices with touch screen such as smart phones and tablets. Android currently has about 52.1% marketshare in the mobile and tablet market (Netmarketshare 2015).

API
API, short for "Application programming interface" is a set of routines and tools for building software applications. API is usually used as common boundary between two applications allowing them to communicate with one another.

APK
APK, short for Android application package is the file format used for Android software distribution.

CLI
A command-line interface is a way of interacting with a computer program were user issues commands to the program as lines of text.

CSS
Cascading Style Sheets is a style sheet language used for describing the presentation of a document written in a markup language. CSS makes it possible to separate presentation instructions from the HTML content.

GUI
GUI, short for "Graphical user interface" is an interface that allows users to interact through graphical icon and visual indicators.

HTML
HyperText Markup Language is the standard markup language to create web pages or other documents. HTML5 is the latest version of the language.
HTTP
Hypertext Transfer Protocol is a protocol that is used to transfer data between browser clients and web servers.

iOS
iOS, is an operating system developed by Apple. iOS is used in Apple’s iPhones, iPods, iPads and TV's. Android currently has about 40.8% marketshare in the mobile and tablet market (Netmarketshare 2015).

REST
REST, short for "Representation State Transfer", is an architectural model based on HTTP-protocol for creating application programming interfaces.

SVG
Scalable Vector Graphics is a file format that defines a vector-based image in XML format.

Windows Phone
Windows Phone is a mobile operating system developed by Microsoft. Windows Phone currently has about 2.6% marketshare in the mobile and tablet market (Netmarketshare 2015).

ZIP
ZIP is an archive file format using the filename extension .zip. ZIP file may contain one or more compressed files or directories.

1 Introduction

1.1 Mobile development

"Consumers are increasingly relying on their smartphones and tablets for research, entertainment, sharing content, and shopping online compared to desktops" (Saccomani 2015). Mobile applications have become increasingly popular as the number of handheld devices such as mobile phones and tablets has steady been increasing in the recent years. "Apps allow marketers to use custom tools and content that makes
it easier for mobile users to reach the content they’re looking for faster and more conveniently" (Saccomani 2015).

"Generally clients want to develop apps in one coding language or domain for all platforms to optimize time and money, for both the software engineers and company" (Sitanshu 2015). Native application development means using the native programming languages of the devices to build the application. To build a native application for three different mobile operating systems the developer may be required to use different programming language for each platform. This will result a lot more work and time spent to develop an application.

In cross-platform development, also called hybrid app development, it is possible to use common web technologies like HTML5, CSS and JavaScript on all platforms. With hybrid app development, the developer can build the application once and submit it to all platforms. This way the developer will save money by not having to build the app using native programming language of each platform. Using cross-platform development framework such as PhoneGap, it is relatively simple to prototype and launch an application on multiple platforms quickly.

The reason for choosing a cross-platform framework was that the size of the development team was small and the given tight.

1.2 Nestronite Oy

The client, Nestronite Oy, is a small startup company founded in 2011. The company spon up from the Digile Cloud Software -program that received funding from Tekes -the Finnish Funding Agency for Technology and Innovation. Currently Nestronite Oy is owned by four persons and two companies. "Nestronite is a expansive company which is aiming for the international market" (Turunen 2012).

The company has been involved in the development of FreeNest, an open source based platform designed to streamline team work and project management. In 2012 Nestronite Oy was selected as the entrepreneurship act by Suomen korkeakoulujen yrittäjyysfoorumi, the Finnish academic business forum.

Currently Nestronite Oy offers consultant services and markets and develops the Jaxber product that is used for qualitative and quantitative data gathering.
1.3 Project background

In 2013 Nestronite Oy developed the first prototype of Jaxber. Jaxber was a problem solving application for Android using a game-like experiences with a system of rewards.

The application is for collecting user feedback about products or services. The feedback can be given in three forms: image, audio or video. The user can, for example, buy a meal and tell his or her opinion on that in audio format. The restaurant can then use all those user reviews to improve their services and learn about the customers' likings. (Laukka 2014, 12.)

The prototype for JAXBER was developed with cross-platform framework called PhoneGap. During that time PhoneGap was a fairly new technology and the development had its pitfalls.

A new implementation of a course called "the basics of software engineering" was starting at JAMK University of Applied Sciences in the fall of 2014. The objective of the course is to learn the basic skills required in software engineering. The course consist of lectures as well as project studies. Nestronite Oy was one of the clients for whom the course students would work for.

A group five students, including the author, chose Nestronite Oy as employer for the previously mentioned course. Nestronite Oy commissioned the project group, Coperino Pastarino for a new and improved version of Jaxber.

2 Objectives of the project

The primary objective of this thesis was to develop and publish an improved version of Jaxber. The new version was scheduled to be developed during the the basics of software engineering course during the autumn of 2014 and spring 2015. During the initial requirement specification there were only a few strict requirements. The development team was given the freedom to use the principles, practices and techniques they felt were suitable for the project.

The new version of Jaxber was required to run on three platforms: Android, iOS and Windows Phone and the project was carried out with the purpose of producing an application for gathering qualitative and quantitative feedback with some sort of
gamification elements. The initial requirements included the ability to capture feedback in video, image and audio format as well as in plaintext. Jaxber was also required to have some kind of social interaction possibilities such as commenting, liking and browsing feedbacks. It was decided by the development team to carry out the project using agile development methods and cross-platform development framework. Agile development methods do not usually impose detailed requirements for the project in the beginning, rather the requirements are specified during the development. Appendix 1 displays how the requirements have been specified over time in the Jaxber project.

As a secondary objective, this thesis explains the differences in native and cross-platform development and presents different kinds of cross-platform development tools. The used tools and technologies are briefly introduced, keeping the main focus on the actual Jaxber cross-platform development process.

3 Developing native applications

3.1 Introduction to native applications

Native applications are specific to a certain platform, for example iOS or Android. Developing a native application is carried out by using development tools and a programming language supported by the respective platform. The native applications usually achieve the best performance, and the general feeling to the end user is familiarity with the product. Other advantages of native applications include fast and fluid animations, full access to the hardware of phone or tablet and multi touch support as well as the latest APIs.

There are not many downsides as for developing native applications. However, if the developer plans to release a version of the app on multiple platforms, the code must be rewritten for each target platform. Very little, if any code can be reused on different platforms. This process can be time consuming for complex applications.
3.2 Android

Usually Android applications are developed in Java programming language using the Android SDK. Android software development kit includes a wide variety of development tools. The Android SDK also offers a device emulator, Android Virtual Device which can be used for testing. Currently the official IDE, integrated development environment, for Android is Android Studio, developed by Google. Android development is possible using most major Linux distributions, Windows or Max OS.

Compiled Android applications are distributed in APK (Android application package) format. APK files contain the program’s code, resources, assets and certificates. APK files are actually archive files in compressed zip format. Play Store serves as the official app store for Android.

3.3 iOS

Native applications for iOS are developed using a programming language called Objective-C. Xcode is used as the development tool alongside with the iOS software development kit. Xcode offers a simulator, virtual iOS device emulator, on which one can test an application. However, not all APIs function when using the simulator and user may be required to use a physical device for testing. To compile iOS applications Mac operating system is required.

Compiled iOS applications are distributed in IPA file format in App Store. IPA files contain the binary file for ARM architecture and can only be installed on iOS devices. IPA files are compressed zip archive files.

3.4 Windows Phone

C#, alongside with XAML markup language, is the most common programming language used in native Windows Phone development. Microsoft Visual Studio is used as integrated development environment for Windows Phone. Windows Phone SDK contains all the tools required to develop with Windows Phone framework.
Windows Phone applications are distributed in the Windows Phone Store as XAP packages. XAP packages are in compressed zip format. However, the XAP packages are encrypted and they cannot be extracted like normal zip packages.

4 Cross-platform development and tools

4.1 What is cross-platform development

For a software or application to be considered cross-platform, it must be able to be run on multiple operating systems. Developing cross-platform applications can be very time-consuming because different operating systems use different kinds of APIs.

One solution to this problem is to develop a multiple codebase application were distinct codebases with same functionality are maintained for different platforms. This, however, requires a great effort maintaining the code, however, that may proof beneficial if the requirement for native code is high.

It is also possible to tackle this problem using a single codebase approach. In single codebase strategy the same source code can be compiled for multiple platforms. One technique to achieve this is to use conditional compilation were the common code for all platforms is not repeated. The parts of the code that are only relevant to certain platforms are made conditional and only compiled when needed.

Graceful degradation is a technique that attempts to mitigate the problems of cross-platform development by diminishing the application functionality to a least common denominator. This technique is obviously quite restricting, and it is mostly only used when developing applications for web browsers.

As cross-platform development has become more popular, multiple commercial and free tools have been released to assist developers in cross-platform compatibility. The following section covers some of the many possible cross-platform development tools.
4.2 Xamarin

Xamarin Studio is an IDE for application development for iOS, Mac and Android. If the developer decides to purchase a business license, Xamarin Studio can be integrated to Visual Studio thus enabling the possibility to develop for Windows Phone. C# is used as the programming language for development when using Xamarin. Xamarin has over 1.2 million developer customers (Xamarin 2015a).

Using Xamarin is fairly expensive. Xamarin offers three different kinds of licensing options; indie, business and enterprise (Figure 1). Each licence is for one developer and one platform. If the developer wants to use Xamarin for iOS, Android and Windows Phone, they must purchase three business licences.

Xamarin also offers a free Xamarin Starter Edition. The Starter Edition is limited to iOS and Android platforms and the final application cannot exceed 128 kilobytes.

![Figure 1. Xamarin licensing options (Xamarin 2015a.)](image)
4.3 Appcelerator Titanium

Appcelerator Titanium is an open source framework for creating native, hybrid and mobile web applications for multiple platforms including iOS, Android, Windows Phone, BlackBerry OS and HTML5. Titanium uses JavaScript-based SDK to access APIs for multiple platforms.

"Alloy is an MVC app framework built on top of Titanium that provides a simple model for separating the app user interface, business logic and data models" (Appcelerator 2015a).

Even though Titanium is open source, the usage still requires the developer to buy a licence. Appcelerator offers three different licencing options (Figure 2). One license is for one developer. For example if the company has five developers it must purchase five licences. "The Platform is free for use for development with all the features of the Team plan. You only need to choose your preferred plan and pay when you’re ready to deploy your app(s) to production." (Appcelerator 2015b).

![Figure 2. Appcelerator pricing (Appcelerator 2015b)](image)

4.4 Unity

Unity is a cross-platform game engine. It is developed by Unity Technologies and used for creating video games for PCs, consoles, mobile devices and websites. Programmers can use JavaScript, C# or Boo when developing apps with Unity. Unity is notable for its ability to target games to multiple platforms.
Unity offers a free Personal Edition for professional developers, Indies, hobbyists and studios with revenue under 100000 USD. With Unity Personal Edition user is allowed to make commercial games and content as long as they do not earn or receive more than 100000 USD in revenue in year. If the revenue limit is exceeded Unity Professional Edition needs to be purchased (Figure 3).

**Figure 3.** Unity licensing options (Unity 3d 2015)

### 4.5 Qt

Qt is a cross-platform application framework that is used to develop applications that can run on various platforms. Qt supports Windows, Linux and OS X on desktop and Android, iOS and WinRT including Windows Phone on mobile. Some other embedded platforms are also supported.

Qt is available with commercial and open source licenses. To develop a commercial application with Qt you need to purchase the commercial license (Figure 4). Each developer needs to have their own license and it is not allowed to mix open source and commercial licenses.

C++ is the most supported language for Qt programming; however, it is possible to use many other languages such as Ada, Basic, C#, D, Go, Haskell, Java, JavaScript, Lisp or Lua.
4.6 PhoneGap

"PhoneGap is a free and open source framework that allows you to create mobile apps using standardized web APIs for the platforms you care about" (PhoneGap 2015). PhoneGap is licensed under Apache 2.0 license so it will always be free for private and commercial use. PhoneGap is built on top of Cordova ecosystem and developed by Adobe.

PhoneGap supports development for multiple platforms, including iOS, Android, Windows Phone and multiple other less used operating systems.

Further details about PhoneGap and Apache Cordova are covered in the next section.

5 Tools and technologies

Cross-platform development with PhoneGap framework involves a wide variety of tools. These tools are like building blocks used together to develop the final application. Some tools are only used if the developer is targeting a specific platform. For example Android SDK is used only when targeting Android devices.

5.1 Apache Cordova

Cordova is an open source framework for building and developing cross-platform applications using web technologies such as HTML, CSS and JavaScript. Using Cordova it is possible to develop an application that uses these common web technologies and packages them into a format that can be installed on mobile devices.
Cordova offers interfaces to native features such as camera, sound recorder and memory card of mobile devices, which is not possible using traditional web development technologies. This makes it possible to develop applications using web technologies that utilise the native features of the target platform. When developing for multiple platforms at the same time, this is a huge time saver as the same source code can be used on all platforms.

5.2 PhoneGap

PhoneGap is a distribution of Apache Cordova.

You can think of Apache Cordova as the engine that powers PhoneGap, similar to how WebKit is the engine that powers Chrome or Safari. Over time, the PhoneGap distribution may contain additional tools that tie into other Adobe services, which would not be appropriate for an Apache project. (PhoneGap Blog 2012).

The only real difference between PhoneGap and Cordova is the download package name.

PhoneGap packages the JavaScript, CSS and HTML 5 into a native container (Figure 5). This native container contains a web view that works in same way as a regular web browser instance.

Figure 5. Packaging web technologies with PhoneGap (PhoneGap Blog 2012b)

As one of the requirements for the project was functionality on multiple platforms, PhoneGap was the obvious choice, which was supported by the fact that the size of
the development team was only five people and there were not enough resources to develop a native application for all platforms.

5.3 Apache Ant

"Apache Ant is a Java library and command-line tool whose mission is to drive processes described in build files as targets and extension points dependent upon each other. The main known usage of Ant is the build of Java applications." (Apache Ant 2015). Apache Ant is an open source software developed by the Apache Software Foundation and released under the Apache License 2.0.

5.4 Node.js

"Node.js is an open-source, cross-platform runtime environment for developing server-side web applications" (Wikipedia, Node.js 2015). Node.js makes it possible to create web servers and applications using JavaScript and core modules. Node.js was used to install PhoneGap and to run required build hooks during PhoneGap build process.

5.5 npm

npm, short for Node Package manager is the default package manager for Node.js. After Node.js version 0.6.3, npm is built and installed automatically with the Node.js environment (Node changelog 2011). "npm makes it easy for JavaScript developers to share and reuse code, and it makes it easy to update the code that you’re sharing" (What is npm? 2015). Node Package manager allows users to install applications that are available on the npm registry.

5.6 Android SDK

The Android SDK includes a variety of tools that help to develop mobile applications for the Android platform. The tools are classified into two groups: SDK tools and platform tools. "SDK tools are platform independent and are required no matter which Android platform you are developing on. Platform tools are customized to support the features of the latest Android platform." (Android Developers n.d.).
5.7 Java Development Kit

*Java Development Kit is a collection of programming tools for software development in cross-platform environment developed by Oracle Corporation. It includes the Java Runtime Environment (JRE), an interpreter/loader (java), a compiler (javac), an archiver (jar), a documentation generator (javadoc) and other tools needed in Java development (Techopedia n.d.).*

5.8 jQuery and jQuery Mobile

*jQuery is a fast, small, and feature-rich JavaScript library. It makes things like HTML document traversal and manipulation, event handling, animation, and Ajax much simpler with an easy-to-use API that works across a multitude of browsers. With a combination of versatility and extensibility— (jQuery 2015).*

*jQuery Mobile is a HTML5-based user interface system designed to make responsive web sites and apps that are accessible on all smartphones, tablets and desktop devices. It is built on the rock-solid jQuery and jQuery UI foundation, and offers Ajax navigation with page transitions, touch events, and various widgets. jQuery Mobile is a project of the jQuery Foundation. It is completely open source and is one of the most popular Mobile frameworks— (jQuery mobile 2015).*

jQuery Mobile supports wide range of mobile operating systems and browsers (Appendix 2).

5.9 less

"Less is a CSS pre-processor, meaning that it extends the CSS language, adding features that allow variables, mixins, functions and many other techniques that allow you to make CSS that is more maintainable, themable and extendable." (Lesscss 2015).

Less was used to generate the CSS files on the fly when the Jaxber application was launched, which allowed the usage of variables in the stylesheets. For example some images could be resized according to the target device specifications.

5.10 Xcode

*Xcode is Apple’s integrated development environment (IDE) that is used to build apps for Apple products including the iPad, iPhone, Apple Watch, and Mac. ”Xcode
provides tools to manage your entire development workflow—from creating your app, to testing, optimizing, and submitting it to the App Store." (Apple Inc. 2015).

Xcode was first released in 2003, the latest release, version 7.1 is available from Mac App Store. During Jaxber development Xcode was used to build iOS version of Jaxber application from the Xcode project files generated by PhoneGap when targeting iOS platform.

5.11 Microsoft Visual Studio

Microsoft Visual Studio is an integrated development environment from Microsoft. Visual Studio features a code editor, debugger and bunch of other development tools. When developing cross-platform applications using PhoneGap, Visual Studio serves the purpose of building and debugging environment for Windows Phone. PhoneGap generates Visual Studio project solution files when the target platform is Windows Phone.

5.12 PhoneGap plugins

"A plugin is an bit of add-on code that provides JavaScript interface to native components. They allow the app to use native device capabilities beyond what is available to pure web apps." (Apache Cordova 2015). On 21st April 2015 the Apache Cordova team announced that core and third party plugins will be moved to npm ecosystem.

"Plugins compromise a single JavaScript interface along with corresponding native code libraries for each supported platform. In essence this hides the various native code implementations behind a common JavaScript interface." (PhoneGap 2014).

Jaxber application uses multiple PhoneGap core and third party plugins for added functionality (Appendix 3).

6 Developing the Jaxber application

Jaxber is a commercial product, thus it is not possible to explain the inner workings in detail. The software source code is considered as confidential information, under the
section 1.a.iv of the non-disclosure agreement with Nestronite Oy and cannot be made public.

This section describes the Jaxber development process without revealing details about the actual technical aspects of the application. The section presents the Jaxber application functionality and problems encountered during the development.

6.1 Schedule

Jaxber project started in the week 37 2014 as a part of the the basics of software engineering course. The work on the project was done during the hours scheduled for aforementioned course. Basically, this meant that the development team worked once a week for eight hours a day. Every now and then the team needed to be more flexible with meeting times to fit the clients, Nestronite Oy, schedule.

The development phase that took place during the basics of software engineering course was concluded in the week 18, 2015. Few members of the development team continued to maintain and further develop the Jaxber application as their practical training. In the week 37, 2015 a new group of students from the course joined the Jaxber development team. Figure 6 displays the members involved.

![Figure 6. Schedule and members involved](image-url)
6.2 Development method

Jaxber was developed using an agile development methodology called Scrum. The key principle of Scrum is that the customers can change their minds about what they want and need. Scrum methodology accepts that a problem cannot be fully understood or defined and focuses on maximizing the development team's ability to deliver quickly.

When developing with Scrum, work is done iteratively and incrementally. The product being developed is slowly perfected as the development cycles (sprints) pass. Each sprint is a period of one to four weeks. For each new sprint, a sprint backlog is created from features that are the most important in the current project state.

A sprint review is held at the end of each sprint where the development team presents the features that have been completed during the sprint. Scrum also features a daily meeting called the daily scrum. Daily scrum is a short, timelimited discussion inside the development team. In the daily scrum each member tells the rest of the team what they have been doing since the last daily scrum, what they are going to be doing next and if they are having any problems.

The basics of software engineering course required that the teams would practice the usage of Scrum during application development. However, Scrum was not able to show its full potential because of the course schedule. As the work on the project was only done once a week, daily Scrums quickly turned into mix of sprint review and requirement specification. The usage of Scrum was nevertheless worthwhile as it allowed the team to use more time on the actual development than planning.

6.3 Setting up the development environment

This section covers the steps required to setup the development environment for Windows desktop. Windows was used as the main development platform on desktop computers. Building applications for Windows Phone requires that the system is running Windows 8.1 or later. Mac OS X was only used for building and testing the application on iOS devices such as iPads and iPhones.
Setting up the development environment for Mac OS X requires the same tools, just the Mac OS versions of them as on Windows desktop, with the addition of Xcode installation. Xcode can be installed from Mac App Store application.

**Java JDK**
Java development kit was first downloaded from http://www.oracle.com/technetwork/java/javase/downloads/index.html. Once the download is completed it is possible to install the Java JDK simply by double clicking on the downloaded application, which will start the interactive setup process. There is no need to change the default settings and the setup can simply be executed by pressing next. Users should take note of the installation path, as it is required to be added as Windows system variable later. In this example the install location was `C:\Program Files\Java\jdk1.8.0_65`.

**Node.js**
Node.js installation is just as simple as Java JDK. First the installer was downloaded from https://nodejs.org/en/download/. Double clicking on the downloaded installer will begin the installation process. Once again, the default settings suffice and only the installation path needs to be noted (Figure 8). The path will later be added as Windows environment variable. In this example the install location was `C:\Program Files\nodejs`.

![Figure 7. Node.js install path during setup](image)
Android SDK

Android SDK was downloaded as a compressed ZIP file from https://developer.android.com/sdk/index.html#Other. The 'SDK tools only' package was selected as there was no need for Android Studio software. The installation is done simply by uncompressing the file into user selected location on the computer. Once again the uncompressing location should be noted as its needed later during the install process. In this example the install location was 'C:\android-sdk'.

Apache Ant

Apache Ant is available as ZIP archive from http://ant.apache.org/bindownload.cgi. Like Android SDK the installation is done by uncompressing the ZIP archive into user selected location and taking a note of the path. In this example the install location was 'C:\apache-ant-1.9.6'.

System variables

On Windows machines it is required to set up some system variables so that all the installed components can be found by Windows. The system variables can be set up under 'Control Panel - System - Advanced - Environment variables' as seen in Figure 8.

Figure 8. Setting Windows environment variables
Add the following as new system variables:

- 'ANDROID_HOME' with value 'C:\android-sdk'
- 'ANT_HOME' with value 'C:\apache-ant-1.9.6'
- 'JAVA_HOME' with value 'C:\Program Files\Java\jdk1.8.0_65'

Locate the variable named 'Path', choose edit and add the following to the end.

;\%ANDROID_HOME\%\platform-tools; \%ANT_HOME\%\bin;\%JAVA_HOME\%\bin;
C:\Program Files\nodejs\;

Verify that everything is correctly setup so far by opening a new command window and typing the following commands followed by enter; 'adb version', 'ant -version', 'java -version', 'node -v'. The commands should not return any errors and display the installed version numbers of the components as seen in Figure 9.

![Figure 9. Checking installation of development environment dependencies](image)

**PhoneGap**

When all the previous dependencies have been successfully installed, the actual PhoneGap setup is simply executed by typing the command 'npm install -g phonedag@latest'. The command will fetch the latest PhoneGap version via node package manager and install it globally. If the setup is successful, 'phonegap -v' can be run that should display the installed version number as seen in Figure 10.
6.4 Jaxber application

Jaxber consists of three main components, the actual mobile application, REST API and web based administrator service. PhoneGap was only used during the mobile application development. REST API and web based administrator are supportive services for the actual mobile application and use their own techniques.

The web based administrator interface is used by Jaxber system administrators who create and edit campaigns for paying customers. The paying customers also use the admin interface to manage their campaigns and the feedbacks gathered.

The REST API is a server side component that provides the mobile application and web administrator a gateway to access common data storages. The REST API is a key feature that enables the mobile application to communicate with background services and the possibility to display dynamic content. Without the REST API, the mobile application would only be able to display static content; content that was already present when the end user installed the application.

Login and register view

Login view, as shown in Figure 11, is the first content displayed to the user when they first open the application. The users need to login with their account before they are able to perform anything else. If the user does not have an account they have the option to create one from the register view (Figure 12). If the user has forgotten their password, they may use the recover password option to initialize the password recovery process. If the user has previously logged in and has selected the remember me option, they will be logged in automatically when they open the application.
This view, as seen in Figure 13, displays all campaigns that are available for selection. User is located by GPS and the campaigns are listed so that the closest ones are displayed first. The user also has the chance to search for campaigns manually. This is extremely useful in cases where the user cannot be located by the GPS. The campaign owner may also set hashtags in the administrative interface to identify their campaign. The end users may use the manual search function to search for a campaign hashtags. Once the user selects a campaign, they are forwarded to that
campaign's browse view. Users may switch between campaigns by tapping on the top navigation bar.

![Campaign Browse View](image)

**Figure 13. Jaxber - campaign selection view**

**Browse view**

The feedbacks sent for the selected campaign are displayed in this view once they are reviewed by the campaign owner (Figure 14). From this view users are able to browse and review feedbacks send by others. The users may also choose to filter the feedbacks by different modifiers. Users can also like the feedback if they think it provides valuable observations that they agree on.

The campaign owner may allow feedbacks to be published without a review, by changing settings from the administrative interface. In this case users will automatically be granted credits for providing feedback.
Challenges view

Jaxber encourages the users to give feedback in form of challenges (Figure 15). The campaign owner is able to define challenges in the administrative interface. By creating challenges the campaign owner can direct the users to give feedback on a subject that the campaign owner feels important.

The challenges can be setup so that they can be answered during a specific time period. Other settings include the maximum times the challenge can be completed and the maximum number of credits the user can earn.

The users are also able to give freestyle feedback on any subject. Freestyle feedback can be given in any format without any time or completion limitations. The campaign owners are able to grant credits for freestyle feedback, but the amount of credits users receive is usually significantly less than when completing a challenge.
Feedback can be given in four different formats; audio, video, image or text (Figure 16). The campaign owner can define what format the users give the feedback when creating the challenges. When the users complete the challenge by giving feedback they earn credits. The credits can then be exchanged for goods or services provided by the campaign owner.
Other views

Other less significant views, shown in Figure 17, include the wallet where users can see their credit balance, user profile where users change their preferences, news subpage that displays the log of last user actions. Users can also view their own feedback from the pull menu on the left.

The pull menu can also host custom content that the campaign owner has created. The custom content may include for example food menus, promotions or other information regarding the campaign. The pull menu items are campaign-specific and can be defined in the web administrator interface.

![Figure 17. Jaxber - other views](image)

6.5 Application testing

Not much time was spent on testing the Jaxber application, mostly because of the tight schedule of the project. The lack of proper testing led to a situation were multiple bugs and errors were left undetected in some release versions. The shortage of time spent on testing is a common problem in software development and Jaxber was no exception.

Testing was mostly performed while developing new features to the Jaxber app. The developers' own mobile devices were used as test devices alongside with a few iOS devices and a Nokia Lumia phone running Windows Phone 8.1 provided by
Nestronite Oy. Therefore, the selection of test devices only covered a minor amount of the actual devices Jaxber app was going to be running on.

In April of 2015 a master test plan containing a set of 25 manual test cases was written to tackle the problems of testing (Table 1). Even with the master test plan in place there was not a proper plan how to utilize it. Most of the bugs and errors were discovered by the end users when piloting the application. This should not be the desired outcome of software testing, however, the lack of time forced the development to take shortcuts.

Table 1. List of manual test cases

<table>
<thead>
<tr>
<th>Login, register and forgot my password</th>
<th>Feedback sending</th>
</tr>
</thead>
<tbody>
<tr>
<td>Login to Jaxber</td>
<td>Feedback sending</td>
</tr>
<tr>
<td>Register to Jaxber</td>
<td>Empty or short text feedback</td>
</tr>
<tr>
<td>Cancel buttons</td>
<td>Cancel video or photo feedback</td>
</tr>
<tr>
<td>Recover password</td>
<td>Select from gallery</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Campaign selection</th>
<th>Feedback browsing and viewing</th>
</tr>
</thead>
<tbody>
<tr>
<td>Automatic campaign selection with GPS</td>
<td>My feedback</td>
</tr>
<tr>
<td>Manual GPS campaign search</td>
<td>Feedback listing</td>
</tr>
<tr>
<td>Selecting a campaign</td>
<td></td>
</tr>
<tr>
<td>Changing campaign selection</td>
<td></td>
</tr>
<tr>
<td>Searching campaigns by text</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Challenges</th>
<th>Basic features (misc. views and such)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Challenge listing</td>
<td>News</td>
</tr>
<tr>
<td>Challenge feedback sending</td>
<td>Wallet</td>
</tr>
<tr>
<td></td>
<td>Profile</td>
</tr>
<tr>
<td></td>
<td>Disclaimer</td>
</tr>
<tr>
<td></td>
<td>Custom pages</td>
</tr>
<tr>
<td></td>
<td>Logout</td>
</tr>
</tbody>
</table>

In an optimum environment Jaxber would have an automated process where unit, functional, system and performance tests would be run. However not all testing can be automated. For example, usability testing always requires the clients perspective.

6.6 Software publishing

To make the application available to the users it needs to be published in the mobile platforms respective app store. Publishing to each platform requires a different set of tools and procedures and it also demands the most manual labour. After the publish-
ing process is completed the application becomes available for download in platforms respective app store.

Updating the application is a relatively simple process once the initial setup for each app store is completed. A progressive update system is used in all app stores where an update is gradually enrolled instead of making the update available for everyone at the same time.

6.6.1 App Store

App Store is a distribution platform for mobile apps developed for iOS. App Store is developed and maintained by Apple Inc. Before an app can be published on the App Store, the developer needs to register as a member to iOS Developer Program. The registration process is fairly slow and may take up to two weeks to complete. The Developer Program membership costs 99 USD per year.

Once the registration is completed the developer is given access to Apple Developer Center and iTunes Connect were the developer can publish their apps. After logging in to the iTunes Connect (https://itunesconnect.apple.com/) it is possible to begin the publishing process. The developer is required to enter some details like the name and price, as well as screenshots of the application (Figure 18).
To combine the iOS app with the iTunes Connect submission, the app is built and archived in Xcode as an IPA package. To use Xcode developers are required to have a computer that runs Mac OS X, such as MacBook laptop or iMac. First the developer needs to log in using their iOS Developer Program account to fetch the required identity and certificate keys from Apple that are used to sign and verify the application. Xcode automatically handles the initial generation of the identity and certificate files. The files are also stored in the iTunes Connect service.

To build the release version of the application for iOS, the developer selects "Build - Archive" from Xcode. Once the building, archiving and verification process is completed, Xcode will prompt the user for desired action, in this case "Submit to App Store". Xcode will automatically sign the application with the release certificate during the building process. After the IPA package is uploaded the next step is to add it to the iTunes Connect submission. Adding the package is just as simple as selecting the uploaded application package from a list in iTunes Connect portal. When the developer is satisfied with their submission the submission can be send to review.
All App Store submissions are manually reviewed by Apple Inc. The review process can take anywhere from a few days up to few weeks. Apple has a really strict review policy to ensure that all apps are high quality and do not exhibit bugs. The application may be rejected from store if it does not pass the quality control or contains content not suitable for children.

To update an existing application in the App Store, the same process as releasing a new app is performed. The updated application must be signed with the same identity and certificate as the initial release. The updated application must also have a higher version number compared to the previous submission and it must pass the manual review by Apple Inc.

6.6.2 Play Store

Play Store serves as the official distribution platform for Android applications. Play Store is operated and maintained by Google. Play Store offers a wide variety of paid and free applications. In the beginning for 2015 Play Store had about 1,5 million applications available (Number of Android applications 2015). To publish an app in Play Store you need to register a Google Play Developer account. The registration process is streamlined compared to iOS Developer Program membership registration. The registration as Google Play Developer costs 25 USD and is a single time payment.

Android applications are packaged as APK files. Building a release version of the application can be done using any operating system that has the PhoneGap framework and Android SDK installed.

"Android requires that all apps be digitally signed with a certificate before they can be installed. Android uses this certificate to identify the author of an app, and the certificate does not need to be signed by a certificate authority." (Signing Your Applications 2014).

First a keystore file needs to be generated using Java's keytool utility using the following command: "keytool -genkey -v -keystore my-release-key.keystore -alias alias_name -keyalg RSA -keysize 2048 -validity 10000".

Keytool prompts you to provide passwords for the keystore, provide the Distinguished Name fields and then the password for your key. It then generates the keystore as a file called my-release-key.keystore in
the directory you’re in. The keystore and key are protected by the passwords you entered. The keystore contains a single key, valid for 10000 days. The alias is a name that you — will use later, to refer to this keystore when signing your application. (How can I create a keystore? 2013).

The generated keystore file was placed in the root directory of the PhoneGap project for easy access. A new file named 'release-signing.properties', containing the keystore location, password, alias and alias password (Figure 19), needs to be added under 'platforms/android'. Phonegap will automatically utilize this keystore file when it is commanded to build a release version of the application.

```
1 key.store=..//example-release-key.keystore
2 key.store.password=examplekeystorepassword
3 key.alias=examplekeyalias
4 key.alias.password=examplealiaspassword
```

Figure 19. Example Android keystore file

By executing PhoneGap CLI using the command "phonegap build android --release --verbose" PhoneGap will build and sign the release version of the Android application. Once completed successfully an APK file named 'android-release.apk' can be found from 'platforms/android/build/outputs/apk' folder.

Now the developer still needs to prepare the submission for Play Store via the Google Play Developer Console (https://play.google.com/apps/publish/). The submission requires some basic information like the application name, description and a few screen captures (Figure 20). Previously built and signed APK file is uploaded though the Google Play Developer Console interface. If the developer is satisfied with the submission, they may choose to publish the application in the Play Store.
Figure 20. App details in Google Play Developer Console

Play Store does not have a review process in place. Applications published in the Play Store are available for users almost instantly. Updating the Android application is just as simple as uploading a new version of the app via the Google Play Developer Console.

6.6.3 Windows Phone Store

Windows Phone Store is a distribution platform developed by Microsoft for Windows Phone. Publishing apps in Windows Phone Store requires a Microsoft Developer account. Registering as Microsoft Developer costs a single payment of USD 99 or EUR 75 depending on region. Windows Phone applications are distributed as XAP packages.

Out of the three platforms Windows Phone is the most complex. PhoneGap is used to build the Microsoft Visual Studio project by executing the PhoneGap CLI with command “phonegap build wp8 --verbose”. This will output a Visual Studio solution under 'platforms/wp8' folder.
Visual Studio solution is opened once the PhoneGap build process finishes. Windows Phone apps do not feature any sort of certificate signing process like Android or iOS apps. Windows Phone apps use the identity information provided in the 'WMAppManifest.xml' file in the 'Properties' folder. In order to pass the application verification process, the combination of ProductID, Publisher and PublisherID need to be supplied in the 'WMAppManifest.xml' file.

XAP package can be built by selecting "Build - Build Solution" from Visual Studio. Once Visual Studio build is completed, the release version, 'applicationname.xap', can be found from 'Bin/Release' folder.

Just like with Play Store and App Store, Windows Phone Store requires some basic information like application name and description as well as screen captures (Figure 21). Once the required information is entered, the application can be manually uploaded to Windows Dev Center (https://dev.windows.com).

![Windows Dev Center](image)

**Figure 21. Application details in Windows Dev Center**
Windows Phone Store enforces a semi-automatic review process. The application is automatically checked for required icons and properties. The review process also features a manual check by humans. Compared to Apple’s App Store, the Windows Phone Store review times are extremely short and it usually takes under 24 hours to complete after which the app is published to the Windows Phone Store.

To publish an updated version, PhoneGap is used to build a new Visual Studio solution and the solution is built as an XAP package. The package can then be uploaded to Microsoft Dev Center and sent to review. However, an update cannot be sent to review while another version is still being reviewed or an existing update is being enrolled.

6.7 Project documentation

All project documentation was exclusively written digitally to GitHub repository wiki. Also, the project source code was hosted on private GitHub repositories. GitHub is a hosting service for Git repositories. GitHub does not only host source code, but it also offers issue tracking and a wiki for documentation. Bugs encountered while developing and the ones reported by users were documented to GitHub issue tracker.

During the initial planning phase of the project, user stories, slim and high-level requirement artifacts, were written into Planbox service. Planbox is an agile project management tool that allows multiple members to plan and collaborate projects together. Planbox offered to-do lists, time tracking, file sharing and reporting functions that were very useful during the project setup. At later stage of the development the usage of Planbox was ceased, as the team felt it was too complex for this particular project. To-do lists and user stories were transferred from Planbox to GitHub issues.

For internal messaging the development team used a mix of Skype and Flowdock. After the summer of 2015 the team switched from Flowdock to Slack because of the limitations with free Flowdock organizations. Slack also offered better integration possibilities to various other services that were seen as helpful in the future.
All documentation was kept digital to allow everyone to access most up to date information. Also a short and simple document management plan (Appendix 4) was put in place to unify the coding practices between team members.

6.8 Project pitfalls

IT projects are almost guaranteed to have some sort of problems somewhere along the development process. Most of the times problems are caused because of bad management, unrealistic goals or the lack of time. During the Jaxber project most of the problems were caused by Windows Phone platform.

6.8.1 Development

During development there were no major problems. SVG images caused some trouble on Windows Phone platform. The problem was tracked down and identified as an issue with the Windows Phone WebView rendering engine. Windows Phone uses the Internet Explorer 11 as the rendering engine that was not supporting the XML document definition that was present in the used images. The solution was to remove the XML definition from the file after which the images worked as intended.

Internet Explorer on Windows Phone did not allow HTML5 video- or audio element to play local content on the mobile devices, as seen in Figure 22. This was not a problem with the videos and audios sourced over the internet, however, files recorded with the mobile device could not be reviewed before they were sent.
There were also times when the requirement specification was changed during the ongoing sprint, which sometimes caused the development team to work overtime to meet the new requirements.

6.8.2 Testing

The lack of testing was one of the major pitfalls of the entire project. Most certainly the amount of bugs accidentally left in the application would have been significantly lower if an automated test process had been in place. However, when the development time is limited, time spent on testing is usually minimal.

Without automated tests, it would have been wise to have a manual test plan in place as soon as the development started. However even with the manual test plan, it was not really followed as precisely as it should have.

Most of the bug reports were received from actual end users that were using the application during a pilot run. However most of the bug reports received from the end users were usually very low quality and rarely provided any actual help to identify, let alone fix, the bug.
6.8.3 Publishing

Out of the three platforms, Android was the only one were the team did not experience any problems when publishing the application. Windows Phone and iOS were equally painful platforms to publish applications on.

On iOS most headaches was caused by the app review process by Apple. As the review is done manually, it sometimes might take incredibly long time to get a new version of the application approved by Apple. The average review times vary from five to eight days (Figure 23). That is a very long time to wait, especially if the customers are requesting a new feature to be available. Sometimes after a long wait it was really annoying to see that the app was being rejected for a reason or another.

![Figure 23. Average iOS App Store review times (Shiny Development 2015)](image)

It also was not possible to update the application while it was waiting for a review. The only way was to withdraw the review request, update the application and send it back to review, which caused the application to be sent to the end of the review queue.

The problems with Windows Phone publishing were mostly caused by the requirement to build two separate applications; one for Windows Phone 8.0 and one for Windows Phone 8.1. The two versions have very minor differences, but still require two different versions to be build that takes way more time than you would believe.
Windows Phone versions also require a review before being published in the Windows Phone Store. The purpose of this review remains unknown as sometimes an app would pass the certification even if it would not launch on the mobile device.

Even though Windows Phone does not require any signing process, it still requires that the developer and application id are correctly supplied with the application package. This information was not automatically checked when uploading a new version of the app to the Windows Phone Store. The lack of proper application or developer id caused the application to be rejected from the store. The check for proper ids was not done during the upload of the new version and these kinds of errors would come up in the automated review process multiple hours later. With Android, these kinds of checks were done during the application upload so they could be corrected immediately.

7 Results and conclusion

PhoneGap turned out to be a very good choice, especially when working with very limited time, budget and resources. However, it must be remembered that native applications provide better performance and provide more fluid and responsive user experience. PhoneGap is a great alternative for native development when the application being developed is relatively simple.

In the beginning PhoneGap takes quite some time to set up and get used to. Once the setup is completed, PhoneGap development is very efficient and straightforward. The time lost in the beginning can easily be regained when it becomes to building the application for multiple platforms. Development using common web technologies, that are easy to learn, makes it easy for any developer to start experimenting with PhoneGap.

Because Jaxber consists of three main components, the actual mobile application, REST API and web based administrator service, it was possible to utilize the limited development team resources efficiently. Parts of the team could focus on building the required background services as others developed the mobile application. Some members of the development team were already familiar with using and setting up
the PhoneGap environment, so not much time was lost in the research. All team members also had a strong knowledge on common web technologies.

As there were no graphics designers amongst the development team, the overall appearance of the application is not the most appealing. It would a be good idea to have someone with graphical design skills to design something which would improve the user experience and the overall feel.

To improve the application’s performance it might be wise to get rid of jQuery and jQuery mobile and switch to Intel AppFramework. Overall jQuery was a decent choice even though it might lower the performance slightly. Even though the application is not experiencing any noticeable performance issues, it is worth noting in the future.

The most important task regarding the future of Jaxber project would be the implementation of proper automated testing. Automated tests would enormously help the reliability of the application as they would be likely to catch a large amount of the bugs that currently go unnoticed.

Overall the project can be considered a success. Although there were some difficulties with Windows Phone, the problems were solved relatively quickly. The application was able to meet all requirements and the client was pleased with the result. This does not however mean that the development of the Jaxber application and other background services has stopped. Like with all commercial products, the application and other services need to be maintained over time and the customers will come up with new features to be added.
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### Appendices

**Appendix 1. List of Jaxber requirements and development tasks**

<table>
<thead>
<tr>
<th>ID</th>
<th>Title</th>
<th>State</th>
<th>Created at</th>
<th>Closed at</th>
<th>Labels</th>
</tr>
</thead>
<tbody>
<tr>
<td>7</td>
<td>Register does not take user back to login screen</td>
<td>closed</td>
<td>2015-01-11 09:59:52</td>
<td>2015-01-11 21:43:52</td>
<td>enhancement</td>
</tr>
</tbody>
</table>

(continued)
<table>
<thead>
<tr>
<th>ID</th>
<th>Title</th>
<th>State</th>
<th>Created at</th>
<th>Closed at</th>
<th>Labels</th>
</tr>
</thead>
<tbody>
<tr>
<td>161</td>
<td>Change arrow to be too hard to kit</td>
<td>closed</td>
<td>2016-06-11T19:14:11Z</td>
<td>2016-06-11T19:14:12Z</td>
<td>enhancement</td>
</tr>
<tr>
<td>162</td>
<td>Fix the amount of time it takes to log in</td>
<td>closed</td>
<td>2016-06-11T19:14:11Z</td>
<td>2016-06-11T19:14:12Z</td>
<td>enhancement</td>
</tr>
<tr>
<td>166</td>
<td>Provide meal plans for the user</td>
<td>closed</td>
<td>2016-06-11T19:14:11Z</td>
<td>2016-06-11T19:14:12Z</td>
<td>enhancement</td>
</tr>
<tr>
<td>170</td>
<td>Improve the challenges for the user</td>
<td>closed</td>
<td>2016-06-11T19:14:11Z</td>
<td>2016-06-11T19:14:12Z</td>
<td>enhancement</td>
</tr>
<tr>
<td>172</td>
<td>Improve the challenges for the user</td>
<td>closed</td>
<td>2016-06-11T19:14:11Z</td>
<td>2016-06-11T19:14:12Z</td>
<td>enhancement</td>
</tr>
<tr>
<td>175</td>
<td>Improve the challenges for the user</td>
<td>closed</td>
<td>2016-06-11T19:14:11Z</td>
<td>2016-06-11T19:14:12Z</td>
<td>enhancement</td>
</tr>
<tr>
<td>176</td>
<td>Improve the challenges for the user</td>
<td>closed</td>
<td>2016-06-11T19:14:11Z</td>
<td>2016-06-11T19:14:12Z</td>
<td>enhancement</td>
</tr>
<tr>
<td>177</td>
<td>Improve the challenges for the user</td>
<td>closed</td>
<td>2016-06-11T19:14:11Z</td>
<td>2016-06-11T19:14:12Z</td>
<td>enhancement</td>
</tr>
<tr>
<td>178</td>
<td>Improve the challenges for the user</td>
<td>closed</td>
<td>2016-06-11T19:14:11Z</td>
<td>2016-06-11T19:14:12Z</td>
<td>enhancement</td>
</tr>
<tr>
<td>179</td>
<td>Improve the challenges for the user</td>
<td>closed</td>
<td>2016-06-11T19:14:11Z</td>
<td>2016-06-11T19:14:12Z</td>
<td>enhancement</td>
</tr>
<tr>
<td>180</td>
<td>Improve the challenges for the user</td>
<td>closed</td>
<td>2016-06-11T19:14:11Z</td>
<td>2016-06-11T19:14:12Z</td>
<td>enhancement</td>
</tr>
<tr>
<td>183</td>
<td>Improve the challenges for the user</td>
<td>closed</td>
<td>2016-06-11T19:14:11Z</td>
<td>2016-06-11T19:14:12Z</td>
<td>enhancement</td>
</tr>
<tr>
<td>184</td>
<td>Improve the challenges for the user</td>
<td>closed</td>
<td>2016-06-11T19:14:11Z</td>
<td>2016-06-11T19:14:12Z</td>
<td>enhancement</td>
</tr>
<tr>
<td>185</td>
<td>Improve the challenges for the user</td>
<td>closed</td>
<td>2016-06-11T19:14:11Z</td>
<td>2016-06-11T19:14:12Z</td>
<td>enhancement</td>
</tr>
<tr>
<td>186</td>
<td>Improve the challenges for the user</td>
<td>closed</td>
<td>2016-06-11T19:14:11Z</td>
<td>2016-06-11T19:14:12Z</td>
<td>enhancement</td>
</tr>
<tr>
<td>188</td>
<td>Improve the challenges for the user</td>
<td>closed</td>
<td>2016-06-11T19:14:11Z</td>
<td>2016-06-11T19:14:12Z</td>
<td>enhancement</td>
</tr>
<tr>
<td>189</td>
<td>Improve the challenges for the user</td>
<td>closed</td>
<td>2016-06-11T19:14:11Z</td>
<td>2016-06-11T19:14:12Z</td>
<td>enhancement</td>
</tr>
<tr>
<td>190</td>
<td>Improve the challenges for the user</td>
<td>closed</td>
<td>2016-06-11T19:14:11Z</td>
<td>2016-06-11T19:14:12Z</td>
<td>enhancement</td>
</tr>
<tr>
<td>ID</td>
<td>Title</td>
<td>Created at</td>
<td>Closed at</td>
<td>Labels</td>
<td></td>
</tr>
<tr>
<td>----</td>
<td>-------</td>
<td>------------</td>
<td>-----------</td>
<td>--------</td>
<td></td>
</tr>
<tr>
<td>11</td>
<td>Create your own feedback</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>12</td>
<td>Feedback in feedback description</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>13</td>
<td>Add more image for this bug</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>14</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>15</td>
<td>Add a way to filter feedback</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>16</td>
<td>Add a way to filter feedback</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>17</td>
<td>Add a way to filter feedback</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>18</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>19</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>20</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>21</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>22</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>23</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>24</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>25</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>26</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>27</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>28</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>29</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>30</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>31</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>32</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>33</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>34</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>35</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>36</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>37</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>38</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>39</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>40</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>41</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>42</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>43</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>44</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>45</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>46</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>47</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
<tr>
<td>48</td>
<td>Feedback area for labels</td>
<td>2015-01-01T00:00:00Z</td>
<td>2015-01-01T00:00:00Z</td>
<td>enhancement/new feature</td>
<td></td>
</tr>
</tbody>
</table>
Appendix 2. jQuery Mobile 1.4 Browser Support (jQuery Foundation 2015)

A-grade - Full enhanced experience with Ajax-based animated page transitions.
- Apple iOS 4.3.1 - Tested on the original iPad (4.3 / 5.0), iPad 2 (7.2 / 8.1 / 9.1), iPad 3 (5.1 / 8.0), iPad Mini (7.1), iPad Retina (7.0), iPhone 3Gs (4.3), iPhone 4 (4.3 / 5.0), iPhone 4S (5.1 / 8.0), iPhone 5 (5.1 / 6.0), iPhone 5S (5.0), iPhone 6 (5.0) / 6 (6.1)
- Android 5.0 (Lollipop) – Tested on a Nexus 6
- Android 4.4 (KitKat) – Tested on a Nexus 5
- Android 4.1-4.3 (Jelly Bean) – Tested on a Galaxy Nexus and Galaxy 7
- Android 4.0 (ICS) – Tested on a Galaxy Nexus. Note: transition performance can be poor on upgraded devices
- Android 3.2 (Honeycomb) – Tested on the Samsung Galaxy Tab 10.1 and Motorola XOOM
- Android 2.1-2.3 – Tested on the HTC Incredible 2, original Droid 2, HTC Aria (2.1). Google Nexus S 2.3.
- Functional on 1.5 & 1.6 but performance may be sluggish, tested on Google G1 (1.5)
- Windows Phone 7.5-8.1 – Tested on the HTC Surround (7.5), HTC Trophy (7.5), LG-E900 (7.5), Nokia 800 (7.8), HTC Mezaa (7.8), Nokia Lumia 520 (8), Nokia Lumia 920 (8), HTC 8X (8.1),
- Blackberry 6-10 – Tested on the Torch 9800 (6) and Style 9870 (6), Blackberry, Torch 9810 (7), Blackberry Z10 (10)
- Blackberry Playbook (1.0-2.0) – Tested on PlayBook
- Palm WebOS (1.4-3.0) – Tested on the Palm Pixi (1.4), Pre (1.4), Pre 2 (2.0), HP Touchpad (3.0)
- Firefox Mobile 18 – Tested on Android 4.0.3 and 4.1.1
- Chrome for Android 18 – Tested on Android 4.0 and 4.1 devices
- Skyfire 4.1 – Tested on Android 2.3 device
- Opera Mobile 11.5.12 – Tested on Android 2.3
- Meego 1.2 – Tested on Nokia 500 and N9
- Tizen (pre-release) – Tested on early hardware
- Samsung Bada 2.0 - Tested on a Samsung Wave 3, Dolphin browser
- UC Browser – Tested on Android 2.3 device
- Kindle 3, Fire, and Fire HD – Tested on the built-in WebKit browser for each
- Nook Color 1.4.1 – Tested on original Nook Color, not Nook Tablet
- Chrome Desktop 16-43 – Tested on OS X 10.10 and Windows 7, ThinkPad Yoga Windows 8.1
- Safari Desktop 5-9 – Tested on OS X (10.7 / 10.8 / 10.9 / 10.10)
- Firefox Desktop 10-38 – Tested on OS X 10.10 and Windows 7, ThinkPad Yoga Windows 8.1
- Internet Explorer 8-11 – Tested on Windows XP, Vista, 7, Windows Surface RT, ThinkPad Yoga Windows 8.1
- Opera Desktop 10-25 – Tested on OS X 10.10 and Windows 7

B-grade – Enhanced experience except without Ajax navigation features.
- Opera Mini 7 – Tested on iOS 6.1 and Android 4.1
- Nokia Symbian*3 – Tested on Nokia N8 (Symbian*3), C7 (Symbian*3), also works on N97 (Symbian*1)

C-grade – Basic, non-enhanced HTML experience that is still functional.
- Internet Explorer 7 and older – Tested on Windows XP
- Apple iOS 3.x and older – Tested on original iPhone (3.1), iPhone 3 (3.2)
- Blackberry 4.5 – Tested on the Curve 8330 (4.0), Storm 2 9550 (5), and Bold 9770 (5)
- Windows Mobile – Tested on the HTC Leo (Windows 5.2)
- All older smartphone platforms and featurephones – Any device that doesn't support media queries will receive the basic, C grade experience
Appendix 3. List of PhoneGap plugins used in Jaxber

1. phonegap plugin add cordova-plugin-device
2. phonegap plugin add cordova-plugin-dialogs
3. phonegap plugin add cordova-plugin-camera
4. phonegap plugin add cordova-plugin-media-capture
5. phonegap plugin add cordova-plugin-console
6. phonegap plugin add cordova-plugin-file
7. phonegap plugin add cordova-plugin-file-transfer
8. phonegap plugin add cordova-plugin-media
9. phonegap plugin add cordova-plugin-network-information
10. phonegap plugin add cordova-plugin-vibration
11. phonegap plugin add cordova-plugin-geolocation
12. phonegap plugin add cordova-plugin-inappbrowser
13. phonegap plugin add cordova-plugin-globalization
14. phonegap plugin add cordova-plugin-x-toast
15. phonegap plugin add phonegap-plugin-barcodescanner
16. phonegap plugin add phonegap-plugin-push
17. phonegap plugin add cordova-plugin-whitelist
18. phonegap plugin add https://github.com/whiteoctober/cordova-plugin-app-version.git
Appendix 4. Document management plan for Jaxber

Documentation

- All documentation should be centralized here on the Github wiki if possible. You can link from Planbox to this wiki if necessary.
- After every weekly meetup, a short writeup should be available for later browsing here.
- Git commit messages should be actually readable (no aaaaaaaaaaaaaaaaaaaaaaaaaasdsdddddddd).

Coding style

- Name variables and functions in a clear and concise manner. It's better to be too verbose than to be too ambiguous.
- nameFunctionsLikeThis()
- variablesLikeThis
- ClassesLikeThis
- methodsLikeThis()
- CONSTANTS LIKE THIS
- filenameslikethis.js
- Use ";"'s after every line.
- Spaces instead of tabs.
- Use ' instead of " for strings.
- Always use triple evaluation (===, !== and so on).
- In logic loops/functions put brackets on their own lines.
- Comments should be always written with /* This is a comment */ notation, even one-liners.
- Being consistent is more important than following these guidelines 100%