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As the need for better presentation and interaction of web sites grows, the average codebase is growing larger and more sophisticated. Web Components standards were proposed in 2011 to enable creating re-usable components for saving developing and maintaining resources. Google adopted the standards rather early and used their products as a catalyst for other browsers and web frameworks to join in supporting Web Components.

Vaadin is a Java web framework, which got its reputation as a great alternative to JavaScript web frameworks. However, Vaadin needs to support the Web Components standards to stay relevant in the framework scene. As a result, Vaadin conducted quantitative research on testing hundreds of web components to collect more intelligence on the standards, as well as to gather a set of quality components to be imported into Vaadin Directory, a components marketplace for Vaadin.

The goal of this thesis was to give a general understanding of the Web Components standards along with Vaadin framework and Vaadin Directory. Then, this thesis aimed to find the usage share of Web Components libraries to determine which library Vaadin should analyze. These goals were achieved by testing hundreds of web components to collect each component’s usage problems and gather general statistics.

The whole testing process was completed in 3 months with plenty of useful findings and analytics data obtained. A collection of screenshots of web components preview and a collection of web components online demos were also acquired. Lastly, Vaadin Directory became populated with a set of valuable components.

This thesis reached a domain that has never been touched before, which is to test hundreds of web components. As a result, the obtained data was beneficial for helping Vaadin integrate the Web Components standards and develop a comprehensive set of Vaadin web components.

KEYWORDS:

Web Components, Vaadin, Polymer, PWA, JavaScript, Testing
# Testing Web Components

## 6 TESTING WEB COMPONENTS

6.1 Test criteria 37
6.2 Test scope 37
6.3 Test environment 38
6.4 Test risk and control 39
6.5 Test implementation 40
6.6 Test result recording 44

## 7 RESULT AND STATISTICS

7.1 Results 46
7.2 Statistics 46
7.3 Importing web components into Vaadin Directory 48

## 8 CONCLUSION

51

## REFERENCES

52

## APPENDICES

Appendix 1. Collection of web components demo on CodePen
Appendix 2. Blogs written by the author regarding the testing process

## FIGURES

Figure 1. Web Components standards (Carl 2018) .................................................. 12
Figure 2. Custom Elements usage (Evans 2019) ...................................................... 13
Figure 3. Browser support for Web Components in 2017 (webcomponents.org 2019) 14
Figure 4. Browser support for Web Components in 2019 (webcomponents.org 2019) 14
Figure 5. Google Releases Polymer 1.0 (Cimpanu 2015) ...................................... 15
Figure 6. Google releases Polymer 2.0 (Polymer 2018h)...................................... 16
Figure 7. Browsing web components on webcomponents.org in 2017 .................. 16
Figure 8. webcomponents.org in GitHub (WebComponents 2016) ....................... 17
Figure 9. Vaadin main website vaadin.com (Vaadin 2019).................................. 18
Figure 10. Java vs Node.js technologies market share (Bui 2019) ......................... 19
Figure 11. Vaadin CEO presents how Vaadin would leverage Web Components in DevNexus 2015 (Lehtinen 2015) ................................................................. 19
Figure 12. Vaadin Directory demo introduction by Vaadin CEO (Lehtinen 2010a) .... 20
Figure 13. The total amount of components in Directory monthly (Ekblad 2018b) .... 21
Figure 14. An example of a bower.json file (Collaborne 2015) .............................. 22
Figure 15. Detecting Web Components library from bower.json ............................ 23
Figure 16. Usage share of web components libraries used ................................. 24
Figure 17: Fetching components from webcomponents.org flowchart
Figure 18. webcomponents.org /search API full URL
Figure 19. An example of webcomponents.org API response
Figure 20. Fetching the first list of web components from webcomponents.org
Figure 21. Looping to get the next web component list and exporting it to JSON
Figure 22. Using pandas to combine all JSON files to a single CSV spreadsheet
Figure 23. Spreadsheet custom-defined columns
Figure 24. The output spreadsheet allElements.csv
Figure 25. The spreadsheet with populated information
Figure 26. Importing a web component by using a CDN and HTML Imports
Figure 27. An example of testing a web component on CodePen
Figure 28. HTML code of a web component demo on CodePen
Figure 29. CSS code of a web component demo on CodePen
Figure 30. Defining an element in Polymer
Figure 31. Extending an existing custom element in Polymer
Figure 32. Declaring normal properties in Polymer
Figure 33. Declaring computed properties in Polymer
Figure 34. Property to attribute reflecting in Polymer
Figure 35. Data binding in Polymer
Figure 36. Compound bindings in Polymer
Figure 37. Distribution of the libraries used by web components in webcomponents.org
Figure 38. Browsers selected as testing platforms (O'Shaughnessy 2017)
Figure 39. Vaadin-button page on webcomponents.org
Figure 40. Vaadin-button repository on github.com
Figure 41. vaadin-button source code
Figure 42. Vaadin-button documentation on vaadin.com (Vaadin 2019a)
Figure 43. Vaadin-button with custom styling by using attributes
Figure 44. Vaadin-button demo on CodePen (Bui 2018)
Figure 45. Vaadin-button properties test
Figure 46. Vaadin-button responsiveness test
Figure 47. Example of a testing feedback
Figure 48. Vaadin-button with all assessment information
Figure 49. Number of functioning versus non-functioning components
Figure 50. Number of functioning components in each browser
Figure 51. Distribution of functioning components’ categories
Figure 52. Vaadin-button in Vaadin Directory
Figure 53. Polymer web components in Vaadin Directory (Ekblad 2018)

TABLES

Table 1. Testing process risk with their controls
<table>
<thead>
<tr>
<th>Abbreviation</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Android</td>
<td>Android is a mobile operating system developed by Google.</td>
</tr>
<tr>
<td>Angular</td>
<td>Angular is an open-source Typescript framework for building mobile and desktop web applications.</td>
</tr>
<tr>
<td>API</td>
<td>Application Programming Interface is a set of functions and procedures, allowing the creation of applications that access the features or data of an operating system, an application, or other services.</td>
</tr>
<tr>
<td>App</td>
<td>App is short for Application.</td>
</tr>
<tr>
<td>Aurelia</td>
<td>Aurelia is a client-side JavaScript framework to create web applications.</td>
</tr>
<tr>
<td>Bower</td>
<td>Bower is a web package manager that handles all the external dependencies like frameworks, libraries, assets, utilities.</td>
</tr>
<tr>
<td>CDN</td>
<td>Content Delivery Network is a geographical system of distributed servers that help deliver pages and content to a user.</td>
</tr>
<tr>
<td>CodePen</td>
<td>CodePen is an online code editor and an online community for front-end web development to test and showcase user-created HTML, CSS, and JavaScript code snippets.</td>
</tr>
<tr>
<td>Chrome</td>
<td>Google Chrome is a web browser developed by Google.</td>
</tr>
<tr>
<td>CSS</td>
<td>Cascading Style Sheets is a language that delineates the presentation of an HTML document.</td>
</tr>
<tr>
<td>DOM</td>
<td>Document Object Model is a cross-platform interface to support HTML and XML documents.</td>
</tr>
<tr>
<td>Edge</td>
<td>Microsoft Edge is a web browser developed by Microsoft.</td>
</tr>
<tr>
<td>Term</td>
<td>Description</td>
</tr>
<tr>
<td>--------</td>
<td>-------------</td>
</tr>
<tr>
<td>Ember</td>
<td>Ember is an open-source JavaScript framework for creating web applications.</td>
</tr>
<tr>
<td>ES6</td>
<td>ECMAScript 6, also known as ECMAScript 2015, is a scripting language specification that is standardized by ECMA International.</td>
</tr>
<tr>
<td>ES Modules</td>
<td>ECMAScript Modules is one of Web Components standards, which defines the inclusion and reuse of JavaScript documents in a modular way.</td>
</tr>
<tr>
<td>Firefox</td>
<td>Mozilla Firefox is a browser developed by Mozilla Foundation and Mozilla Corporation.</td>
</tr>
<tr>
<td>GitHub</td>
<td>GitHub is a version-control code hosting platform that helps developers store and manage their code, as well as collaborate and share code.</td>
</tr>
<tr>
<td>GWT</td>
<td>Google Web Toolkit is an open-source Java-based framework for creating AJAX web applications. It allows developers to maintain JavaScript front-end applications in Java.</td>
</tr>
<tr>
<td>HTML</td>
<td>HyperText Markup Language is a standard markup language used to create web pages. It describes the structure of the document of the web page.</td>
</tr>
<tr>
<td>IE11</td>
<td>Internet Explorer 11 is the final version of the Internet Explorer web browser developed by Microsoft.</td>
</tr>
<tr>
<td>Java</td>
<td>Java is an object-oriented programming language that is class-based, and designed to have the least amount of implementation dependencies. It is used to create software for multiple platforms.</td>
</tr>
<tr>
<td>Javadoc</td>
<td>Javadoc is a documenting tool for the Java language that parses the declarations and documentation comments in HTML format.</td>
</tr>
<tr>
<td>JavaScript</td>
<td>JavaScript is a dynamic computer programming language that conforms to the ECMAScript specification. It is often used to enhance web pages.</td>
</tr>
<tr>
<td>jQuery</td>
<td>jQuery is a JavaScript library designed to make it easier to manipulate HTML DOM tree and use JavaScript on the web.</td>
</tr>
<tr>
<td>JS</td>
<td>JS is short for JavaScript.</td>
</tr>
<tr>
<td>JSON</td>
<td>JavaScript Object Notation is a lightweight format for storing and transporting data. It is commonly used when the data is sent from a server to a web page.</td>
</tr>
<tr>
<td>Node.js</td>
<td>Node.js is an open-source JavaScript framework to help build network applications.</td>
</tr>
<tr>
<td>Opera</td>
<td>Opera is a browser developed by Opera Software.</td>
</tr>
<tr>
<td>pandas</td>
<td>pandas is an open-source Python library that provides data manipulation and analysis.</td>
</tr>
<tr>
<td>Polyfill</td>
<td>Polyfill is a piece of code, usually JavaScript, used to provide a feature on web browsers that do not natively support it.</td>
</tr>
<tr>
<td>Polymer</td>
<td>Polymer is an open-source JavaScript library for building web components.</td>
</tr>
<tr>
<td>Regex</td>
<td>Regular Expression a special text string that defines a search pattern.</td>
</tr>
<tr>
<td>Safari</td>
<td>Safari is a web browser developed by Apple.</td>
</tr>
<tr>
<td>SemVer</td>
<td>Semantic Versioning is a versioning system that defines the nature of change in a release directly into the version string.</td>
</tr>
<tr>
<td>simplejson</td>
<td>simplejson is a Python library for dealing with JSON. It can encode and decode JSON.</td>
</tr>
<tr>
<td>SkateJS</td>
<td>SkateJS is an open-source JavaScript library for building web components.</td>
</tr>
</tbody>
</table>
Slim.js is a JavaScript library for developing native web components.

Spec

Short for Specification.

StencilJS

StencilJS is a compiler to help build web components.

String

String is a data type used in programming. It usually represents a sequence of characters.

Tech

Tech is short for Technology.

UI

User Interface is the space where humans interact and communicate with the devices.

URL

A Uniform Resource Locator is a reference to a web resource on the Internet.

urllib

urllib is a Python core library for handling modules.

Vaadin

Vaadin is a Turku-based Tech company that offers an open-source framework with the same name as its main product, the Vaadin framework. The Vaadin framework is an open-source Java framework used to create web applications. The term Vaadin is used interchangeably between the company and the framework in the thesis.

Vaadin Directory

Vaadin Directory is a marketplace for Java and JavaScript user interface components.

VanillaJS

VanillaJS is plain JavaScript without any additional libraries or frameworks.

VirtualBox

VirtualBox is an open-source software for virtualizing x86 computing architecture. It helps to emulate an operating system.

Vue

Vue is an open-source JavaScript framework for building user interfaces and single-page applications.

Web

Web is short for Website.
<table>
<thead>
<tr>
<th><strong>Web Components</strong></th>
<th>Web Components, with a capital 'W' and 'C', is a suite of web standards, which allows you to create reusable elements.</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Web component</strong></td>
<td>Web component, with lowercase letters, is a custom element that is produced by using Web Components standards.</td>
</tr>
<tr>
<td><strong>WebKit</strong></td>
<td>WebKit is an open-source browser engine developed by Apple. It is currently used by Safari and formerly used by Google Chrome.</td>
</tr>
</tbody>
</table>
1 INTRODUCTION

As the need for better presentation and interaction of web sites grows, the average codebase is growing larger and more sophisticated. Therefore, the idea of re-using code has been highly prioritized to save resources for maintaining. Web Components standards were proposed in 2011 to actualize that idea. Web Components are a suite of different standards that allow the creation of reusable custom elements (MDN 2019e).

From the moment Web Components were proposed, they have become more popular and widely adopted. By 2017, all modern browser vendors have either implemented the standards natively or planned to (Polymer 2018a, MicrosoftEdge 2015, Kesteren 2014). On the same note, many JavaScript frameworks have supported the integration of web components such as Angular, Vue, Ember, or Aurelia (Eisenberg 2019, Angular 2019, Schooley 2015, Gore 2018).

Being a competent web framework in the scene, Vaadin wanted to integrate Web Components standard into Vaadin framework. Besides, Vaadin planned to import a significant number of web components into Vaadin Directory once the integration completed. The primary purpose is to support its community with plenty of ready-to-use components and encourage more web developers to try out Vaadin.

As Vaadin wants to collect more intelligence on the standards, the author conducted quantitative research on web components. The research involved testing hundreds of components from the website webcomponents.org for two central purposes: to gain a satisfying level of knowledge on the standards and to gather a collection of valuable web components for importing into Vaadin Directory. This testing process happened in 2017.

The goal of this thesis is to give an overall understanding of the Web Components standards along with Vaadin framework and Vaadin Directory; then, demonstrate the web components testing process. Extra statistics extracted from the process are delineated at the end of the thesis.

Since Web Components are already a popular topic by that time and will most likely continue evolving, a publication on this topic does not stay relevant for long. Instead of diving deep into the standards, this thesis aims to share the knowledge and experience from the quantitative testing process.
There is one recent thesis published in 2019: “Web Components” (Bui, T. 2019), written by Tan Bui, which delved deeper into Web Components specifications and their usage. Also, the thesis features some application prototypes which apply web components, along with the instruction on how to deploy the application using the Heroku service.

This thesis is divided into 7 chapters. The beginning chapters, 1, 2, and 3 focus on giving a general overview of Web Components, Vaadin, Vaadin Directory, and their relations with each other. Chapter 4 aims to find the usage share of Web Components libraries. Chapter 5 describes the prerequisites for the testing process, while Chapter 6 dives deeper into the whole testing process. Chapter 7 presents the testing results, the obtained statistics, and the importing web components to Vaadin Directory. Finally, Chapter 8 concludes this thesis with some key points taken from the whole testing process.
Web Components are a suite of web platform Application Programming Interfaces (APIs) that allow developers to encapsulate website codes into a single component. The APIs make it easier to reuse the component in web applications (MDN 2019).

Alex Russel first introduced Web Components at the Fronteers Conference in 2011 (Fronteers 2011). Later, the standards became so popular that modern browser vendors started to implement them natively.

The most significant factor for the standards’ rise in popularity was when Google released Polymer in 2013, a tool that aims to simplify the creation of web components (Cimpanu 2015). This event led to several other libraries created to help developers create web components, such as StencilJS, Skate, and Slim.js.

As Google wanted to catalyze the adoptions of Web Components, the Polymer team also created a website, called webcomponents.org, to provide a place for developers to publish and share web components.

2.1 Web Components standards

The Web Components standards (Figure 1) consist of four key features:

1. Custom Elements – enabling the creation of new Hypertext Markup Language (HTML) element with custom names and behaviors (e.g., <my-elem>) (WebComponents 2018).
2. Shadow Document Outline Model (Shadow DOM) – encapsulating the markup and style to only inside the element (WebComponents 2018).
3. HTML templates – defining template in HTML that would only be rendered upon calling (WebComponents 2018).
4. HTML Imports – enabling reusing and including of HTML documents in other HTML documents (MDN 2019c).
Those mentioned standards were the first draft of the proposal, which still included HTML Imports. In the latest 2019 specifications, ECMAScript Modules (ES Modules) has replaced HTML Imports (Chrome 2017). Since the testing process happened in 2017, all the web components were using HTML Imports.

2.2 Popularity of Web Components

The idea of writing reusable and portable components for the web has been around for a long time. Famous JavaScript frameworks, such as Angular and React were adopting the idea rather early. However, there were no standards to achieve interoperability between different frameworks. The whole adoption was moving at a slow pace. With Web Components standards becoming accepted, the development and usage of creating reusable components have become more transparent and straightforward (Revill 2016).
2.2.1 Usage

The influence of Web Components is ubiquitous. Nowadays, almost any popular sites consume web components, with Google being the leader in using web components in their products, such as YouTube Web, YouTube Gaming, Google Earth, and Google Music. Plenty of other famous companies have their websites running with custom components, such as McDonald’s, Bloomberg, GitHub, and Victoria’s Secret (Polymer 2018i).

![Custom Elements Usage](chromestatus.com)

Figure 2. Custom Elements usage (Evans 2019).

Between 5% and 8% of all page load today use web components, making it one of the most successful new web platform features (Evans 2019).

2.2.2 Browser support

When Web Components were first introduced in 2011, all browser vendors were aware of its potential and capability. Various discussions were held between the vendors to agree on how they would implement the standards (Niwa 2019, Wytrebowicz 2018). It took 6 years to see some positive flags in the progress of adopting the standards.
From Figure 3, it is evident that Chrome, Opera, and Safari were the quickest ones to enable the technologies while Firefox and Edge are slowly catching up. For using the standards in a browser that does not support it, a polyfill is needed.

By 2019, every modern browser except for Edge has finished implementing the full set of standards. Nonetheless, Edge status has changed from Considering to Developing.
compared with the 2017 status update from Figure 3. It is detectable that HTML Imports has been replaced by ES Modules, as mentioned in section 2.1.

2.3 Web Components libraries

Web Components standards are web specifications, which means that developers would need to write extremely complicated code to create a native web component. Hence, many Web Components libraries, such as Polymer, X-tag, StencilJS, were created to make it easier and faster to deliver reusable web components (Somesh 2016).

Among those libraries, Polymer was the most popular one since it came from Google. By 2017, there are already two versions of Polymer, namely version 1.x and version 2.x. Most components were written using Polymer libraries because of their constant releases and satisfying quality.

Figure 5. Google Releases Polymer 1.0 (Cimpanu 2015).
What's new in 2.0

Polymere 2.0 is designed to support the new custom elements v1 and shadow DOM v1 specifications being implemented by most major browser vendors, while providing a smooth migration path for Polymer 1.x users.

Figure 6. Google releases Polymer 2.0 (Polymer 2018h).

2.4 Webcomponents.org

Webcomponents.org allows people to publish and share their components. At that time, it was the only site to provide a suitable environment for registering and showcasing web components.

Figure 7. Browsing web components on webcomponents.org in 2017.

Some of webcomponents.org main features are:
• Documentation – presenting the full anatomy of a component if it follows a specific syntax (Polymer 2018e). This feature is similar to Java having Javadoc.
• Content Delivery Network (CDN) – providing a distributor server service for each component’s files and assets.
• Inline demo – allowing publishers to make a live demo for their web components (Polymer 2019).
• API – giving people the ability to fetch information about web components from webcomponents.org (WebComponents 2017).

![webcomponents.org](image)

<table>
<thead>
<tr>
<th>Publishing elements</th>
<th>Publishing articles</th>
</tr>
</thead>
<tbody>
<tr>
<td>Please refer to the publishing guide on how to submit elements &amp; collections.</td>
<td>For publishing community content like articles &amp; presentations, see webcomponents/community.</td>
</tr>
</tbody>
</table>

**Using the webcomponents.org API**

Please read the documentation and guide on using the API.

Figure 8. webcomponents.org in GitHub (WebComponents 2016).

All of the mentioned features above are critical to the testing process. The documentation helps to understand better how the component is defined, while the CDN provides a way to online test the component. Lastly, the inline demo gives a quick preview of how the component looks like, and the API assists in exporting web components from the website. Chapter 0 and Chapter 4 will delineate how they assist in the testing process.
3 THE TRIANGLE BETWEEN VAADIN, VAADIN DIRECTORY, AND WEB COMPONENTS
4 AS MENTIONED IN THE
Introduction, Vaadin first wants to integrate Web Components and then imports the functioning components into Vaadin Directory. This chapter discusses the three main entities in this publication, namely Vaadin, Vaadin Directory, and Web Components, along with their relations with each other.

4.1 Vaadin and Vaadin framework

Vaadin Ltd. is a Turku-based tech company founded in 2000 that shares the same name with its main product, Vaadin framework. The Vaadin framework is an open-source Java web framework created to build web applications in the Java language (Vaadin 2019b).

![Image](Vaadin_main_website_vaadin.com.png)

Figure 9. Vaadin main website vaadin.com (Vaadin 2019).

4.2 Reasons why Vaadin integrate Web Components

Java was a dominating language back in the day as a server-side technology in many applications: Android apps, web apps, software, server apps (Paul 2017). However, Java’s position in the market share started to decline when Node.js entered the scene in 2009. By 2019, the number of websites built on Node.js has surpassed the Java ones (SimilarTech 2019). As Vaadin framework offers people the ability to use Java to build a full-stack application, it has been an excellent alternative for people who want to avoid JavaScript, and that is how Vaadin gets its reputation in the community.
Since Web Components standards were getting more and more popular each year, Vaadin needs to adapt as well to stay relevant in the scene. Vaadin understands that sooner or later, they have to integrate the technologies. Furthermore, supporting Web Components would assist Vaadin in reaching more audiences and staying relevant in the web framework scene.

When Web Components standards became a web specification draft, Vaadin re-wrote the whole framework from Vaadin 8 to Vaadin 10 to support using Web Components inside the framework (Wang 2018). The web components testing process got carried out shortly after that important change.
4.3 The role of Vaadin Directory

Introduced in 2010, Vaadin Directory acted as a platform for distributing and sharing add-on components to be used within the Vaadin framework (Lehtinen 2010b). It consists of hundreds of Java components under many different categories. Vaadin Directory is similar to webcomponents.org to an extent as it offers a community for developers to publish and share their components.

Due to its vast growing number of Java components, Vaadin Directory has always been successful in attracting more evaluators for the framework (Pöntelin 2015). Since the new version of Vaadin has utilized the Web Components standards, Vaadin Directory was a critical channel for catalyzing the users’ adoption of the new feature.

In summary, Vaadin Directory would need to have a collection of quality web components readily imported and support developers in publishing and maintaining web components.
By completing these two tasks, it will ensure people’s interest in the new release and encourage them to use it.

Figure 13. The total amount of components in Directory monthly (Ekblad 2018b).
5 USAGE SHARE OF WEB COMPONENTS LIBRARIES

The usage share of Web Components libraries is the percentage of the web components that use a specific library. Knowing the usage share of the libraries can have a substantial benefit in evaluating the test scope and test implementation.

5.1 Using bower.json to check the library

Before developers can publish their web components to webcomponents.org, they need to publish it first to Bower. Hence, they need to follow the Bower standard by having a bower.json file in the package. Bower.json is a configuration file for the package, which is a common requirement among package managers.

Since bower.json includes all the dependencies that the package is using, it can be quickly checked the file to see which Web Components library the package depends on.

```
26 lines (26 sloc)  531 Bytes

{  
  "name": "iron-timer",  
  "authors": [  
    "collaborne"  
  ],  
  "description": "A simple countdown timer",  
  "main": "iron-timer.html",  
  "keywords": [  
    "web-components",  
    "polymer",  
    "iron",  
    "timer"  
  ],  
  "license": "Apache-2.0",  
  "homepage": "https://github.com/collaborne/iron-timer",  
  "ignore": [  
    "*/.*"  
  ],  
  "dependencies": {  
    "polymer": "Polymer/polymer#2.0.0"  
  },  
  "devDependencies": {  
    "iron-component-page": "PolymerElements/iron-component-page#2.0.0",  
    "web-component-tester": "#"  
  }  
}
```

Figure 14. An example of a bower.json file (Collaborne 2015).
It is observable from the bower.json file that the web component uses the library Polymer 2. Henceforth, this method can be applied to check the web component library each component is using.

5.2 Code implementation

This thesis uses a Python script to detect the web component library of each web component. Small chunks of code are provided in this section to help clarify the implementation.

Before writing the script, a manual process of looking at 10 components bower.json results in Polymer being the dominating library, with 9 out of 10 use either Polymer 1 or Polymer 2. Therefore, the script is going to check first if the component uses Polymer 1 or Polymer 2, then the next step will be defined according to the obtained result.

```python
# Link to the raw data of bower.json file
bowerJsonUrl = "https://raw.githubusercontent.com/vladimirbrasil/a-timer/master/bower.json"

# Get the JSON from the URL
response_data = urlopen(url).read()
json_data = simplejson.loads(response_data)

# Define the regex for checking Polymer 1 & 2
polymer1Regex = r"^[\w.\-+$]*$1[\w.\-+$]*$1.1$"
polymer2Regex = r"^[\w.\-+$]*$1[\w.\-+$]*$1.2$"

# Check if Polymer is in the dependencies
if 'polymer' in json_data['bower']['dependencies']:
    # Get the polymer version
    polymerVer = json_data['dependencies']['polymer']
    if re.search(polymer1Regex, polymerVer):  
        return "Polymer 1"
    elif re.search(polymer2Regex, polymerVer): 
        return "Polymer 2"
else:
    return "Other"
```

Figure 15. Detecting Web Components library from bower.json.

From Figure 15, the process begins by using urllib and simplejson to parse the JSON from the bower.json URL. Then, two Regular Expressions (regex) for Polymer 1 and 2 were created to catch any variation of Semantic Versioning (SemVer) in the bower.json file. Finally, an if/else statement is written to check the regex against the obtained library from bower.json.
5.3 Usage share of Web Components libraries

The statistics were obtained from the script in section 4.2. Out of 1302 components, 696 use Polymer 2, 504 use Polymer 1, and the rest use other libraries. The Polymer library accounts for more than 90% of the usage share. As a result, Polymer would have a prominent effect on the testing process, which will be mentioned in section 6.2.

![All elements in webcomponents.org](image)

Figure 16. Usage share of web components libraries used.
6 PREREQUISITES FOR TESTING

This chapter describes the prerequisites for the web components testing process. The prerequisites include storing web components information, preparing an online testing environment, and collecting intelligence on the Polymer library. This thesis uses Python to write scripts for working with the data and the API.

It is worth mentioning that at the time when this testing process happened, there was no other similar work that is available in any publication, article, or blog by searching the term ‘Test hundreds of web components’ on Google. While there were multiple articles about quality testing a single web component, to test hundreds of web components is an entirely different subject. Therefore, all the prerequisites work for the testing process were defined manually by the author and not following any standards.

6.1 Storing web components data

As the number of web components from webcomponents.org exceeds more than one thousand, a storage of data is essential for keeping all the details and testing results of the components. Therefore, a spreadsheet has been created to make it easier to extract and input information.

6.1.1 Using webcomponents.org API

The first task is to import every component in webcomponents.org into the spreadsheet along with their information. As mentioned in section 2.4, webcomponents.org comes with a basic set of APIs which allows users to fetch data from their site in a JavaScript Object Notation (JSON) response (WebComponents 2017). The endpoint /search is the primary API call which is used to fetch every web component in the site. It returns a list of maximum 20 components at once. Since there is a limit, the code loops between exporting the current list of components and getting the next one.
Figure 17: Fetching components from webcomponents.org flowchart.


Figure 18. webcomponents.org /search API full URL.

In Figure 18, the part `kind:element%20kind:element` tells the server to return all components from the site, the parameter `limit=20` sets the number of returned components, and the parameter `count` tells the server to return the total number of components in the response.
From the response in Figure 19, there are three pairs of key names and key values. The key name `cursor` has the data for getting the next list of components. Then, the key name `count` shows how many components there are, and finally, the key name `results` returns the list of components along with their information.

6.1.2 Code implementation

This section manifests the Python code for getting the usage share of Web Components libraries. From the flowchart in Figure 17, the work can be divided into three parts: fetching the first list of web components from webcomponents.org, looping to get all the lists and export them to JSON and finally, combine all the JSON to a CSV spreadsheet.

For fetching the first list of web components, the API gets called one time, so the first `cursor` and `results` data can be read.

```python

# Load first JSON to get the total elements number json_data = get_json_from_url(currentURL)

# Get value of cursor for the loading of next JSON nextCursor = json_data["cursor"]
```
The key cursor works so that every response returns a value that can be used to fetch the next list of components. Since an absence of this key name indicates there are no more components, a while loop with the condition that key cursor is used to loop between getting the component list and exporting it to a JSON file.

```python
while nextCursor is not None:
    # Name the file with numbering start from 01
    # elementsJSON_path is the physical path to store the file
    JSONfilePath = "{0}\{1}".format(elementsJSON_path, "%02d.json")

    # Create & open the file, then export the results
    with io.open(JSONfilePath, 'w', encoding='utf-8') as f:
        f.write(simplejson.dumps(json_data['results'], ensure_ascii=False))

    # URL encode the cursor value
    nextCursorValue = urllib.parse.quote(nextCursor)

    # Generate the cursor parameter for the URL
    currentURL = "{0}?cursor=#{1}".format(base, nextCursorValue)

    # Read the next JSON
    json_data = get_json_from_url(currentURL)

    # Get value of cursor for the loading of next JSON
    nextCursor = json_data['cursor']

    # Increment the counter value for the naming
    counter += 1
```

Figure 21. Looping to get the next web component list and exporting it to JSON.

The loop begins with opening a new JSON file and then dumping the current value of the key results to the file. With this method, every list of 20 components in each response is saved to a JSON file. Then, the program gets the cursor value and use it to formulate the next URL for the API call.

When all the components have been stored locally, the script will combine all of those JSON files into a single CSV spreadsheet file. For this purpose, this thesis uses the library pandas.

```python
# Create a panda data frame
frame = pd.DataFrame()

# Load all JSON files in the specific directory
for file in glob.glob(elementsJSON_path + "*.json"):
    pandaObj = pd.read_json(file, encoding='utf-8')
    frame = frame.append(pandaObj, ignore_index=True)

# Exporting to a CSV file with custom defined columns
frame.to_csv('{0}/allelements.csv'.format(elementsCSV_path), index=True, columns=['repo', 'owner', 'github', 'wc_url', ...])
```

Figure 22. Using pandas to combine all JSON files to a single CSV spreadsheet.
The process begins by creating a DataFrame, a two-dimensional size-mutable data structure in pandas (pandas 2019); then, appending all stored JSON files into the frame and finally, exporting to a CSV file with custom-defined columns. Custom-defined columns refer to the part ['repo', 'description', 'owner', …].

For custom columns, if there is a repo field from the JSON response, then the DataFrame will use that data to populate the repo column. Otherwise, if there is no repo field from the response then the cell value will be empty. The purpose of this is to have columns for extra user-input information.

Subsequently, a file name allElements.csv is created, which contains all the web components in webcomponents.org with their information.

Figure 23. Spreadsheet custom-defined columns.

Figure 24 signifies that the spreadsheet has stored all the web components' repository and their respective owners. Since the links to their GitHub repositories and webcomponents.org are needed later in the testing process, they will be populated in the
spreadsheet. This task can quickly be achieved by using the CONCATENATE function of the spreadsheet. The next part explains more about the function.

For column D which stores all the GitHub URLs, input this formula:

=CONCATENATE("https://github.com/", B2, "/", A2)

And for column E which stores all the webcomponents.org URL, input this formula:

=CONCATENATE("https://www.webcomponents.org/element/", B2, "/", A2)

After applying the formula to the whole column, every cell is filled with the according URLs pointed to each web component page on GitHub and webcomponents.org.

Figure 25. The spreadsheet with populated information.

6.2 Preparing the online testing environment

One can offline test a web component by installing it from Bower with a command (e.g., bower install --save vaadin/vaadin-button). Offline testing is easy to achieve, albeit rather time-consuming and not suitable in this testing process. To online test a component, there are two things needed: a way to import web components online and an online code editor platform to test the web components implementation.

Having mentioned in section 2.4, one of webcomponents.org main features is offering its users a CDN. Every web component in webcomponents.org is available on the CDN as
a full package. Then, the CDN provides users with a Uniform Resource Locator (URL) to the package files. With this link, the browser can import a web component online by using the HTML Imports standard, which is mentioned in section 2.1.

```
<link rel="import" href="https://raw-dot-custom-elements.appspot.com/samuell/progress-bar/v2.0.1/progress-bar/progress-bar.html">
```

Figure 26. Importing a web component by using a CDN and HTML Imports.

This thesis uses CodePen as the online code editor platform for the testing process. CodePen makes it easy to write codes online, import libraries from different sources, and share snippets with other people. Additionally, CodePen allows users to create a collection of code snippets, a feature that can be used to create a collection of web components demo.

CodePen User Interface (UI) has four different windows: an HTML editor window, a Cascading Style Sheets (CSS) editor window, a JavaScript editor window, and a live preview.

Figure 27. An example of testing a web component on CodePen.
Figure 27 demonstrates how to use the webcomponents.org CDN to write and test a component. The visual result is observable in the live preview window. The next paragraphs explain more about the snippet code.

```html
<base href="https://raw-dot-custom-elements.appspot.com/samuell/progress-bar/v2.0.1/progress-bar/">
<script src="../webcomponentsjs/webcomponents-lite.js"></script>
<link rel="import" href="progress-bar.html">
<progress-bar/>
<progress-bar class="salmon"></progress-bar>
<progress-bar class="fast"></progress-bar>
```

Figure 28. HTML code of a web component demo on CodePen.

In the HTML code, a base tag is defined, which acts as the base for all the relative URLs in the document (MDN 2019a). Since all the imports are from a single package, they have the same URL beginning. Then, the polyfill webcomponents-lite.js and the web component file progress-bar.html are imported. As mentioned in section 2.2.2, a polyfill is a piece of code that implements a feature that the browser has not supported. Finally, three instances of the custom element are defined.

```css
progress-bar {
  margin: 16px;
  width: calc(100% - 32px);
}
progress-bar.salmon {
  --progress-bar-color: salmon;
  height: 10px;
}
progress-bar.fast {
  --progress-bar-color: salmon;
  --progress-bar-delay: 500ms;
  --progress-bar-color: #009688;
  height: 4px;
}
```

Figure 29. CSS code of a web component demo on CodePen.

Figure 29 shows that the component progress-bar acts as a standard HTML element in the CSS.
6.3 Learning the Polymer library

From section 5.3, the obtained statistics proved that the Polymer library was a prevalent choice for developing a web component. As a result, getting a satisfying amount of knowledge in the library was crucial to the testing case.

Although the library involves lots of features and specifications, there are several key features which are: element defining, properties declaring, property to attribute reflecting, and data binding. Understanding those key features helps to make more test cases in the testing process.

6.3.1 Element defining

Custom elements specification allows a whole new element with a custom name to be defined (Polymer 2018b).

```javascript
class MyPolymerElement extends Polymer.Element {
  
}
customElements.define('my-polymer-element', MyPolymerElement);
```

Figure 30. Defining an element in Polymer.

By specification, the custom element's name needs to start with a lower-case letter and includes a dash (-) (Polymer 2018).

It is also possible to extend an existing element by merely making a subclass to the original element. The ability to subclass opens room for adding new subsets of features and gives the end-users plenty of choice.

```javascript
// Subclass existing element
class MyElementSubClass extends MyPolymerElement {
  
}
// Register custom element definition using standard platform API
customElements.define(MyElementSubClass.is, MyElementSubClass);
```

Figure 31. Extending an existing custom element in Polymer.
6.3.2 Properties declaring

Properties declaring is an act in which one declares new custom properties for the component to enable various features in the data system (Polymer 2018d). Polymer allows users to declare normal properties or more advanced properties, namely computed properties.

```javascript
class XCustom extends PolymerElement {
  static get properties() {
    return {
      user: String,
      isHappy: Boolean,
      count: {
        type: Number,
        readOnly: true,
        notify: true
      }
    }
  }
}
customElements.define('x-custom', XCustom);
```

Figure 32. Declaring normal properties in Polymer.

In this scenario, there are three properties defined: a String named `user`, a Boolean named `isHappy`, a Number named `count` with the read-only option, and property change notification. The property notification works so that whenever the property `count` changes, an event named `count-changed` will be fired so users can listen to that event and define what needs to be done next (Polymer 2018g).

Meanwhile, computed properties are virtual properties computed based on one or more paths (Polymer 2018f). The reason it is called computed is that there is a computing function to assess its final value.
Figure 33. Declaring computed properties in Polymer.

The example code has three String properties: `first`, `last`, and `fullName`. The value of `fullName` is established by the function `computeFullName(first, last)`, which takes the concatenation value of `first` and `last` as the parameters.

6.3.3 Property to attribute reflecting

HTML elements have attributes (for example, a div element has attributes like id and class), they change the elements’ behavior and configuration based on the users’ need (MDN 2019b). Each of the DOM element attributes is mapped to a property in the system. Consequently, when a new property is declared, it will be assigned to a new attribute as well.

Attributes and their according properties may not be in sync with each other. Polymer provides the ability to reflect properties back to attributes by using the setting `reflectToAttribute: true`. This action guarantees the synchronization between the attribute and property value.
class XCustom extends Polymer.Element {

    static get properties() {
        return {
            loaded: {
                type: Boolean,
                // Turn on the setting for reflecting
                reflectToAttribute: true
            }
        }
    }

    _onLoad() {
        this.loaded = true;
        // results in this.setAttribute('loaded', true);
    }
}

Figure 34. Property to attribute reflecting in Polymer.

This setting is crucial for properties that are continuously updated and needs users noticing. On the other hand, properties that are set one-time only or read-only do not need this setting.

6.3.4 Data binding

A data binding connects data from a host element to a property or attribute of the target element (Polymer 2018c). It binds the data between two sources, either one-way or two-way.

Two-way binding ‘{{ }}’ supports both upward and downward data flow, which means that whenever there is a change in one value, the other changes too. In contrast, one-way binding ‘[[ ]]’ means that the data only goes from the host to the target.

```
// Two-way binding
<my-element my-property="{{hostProperty}}">
<a href="{{hostProperty}}"></a>
</my-element>

// One-way binding
<target-element name="[[myName]]"></target-element>
<div>[[myName]]</div>
```

Figure 35. Data binding in Polymer.

Notice that for a native attribute, a $ sign needs to be added after the attribute name.
7 TESTING WEB COMPONENTS

The prerequisites work has produced a testing ecosystem, in which a web component can be tested online by using the spreadsheet data; then, the obtained testing result is documented back to the spreadsheet. This chapter describes the testing process, along with its criteria, scope, environment, and implementation.

7.1 Test criteria

Since the nature of this research is quantitative rather than being qualitative, the testing criteria mainly focus on observation and usage problems. The criteria cover factors like the functioning under different browsers, the responsiveness, the functionality, and the category. Here are the questions which are asked when testing each component:

- Does the component function ordinarily on all each browser?
- How long does it take to load the component?
- Is the component responsive under different viewports (mobile, tablet, desktop)?
- How complex is the component usage?
- What category does the component fall under (UI, Data, Theming, Miscellaneous)?

7.2 Test scope

Section 5.1 result clearly shows that Polymer is the dominating library among other libraries. To achieve the most optimal results for Vaadin, the Polymer library was chosen as the testing library. In addition, only components that are using Polymer 2 were selected.

The reason is that when Polymer 2 got released, Polymer 1 became deprecated, and the Polymer team recommends that developers should use Polymer 2 if they want to make a new component. Moreover, as there are no more updates to Polymer 1, developers will upgrade their Polymer 1 components to Polymer 2 to be maintainable.

From section 5.3, there a total of 696 Polymer 2 web components.
Figure 36. Distribution of the libraries used by web components in webcomponents.org.

From Figure 36, it is noticeable that the number of Polymer 2 components are rising while the number of Polymer 1 components is still the same.

7.3 Test environment

Since web components work on websites and web applications, the primary environment is the browser. All the popular browsers are selected as the testing platforms, which include Chrome, Opera, Safari, Firefox, Microsoft Edge (Edge), and Internet Explorer (IE11).

Figure 37. Browsers selected as testing platforms (O’Shaughnessy 2017).
The operating system on which the testing process occurred is macOS 10.13 High Sierra. As a result, all the browsers are macOS applications. Here is the list of browsers used with their version number:

- Chrome Version 59.0.3071.115 (Official Build) (64-bit)
- Opera Version 63.0.3368.107 (64-bit)
- Safari Version 10.1.2 (12603.3.1)
- Firefox 54.0 (64-bit)
- Edge Version 40.15063
- IE11 Version 11.0.10240.16384

As Edge and IE11 are only available in the Windows operating system, VirtualBox was used to access Edge and IE11. VirtualBox is a software that allows users to emulate the Windows operating system in macOS (Stegner 2017).

7.4 Test risk and control

As this is quantitative testing research, the highest priority is to reduce the duration of testing one component as much as possible. All the control solutions to the risks are defined with time being the main factor.

Table 1. Testing process risk with their controls.

<table>
<thead>
<tr>
<th>Risk</th>
<th>Control</th>
</tr>
</thead>
<tbody>
<tr>
<td>No demo</td>
<td>Check if there is documentation and follow it.</td>
</tr>
<tr>
<td>No documentation</td>
<td>Check if the component can be used intuitively, otherwise skip the component.</td>
</tr>
<tr>
<td>Not a visual component</td>
<td>Check if there is a demo or documentation. If not, skip the component.</td>
</tr>
<tr>
<td>Visual components do not appear</td>
<td>Check quickly if there is a workaround or any problem with the implementation. If it takes too much time, skip the component.</td>
</tr>
</tbody>
</table>
7.5 Test implementation

This section describes how the web components testing was performed. Since this is a repetitive process with each component, a single component is chosen as the test candidate to better visualize and clarify each step of the process. Vaadin-button is chosen to be the candidate here.

Before starting, the spreadsheet and the browsers need to be opened. These tools remain open all the time during the process. Note that IE11 and Edge are opened from VirtualBox.

The process begins by opening the vaadin-button page on webcomponents.org and github.com. The links to these pages have already been populated in section 6.1.3.

Figure 38. Vaadin-button page on webcomponents.org.

Figure 39. Vaadin-button repository on github.com.
From those pages, a skimming through the description is done to understand briefly what the component is about. Most of the time, the component name suggests the definition of the component. In this case, the custom component is vaadin-button, which is obviously a button component. The skimming process continues by checking the documentation, the inline demo (if present), and the demo file. By looking at the source code of the component, one can see which properties they component has.

```java
/* The following attributes are exposed for styling:
 * + Attribute | Description
 * +---------- | ----------
 * + 'active' | Set when the button is pressed down, either with mouse, touch or the keyboard.
 * + 'disabled' | Set when the button is disabled.
 * + 'focus-ring' | Set when the button is focused using the keyboard.
 * + 'focused' | Set when the button is focused.
 * */

@Mixin Vaadin
@Mixin Vaadin.ElementMixin
@Mixin Vaadin.ControlStateMixin
@Mixin Vaadin.ThemableMixin
@Mixin PolymerGestureEventListeners

class ButtonElement extends Vaadin.ElementMixin
    Vaadin.ControlStateMixin
        Vaadin.ThemableMixin
            PolymerGestureEventListeners(Polymer.Element)

    static get is() {
        return "vaadin-button";
    }
```

Figure 40. vaadin-button source code.

In Figure 40, the documentation in the comments shows four attributes: active, disabled, focus-ring, and focused. Sometimes, the component is configured in a special way that not all properties are exposed in the code. Hence it is important to read its designated documentation as well.
Figure 41. Vaadin-button documentation on vaadin.com (Vaadin 2019a).

Figure 41 shows the documentation of the component on its main website, and it talks about the property theme, which users can combine different types, colors, sizes, and icons. For example, setting theme="success primary large icon" with the icon plus results in Figure 42.

Figure 42. Vaadin-button with custom styling by using attributes.

Knowledge gained from section 6.3.2, 6.3.3, and 6.3.4 helps to find more testing cases for this property test. Upon finishing checking all the information, a code snippet is made on CodePen to test the running of vaadin-button. The CDN from section 6.2 is used to import the web component.
In Figure 43, the vaadin-button can be seen functioning normally in the Chrome browser. Then, different usage of the properties will be tested.

Testing the responsiveness of the component is the next task. Every modern web browser has Developer Tools, which include lots of designated features for a developer (MDN 2019f). One of those features is the Device Mode, which can emulate the viewport of different devices like mobile or tablet (Apple 2019, MDN 2019d, Basques 2019, Microsoft 2017). Device Mode is used to test the responsiveness of vaadin-button.
Figure 45. Vaadin-button responsiveness test.

Figure 45 signifies that vaadin-button is responsive under the mobile view. On many occasions, the component is responsive under one browser but not in another browser. Therefore, it is crucial to repeat the same test for all browsers.

When all the tests are executed on Chrome, the CodePen snippet will also be tested in other browsers. The conducted tests on other browsers follow the process as above, which is skimming the description, testing the properties, and checking the responsiveness.

This process of testing one component will be applied for all the rest of the Polymer 2 components.

7.6 Test result recording

All the results are inserted into the spreadsheet. First, the component gets a general feedback.

1.0.2: Fast loading and very easy to use, also responsive. You can combine different kind of theming by using just the theme property. It has good documentation and demo.
Then, the initial of each browser is input if the component works on that browser. For example, CSOFIE means that it works on all browsers, while CO means that it only works on Chrome and Opera.

There are two status columns: tested and include. If the component has been tested, mark Y in tested. The column include states that if the component is going to be imported into Vaadin Directory, the input is either a Y or N.

While testing the component in CodePen, a screenshot of the visual is taken and uploaded to online storage. Then, the link to the screenshot is input. Also, the link of the CodePen snippet is input into the spreadsheet. Finally, a rating between 1 to 5 is given, and a category is chosen for the component, whether it belongs to UI, Data, Theming, or Miscellaneous section.

Figure 46. Example of a testing feedback.

Figure 47. Vaadin-button with all assessment information.
8 RESULT AND STATISTICS

8.1 Results

The whole testing process finished in 3 months, with 696 tested web components. This process produced a spreadsheet full of useful information and statistics. Additionally, a collection of web components demo on CodePen, and a collection of web components screenshots were obtained, as well.

8.2 Statistics

The advantage of storing all the data in a spreadsheet is that statistics can be gained easily from those data. Statistics are essential for looking at the big picture. Below is a collection of statistics that have been obtained from the testing process.

Out of 696 tested web components, 489 of them work, and 207 do not. The 207 components could practically work, but a lack of proper documentation and demo makes
it difficult to test it. As the time spent on testing each component is relatively short, there might be a margin of error here.

Figure 49. Number of functioning components in each browser.

As the most popular browser, Chrome aces at the top by supporting the highest number of web components. It can be easily predicted that Opera and Safari were taking up in the next places. As Opera and Safari are using the same web engine base as Chrome and Chrome is adopting the Web Components rather early, the resources it takes for Opera and Safari to enable the same standards will be less. Firefox gets 4th place, and undoubtedly, Edge and IE11 have the worst performance due to low support for the standards.
The UI section holds the largest number of web components, as it is relatively easy and less time-consuming to develop a UI component. It is worth to mention that UI components are the most demanded in web development. The Data section follows at the 2nd place since data manipulation is also highly sought in web development.

8.3 Importing web components into Vaadin Directory

All the 489 functioning web components were imported into Vaadin Directory with their corresponding category, rating, comment, library, screenshot, and demo link (Ekblad 2018a).
In Figure 51, the preview of vaadin-button in Vaadin Directory consists of all the obtained data from the testing process. On the left side, there is the rating, the Demo link, which uses the CodePen snippet, the Overview section, which includes the taken screenshots, the Discussions section, which includes the written feedback. On the right side, there is the web component library and browser support information.

A new filtering condition for Polymer web component is created so visitors can check only the web components section.
Figure 52. Polymer web components in Vaadin Directory (Ekblad 2018).
9 CONCLUSION

The goal was to get a general knowledge of Web Components standards, find the usage share of Web Components libraries, and test web components from webcomponents.org. The API feature from webcomponents.org was massively assisting in getting the usage share quickly. However, this thesis reached a domain that has never been touched before, which is to test hundreds of web components. As a result, a significant amount of time was spent on specifying the testing strategy and the implementation. In summary, the greatest challenge faced in this testing process was not about the testing complexity, but rather the ambiguity of the testing strategy.

Accordingly, there are plenty of possibilities where this testing process can improve, such as having a kit of automated tools or a better set of testing standards. Nevertheless, the knowledge gained from this research is massive both from the author’s and Vaadin’s perspective. In addition, this testing process obtained a great deal of useful data. Vaadin can utilize these data to assist the process of integrating the Web Components standards into the Vaadin framework. Also, Vaadin can positively apply the best practices from these data to develop a reliable set of components. The reliability includes functioning under all browsers, being responsiveness, and having proper documentation plus demo. The Vaadin Directory became populated with hundreds of hand-pick quality web components, along with plenty of handy information from the spreadsheet. Vaadin Directory is believed to help existing users with a lot more components to use and to encourage JavaScript web developers to evaluate the Vaadin framework.

While Web Components usage is ubiquitous these days, the learning of the Web Components standard and its journey illustrates how difficult it is for a proposed set of standards to be accepted and adopted by the browsers. Google has fought a long battle for catalyzing the adoption of Web Components, and the standard is expected to shape how websites are built in the future.
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Collection of web components demo on CodePen
<table>
<thead>
<tr>
<th>Title</th>
<th>Created</th>
<th>Last Updated</th>
<th>Stats</th>
</tr>
</thead>
<tbody>
<tr>
<td>dice-autor</td>
<td>December 4, 2018</td>
<td>December 4, 2018</td>
<td><img src="dice-autor.png" alt="Dice" /></td>
</tr>
<tr>
<td>paper-autor</td>
<td>December 4, 2018</td>
<td>December 4, 2018</td>
<td><img src="paper-autor.png" alt="Paper" /></td>
</tr>
<tr>
<td>paper-weather</td>
<td>November 19, 2018</td>
<td>November 21, 2018</td>
<td><img src="paper-weather.png" alt="Weather" /></td>
</tr>
<tr>
<td>vaadin-notification</td>
<td>November 4, 2018</td>
<td>November 6, 2018</td>
<td><img src="vaadin-notification.png" alt="Notification" /></td>
</tr>
<tr>
<td>paper-tooltip</td>
<td>November 5, 2018</td>
<td>November 7, 2018</td>
<td><img src="paper-tooltip.png" alt="Tooltip" /></td>
</tr>
<tr>
<td>good-map</td>
<td>September 25, 2018</td>
<td>September 25, 2018</td>
<td><img src="good-map.png" alt="Map" /></td>
</tr>
<tr>
<td>paper-switch-picker</td>
<td>August 20, 2017</td>
<td>September 25, 2018</td>
<td><img src="paper-switch-picker.png" alt="Switch" /></td>
</tr>
<tr>
<td>mini-password</td>
<td>September 25, 2018</td>
<td>September 25, 2018</td>
<td><img src="mini-password.png" alt="Password" /></td>
</tr>
<tr>
<td>paper-masked-input</td>
<td>September 25, 2018</td>
<td>September 25, 2018</td>
<td><img src="paper-masked-input.png" alt="Input" /></td>
</tr>
<tr>
<td>grid-password-input</td>
<td>September 25, 2018</td>
<td>September 25, 2018</td>
<td><img src="grid-password-input.png" alt="Password" /></td>
</tr>
<tr>
<td>voice-player</td>
<td>September 25, 2018</td>
<td>September 25, 2018</td>
<td><img src="voice-player.png" alt="Voice" /></td>
</tr>
<tr>
<td>voice-recognition</td>
<td>September 25, 2018</td>
<td>September 25, 2018</td>
<td><img src="voice-recognition.png" alt="Recognition" /></td>
</tr>
<tr>
<td>gif-player</td>
<td>September 25, 2018</td>
<td>September 25, 2018</td>
<td><img src="gif-player.png" alt="GIF" /></td>
</tr>
<tr>
<td>simple-carousel</td>
<td>September 25, 2018</td>
<td>September 25, 2018</td>
<td><img src="simple-carousel.png" alt="Carousel" /></td>
</tr>
<tr>
<td>b7-carousel</td>
<td>September 25, 2018</td>
<td>September 25, 2018</td>
<td><img src="b7-carousel.png" alt="Carousel" /></td>
</tr>
<tr>
<td>fancy-carousel</td>
<td>September 25, 2018</td>
<td>September 25, 2018</td>
<td><img src="fancy-carousel.png" alt="Carousel" /></td>
</tr>
<tr>
<td>paper-carousel</td>
<td>September 25, 2018</td>
<td>September 25, 2018</td>
<td><img src="paper-carousel.png" alt="Carousel" /></td>
</tr>
<tr>
<td>native-dialog</td>
<td>September 24, 2018</td>
<td>September 24, 2018</td>
<td><img src="native-dialog.png" alt="Dialog" /></td>
</tr>
<tr>
<td>m2-dialog</td>
<td>September 24, 2018</td>
<td>September 24, 2018</td>
<td><img src="m2-dialog.png" alt="Dialog" /></td>
</tr>
<tr>
<td>dialog-ol</td>
<td>September 24, 2018</td>
<td>September 24, 2018</td>
<td><img src="dialog-ol.png" alt="Dialog" /></td>
</tr>
<tr>
<td>paper-alert-dialog</td>
<td>May 14, 2018</td>
<td>September 24, 2018</td>
<td><img src="paper-alert-dialog.png" alt="Dialog" /></td>
</tr>
<tr>
<td>emoji-rich</td>
<td>September 24, 2018</td>
<td>September 24, 2018</td>
<td><img src="emoji-rich.png" alt="Emoji" /></td>
</tr>
<tr>
<td>emoji-jp</td>
<td>September 24, 2018</td>
<td>September 24, 2018</td>
<td><img src="emoji-jp.png" alt="Emoji" /></td>
</tr>
<tr>
<td>emoji-reaction-selector</td>
<td>September 24, 2018</td>
<td>September 24, 2018</td>
<td><img src="emoji-reaction-selector.png" alt="Emoji" /></td>
</tr>
<tr>
<td>vaadin-drop-down-menu</td>
<td>September 21, 2018</td>
<td>September 21, 2018</td>
<td><img src="vaadin-drop-down-menu.png" alt="Menu" /></td>
</tr>
<tr>
<td>button-droppedown</td>
<td>September 21, 2018</td>
<td>September 21, 2018</td>
<td><img src="button-droppedown.png" alt="Button" /></td>
</tr>
<tr>
<td>smart-accomplong</td>
<td>September 3, 2018</td>
<td>September 3, 2018</td>
<td><img src="smart-accomplong.png" alt="Accomplong" /></td>
</tr>
<tr>
<td>paper-autocomplete</td>
<td>August 27, 2018</td>
<td>August 27, 2018</td>
<td><img src="paper-autocomplete.png" alt="Autocomplete" /></td>
</tr>
<tr>
<td>pokemon-selector</td>
<td>August 27, 2018</td>
<td>August 27, 2018</td>
<td><img src="pokemon-selector.png" alt="Pokemon" /></td>
</tr>
<tr>
<td>ui-state-ist</td>
<td>August 26, 2018</td>
<td>August 27, 2018</td>
<td><img src="ui-state-ist.png" alt="State" /></td>
</tr>
<tr>
<td>paper-bottom-sheet</td>
<td>August 24, 2018</td>
<td>August 24, 2018</td>
<td><img src="paper-bottom-sheet.png" alt="Sheet" /></td>
</tr>
<tr>
<td>time-picker</td>
<td>August 24, 2018</td>
<td>August 24, 2018</td>
<td><img src="time-picker.png" alt="Picker" /></td>
</tr>
<tr>
<td>wired-menu-item</td>
<td>August 23, 2018</td>
<td>August 23, 2018</td>
<td><img src="wired-menu-item.png" alt="Menu" /></td>
</tr>
<tr>
<td>progress-bar</td>
<td>August 20, 2018</td>
<td>August 20, 2018</td>
<td><img src="progress-bar.png" alt="Progress" /></td>
</tr>
<tr>
<td>paper-pulsating-progress</td>
<td>August 18, 2018</td>
<td>August 21, 2018</td>
<td><img src="paper-pulsating-progress.png" alt="Progress" /></td>
</tr>
<tr>
<td>tk-loading-backdrop</td>
<td>August 18, 2018</td>
<td>August 18, 2018</td>
<td><img src="tk-loading-backdrop.png" alt="Backdrop" /></td>
</tr>
<tr>
<td>animated-content-placeholder</td>
<td>August 18, 2018</td>
<td>August 18, 2018</td>
<td><img src="animated-content-placeholder.png" alt="Placeholder" /></td>
</tr>
<tr>
<td>vaadin-text-field</td>
<td>August 15, 2018</td>
<td>August 15, 2018</td>
<td><img src="vaadin-text-field.png" alt="Field" /></td>
</tr>
<tr>
<td>alarm-alarm</td>
<td>August 14, 2017</td>
<td>July 26, 2018</td>
<td><img src="alarm-alarm.png" alt="Alarm" /></td>
</tr>
<tr>
<td>house-colony</td>
<td>November 29, 2017</td>
<td>November 29, 2017</td>
<td><img src="house-colony.png" alt="Colony" /></td>
</tr>
</tbody>
</table>
Blogs written by the author regarding the testing process

Web Components statistics in 2017

Binh Bui · Jul 30 ‘18 · 2 min read

#javascript #webcomponents #statistics #beginners

This article is the last story in the series "Testing 696 Web Components". The statistics in this article covers many topics: the number of components published on webcomponents.org, distribution of components based on its libraries, working and non-working components, and some more interesting stats.

Note: These statistics were yielded roughly a year ago. Some of them might become irrelevant in the current day.

300 elements in 3 months. That's an impressive number.

Distribution of web-components published to webcomponents.org

06.08.2017
990 Elements

Polymer 2  Polymer 1  Other
392       512 86

06.11.2017
1276 Elements

Polymer 2  Polymer 1  Other
670       503 102
The story of a man who has tested 696 Web Components

“Do you know what Web Components is? How would you test hundreds of them?” — Sami Ekblad, my supervisor in our interview

That was the beginning of my journey to explore the world of web components. I, myself, was a 22-year-old IT student with no professional experience. And to make it even more interesting, that interview was the first time I heard the term “Web Components.”

Starting from zero

Things were rough in the beginning. No one in our company has done this task before, or anyone else publicly. There were no testing guidelines, no formats, no nothing. This was the scopes list I come up with:

- Functionality: Is it working?
- Design: How does it look?
- Compatibility: Does it work on all platforms?

I begin by manually picking some from webcomponents.org and start testing them. Luckily, they feature JSFiddle demo (like this) for previewing components. The downside is that they are available only if the author provides the sample code. Nonetheless, those inline demos are the little sunshine! 🌟
Top 5 obstacles I faced in testing 696 web components

Following my last autobiography, I promised to post a story concerning the toughest barriers I faced during testing web components.

The fact is that, when the number of components reaches hundreds, there will be thousands of those obstacles you meet along the way. In this story, I will point out the 5 most common barriers.

No reliable content delivery network (CDN)

In short, CDN offers a fast, efficient and secure delivery of content to websites. To test remotely on sites like CodePen, JSFiddle or JSBin, a reliable CDN is heavily needed.

Otherwise, you need to test it locally, which includes downloading the source code, installing the dependencies and serving the demo on the website (I say it’s triple, if not more, the amount of work).

<table>
<thead>
<tr>
<th>CDN Comparison</th>
</tr>
</thead>
<tbody>
<tr>
<td>webcomponents.org</td>
</tr>
</tbody>
</table>