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The aim of this thesis is to develop an open-source back-end for a stock management system. 
The latter goal is to allow small and medium-sized companies to manage their stock with a sys-
tem that is easily adaptable to their needs. It is developed as a web application and is divided 
into two distinct parts: a database and a back-end. The database is the component that will 
store all the system’s data. The back-end is an application that implements business logic 
through methods. These allow actions to be taken on the database in a secure manner.  

The outcome of this thesis is not intended to interact directly with users. In fact, a front-end will 
be developed by the author in the framework of another project, in order to allow full use of the 
system. 

This thesis report is divided into two parts, the first of which involves theoretical aspects. It be-
gins by exploring the Java programming language. It follows that the added value of certain 
tools is used in this kind of application. It then explains the Spring Framework and the architec-
ture of REST API. This first part ends by talking about a project management tool, used in vari-
ous fields including IT. It is understood that this part includes the justification for the use of cer-
tain technologies and tools. 

The second part of this thesis highlights the phases of thesis development by the author. It be-
gins by explaining the general environment of the thesis. Then it explains how the development 
was thought out and implemented. It ends by demonstrating the result of the project deployed 
through an Apache Tomcat server. 
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1 Introduction 

Stock management is crucial for a company. Indeed, stocks are the products that a company 

owns, which are destined to be sold. In other words, the stocks represent the potential revenue for 

a company. Poor management of the latter can lead to a lack of stock. In this case, a company 

may lose the satisfaction of its customers. However, the opposite situation is also possible and im-

plies unexpected additional costs. Whatever the above situation, it means that the company loses 

money. (IBM s.a.) 

A loss of money due to lousy stock management can happen to any company. In order to avoid 

this problem, some companies are looking for a stock management system. This kind of system 

can be compared to the heart of a human because it is vital to the smooth running of a business. 

However, in certain companies, such as small ones, a stock manager may be too expensive for 

their budget. In the sense of this problem, the author seeks to create an open-source solution that 

addresses this problem. Through this project, he wishes to aim at small and medium-sized compa-

nies. Therefore, it is essential that the project can implement the business processes at lower costs 

while involving the open-source community for continuous improvement. 

The author of the thesis elaborates on this project without a third party, meaning he does every-

thing on his own. Consequently, he considered it as a starting point for a stock management sys-

tem. Indeed, the result of the thesis can be used without modification. However, the author recom-

mends adapting the system to a company. So that it meets the needs of each company, this adap-

tation can be made in several ways, either by modifying the database tables or implementing new 

business processes. 

1.1 Project objectives 

The goal of this thesis is to develop an open-source back-end for a stock management system. 

The focus of the thesis on the back-end is explained in Chapter 1.2, Scope and Limitations.  

The development of an open-source application implies the use of open-source components. The 

project uses a MariaDB database to store the system's data. To simplify the database creation and 

the relationships between elements, the Spring Framework orchestrates the smooth working of the 

application. Therefore, the latter contains the implementation of the business processes. These 

processes are exposed securely through a REST API, enabling the system to communicate with 

others. However, the API is not aimed to be directly used by a human. Indeed, a front-end has to 

be implemented to make the application more user-friendly. 
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The back-end features can be classified into three categories, each having at least create, read, 

update, and delete (CRUD) operations—the first one is related to product management by allowing 

employees to monitor the stock of products in real time. The second one is used to manage the 

supplier and customer orders, to avoid a lack of inventory and help to fill customer orders. The last 

one concerns administrating and securing the application. Because each business process is se-

cured by authentication and authorisation, it requires the management of employees (user ac-

counts) and roles. 

Finally, the back-end application should be able to be adapted to each company’s needs while re-

maining secure and easy to be deployed through a web server. 

1.2 Scope & Limitations 

The thesis scope is based on developing a back-end application of a stock management system. 

However, this project requires a front-end application to be appropriately used. The aim is to permit 

small and medium-sized companies with a tight budget to manage their stock of products and sup-

plier and customer orders. In the context of this thesis, the term “back-end” comprises implement-

ing the business processes, which are exposed through a REST API. It also includes the manage-

ment of the database, which means creating tables and manipulating the records in the database. 

As regards the author, the realisation of this thesis allows him to deepen and demonstrate his 

knowledge of back-end development. First, with this thesis, he would like to improve his under-

standing of REST APIs. Indeed, nowadays, applications are generally developed following the mi-

croservices architecture. Therefore, the necessity for the use of API grows because all of them 

need to be able to communicate. (Haute Ecole de Gestion de Genève 2022). Secondly, the author 

is interested in creating an application that can potentially be used in real-life company cases. The 

latter's creation should include security because it is a relevant and essential aspect when devel-

oping an application. In the course of this thesis, the author wants to build his knowledge of creat-

ing applications using the Spring Framework. Thirdly, he also wishes to learn how to prepare an 

application for deployment and proceed to the deployment. To sum up, the author wants to create 

an application that can be used in a real case. Through this application, he can show his 

knowledge of developing and deploying a back-end application with Spring, which includes an API. 

As mentioned earlier, the thesis only comprises the development of the back-end. Even though the 

REST API is not designed to be used directly by humans. The thesis does not include the elabora-

tion of a front-end. Indeed, the system can be considered fully developed with a front-end. How-

ever, the front-end development is an overload for the available time. 
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Therefore, the thesis's author keeps the latter's development in another project. In addition, even if 

the back-end requires a MariaDB database, it does not include the installation and configuration of 

the database itself. 

1.3 Application measurables 

The following factors determine the success of the thesis and the application’s quality. First, due to 

the project context, it must implement the basic features regarding stock management. It under-

stands CRUD operations through a REST API for brands, categories, products, suppliers, custom-

ers, and orders. Additionally, the application must provide real-time monitoring of the stocks of 

products. It is also essential that a minimum of unit tests is written to ensure the proper functioning 

of the API endpoints. Regarding security, the application must require authentication and authori-

sation to access the API. It must use parametrised queries when accessing the database to pre-

vent data leakage due to SQL injections. The application’s usability should be taken into account. 

Therefore, each API method must have a comment in the code describing its purpose. Finally, the 

application must be thought to be adapted to a company’s needs by modifying the database mod-

elling and adding endpoints. These last factors describe the minimum requirements to consider the 

thesis successful. 

However, since the author is developing the application alone, the following criteria are optional. 

First, it is relevant that he creates extensive unit tests by considering all the possible outcomes of 

each exposed method through the REST API. Second, the application security should also con-

sider other measures, such as Cross-Site Request Forgery (CSRF) and Cross-origin resource 

sharing (CORS). Third, the application should be conducted to grow with the user company. 

Hence, it can be interesting to provide an application which can evolve in this direction. Finally, the 

latter should include documentation for each API endpoint to enhance its understanding. It should 

also comprise the main instructions to deploy the application. 

1.4 Future of the project 

Shortly after the publication of the thesis, a front-end application will be developed to complement 

the back-end application. The latter goal is to make the application more user-friendly and quicker 

to integrate into a company. It is also possible that new features may be added to the back-end ap-

plication. Ultimately, due to the open-source of the application, other people than the author can 

provide new features for the application. Thus, a third party can improve any part of the application 

as he wishes. 
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2 Theoretical framework 

2.1 Java briefly 

The Java programming language is widespread and commonly used. Java is a high-level, strongly 

typed, and case-sensitive object-oriented programming language. Since its inception, it has been 

designed to be platform-independent. It means that if an operating system contains the Java Vir-

tual Machine (JVM), it is possible to run all software coded in Java. Nowadays, Java is used for a 

wide range of applications, whether video games, mobile and web applications, or enterprise soft-

ware. (Cosmina 2018, chapter 1) 

2.1.1 History of Java 

In the context of his work at Sun Microsystems, James Gosling had to develop a programming lan-

guage. Initially called Oak, the purpose of this latter was to be used in large public electronic appli-

cations. Only after many years of development and with the help of several contributors the lan-

guage was renamed. At the same time, this latter has also been refocused on the Internet. From 

the late nineties to the early two thousandths, Java had its first significant success. This success 

has led to the development of the language and its libraries. The language story has continued 

through these years until today, introducing new features, such as genericity, annotations, foreach 

loops, and many others. (Gosling, Joy, Steele & Bracha 2005, prefaces; Cosmina 2018, chapter 1) 

It is also important to note that on 20th April 2009, Oracle purchased the Sun Microsystems com-

pany for $7.4 billion. This purchase understands that Oracle now owns Java. Consequently, Oracle 

now develops Java. (Lohr April 2009, Oracle 2009) 

The Java Development Kits (JDK) provided by Oracle are still free to use in production and redis-

tribute. (Oracle 2021) 

2.1.2 Developing and running in Java 

As stated before, one of Java's strengths is that any operating system containing the Java Runtime 

Environment (JRE) can execute Java code. The JRE contains essential components like libraries 

and class files. It also includes another vital element: the Java Virtual Machine (JVM) responsible 

for managing the program execution. When you try to execute a Java program, the JVM receives 

the bytecode from the JRE and converts it into machine code. It is then that the code can be exe-

cuted by de hardware. (Cosmina 2018, chapter 2) 
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However, when developing a Java application, the JRE is not enough. In this case, it requires to 

have the Java Development Kit (JDK). Indeed, the JDK contains a JRE with some additional tools 

used to compile, execute, debug, and test a Java code. (Cosmina 2018, chapter 2) 

2.1.3 Development tools 

As stated before, you must have a JDK when you want to write code in Java. Writing some code in 

a basic text editor like Notepad++ is possible. In this case, you will need to use command lines to 

compile and execute the code. Another way to write code in Java is to use dedicated tools. It exists 

as many tools as you want, although some are more convenient and user-friendly. It is also im-

portant to note that not all have the same public target and purpose. Among the specialised tools, 

we can find Visual Studio Code, Eclipse, BlueJ, and IntelliJ IDEA. In agreement with Iuliana Cos-

mina, IntelliJ IDEA is the most recommended editor. (Cosmina 2018, chapter 2) 

From my experience, I started writing Java code with BlueJ, which gave me a good understanding 

of Java basics. However, BlueJ does not assist with syntax and code generation. This fact means 

that coding is slow and not practical. For this reason, I changed from BlueJ to IntelliJ IDEA. The 

latter is dedicated to Java and provides several features that can be extremely helpful for the de-

veloper. In contrast with BlueJ, many shortcuts exist to code faster while respecting code conven-

tions. In addition, it also contains several embedded tools like Git or Maven. Installing plugins to 

personalise the IDEA as you want is also possible. As you might have understood, I used the Intel-

liJ IDEA during the project development. 

2.1.4 Well-known Java project 

The Java programming language is used in many projects that are now well-known. For example, 

NASA created an open-source desktop application in Java for their World Wind project. The popu-

lar video game Minecraft was also initially developed in Java. Other projects like Netflix, LinkedIn, 

and Uber use Java. (Suschevich Jun 2020, GitHub 2022) 

2.2 Apache Maven 

Apache Maven (Maven) is a software project management tool developed by the Apache Software 

Foundation since two thousand and four. Maven simplifies the build process, provides a uniform 

build system, presents quality project information, and fosters good development practices. By ex-

tending Apache Ant, Maven lets you download dependencies and reuse some Ant scripts. Maven 

provides several features that are intended to help developers while they are managing their pro-

jects. (Apache Maven 2023) 
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2.2.1 Key concepts 

A Java project that uses Maven requires an XML file that contains general information and configu-

ration indication about the project. This latter is a Project Object Model (POM), and Maven relies 

on it to build the project. In this file, it is possible to manage the global environment of a project, in-

cluding dependencies, plugins, and lifecycle. (Apache Maven 2023) 

A dependency in Maven refers to an external component (a JAR or a Java library) that a project 

needs. Accessing all Maven’s dependencies from the Maven repository is possible. (Apache Ma-

ven 2023) 

 

Figure 1. Example of a part of a POM file (self-made). 

In Apache Maven, Maven’s lifecycle is an ordered set containing separate phases used to build, 

test, and package a project. The lifecycle can be personalised by using a Maven plugin. We can 

define a plugin as an external software that can add additional features to the Maven build pro-

cess. (Apache Maven 2023) 
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2.2.2 Why Maven 

In the world of Java development, Maven is a well-known solution for managing a project. With Ma-

ven, the project structure and build process are standardised, so it offers a certain simplicity to un-

derstand the characteristics of a project. In addition, the build system provided by Maven can be 

used to compile, test, package, and deploy a project. At this, the tool offers an effortless way to 

manage dependencies with automatic downloads from the Maven repository. Moreover, Maven is 

often used with continuous integration tools like Jenkins to automate the building and testing pro-

cess. (Baeldung 2020) 

2.2.3 Alternatives 

Although Apache Maven may be the most used project management tool, it exists several other 

tools. As you might guess, each tool has its features, benefits, and weaknesses. The most known 

alternative to Maven is Gradle. However, you can also use Apache Buildr or sbt. (Baeldung, 2023) 

2.3 JPA & Hibernate 

The Java programming language works with classes and relationships. This architecture has simi-

larities with the one used in relational databases, which use tables instead of classes. Object-Rela-

tional Mapping (ORM) is a concept that can convert or translate objects of the oriented program-

ming to a relational database and vice versa. To convert a Java class, the ORM relies on the class 

metadata written by the developer.  

2.3.1 JPA 

In the Java programming language context, JPA is a standard solution for persistence. Until 2017, 

JPA stood for Java Persistence API. However, Oracle has entrusted the Java EE project to the 

Eclipse Foundation since this date. As a result, Java EE was renamed to Jakarta EE. Nowadays, 

JPA means Jakarta Persistence API. (Späth 2019) 

JPA provides a multitude of annotations and interfaces for mapping objects oriented into a rela-

tional database. For example, when we want to map a class with JPA, it is ubiquitous to find the 

following annotations: @Entity, @Id, @GeneratedValue, @OneToOne, @OneToMany, @Many-

ToOne, @ManyToMany. 



8 

 

 

Figure 2. Example of a JPA entity representing a customer (self-made). 

The @Entity is a class-level annotation that indicates that a class is a persistent entity. This anno-

tation leads to setting a field with the @Id annotation to indicate the primary key. It is possible to 

automatically generate the primary key using the @GeneratedValue, which is a field-level annota-

tion. In the case of relationships between classes, four field-level annotations exist (@OneToOne, 

@OneToMany, @ManyToOne, and @ManyToMany) can map the relationships between the data-

base’s tables. (Baeldung 2022) 

By using JPA, it is possible to create queries and execute them. JPA provides several possibilities, 

including Java Persistence Query Language (JPQL), criteria API, and native SQL. JPQL is a lan-

guage like SQL, and it is possible to create a JPQL query using an entity manager's “namedQuery” 

method. 

 

Figure 3. Example of JPQL query on the customer order table (self-made). 

According to Oracle, we can define the Criteria API as a way to write JPA queries. The criteria API 

enables developers to write type-safe queries. JPQL and Criteria API are likely, and both have sim-

ilarities in their syntax. (Oracle 2013, 661) 
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Figure 4. Example of criteria query (Oracle 2013, 661) 

As said before, it is possible to create a native SQL query with JPA by using the “createNa-

tiveQuery” of an entity manager.  

 

Figure 5. Example of native SQL query (self-made). 

However, it must be noted that JPA cannot persist objects by itself. Indeed, an ORM framework 

such as Hibernate is required to implement JPA. 

2.3.2 Hibernate 

Hibernate is an ORM framework and a data management tool for the Java programming language. 

It enables any application to interact with a relational database while using objects. Hibernate pro-

vides a wide range of features, including persistence for SQL and NoSQL and implementing the 

Java Persistence API through the entity manager. (Bauer, King, Gregory 2016, part 1; Keith, 

Schincariol, Nardone 2018, chapter 1)  

A key benefit of Hibernate is that a developer can write less code to access data. Indeed, based on 

the mapping, Hibernate can automatically generate SQL queries. Another significant benefit of it is 

the way that it can manage relationships between entities. The latter can manage an inheritance, 

one-to-one, one-to-many, and many-to-many relationships by considering them when putting them 

in the database. (Bauer & al. 2016, part 1) 

2.4 Spring Framework 

The Spring Framework is a well-known Java-based application framework which is open-source. 

Since its inception, the framework has been developed to simplify the development of applications. 

Nowadays, it can be used in several kinds of projects, such as microservices, web applications, 

and enterprise applications. (Spring 2023) 



10 

 
2.4.1 History 

The history of the Spring framework began in 2003 when it was first released. This first release 

was easy to set up and configure and included the design pattern inversion of control (IoC). Be-

cause of its simplicity and innovation, the framework quickly gained popularity. Over the years, the 

framework has been improved and now includes several features such as Aspect-Oriented Pro-

gramming (AOC), Model-View-Controller (MVC), Data Access, security and many more. Nowa-

days, the Spring Framework is the most used Java framework in the world of enterprise applica-

tions. In addition, it can be used in many kinds of applications, whether web services, micro-

services, or serverless applications. The framework has a vast and active community that contrib-

utes to developing it. (Walls 2022, chapter 1) 

2.4.2 Spring modules 

The Spring Framework is organised into different modules. Each module has its features and re-

sponsibilities. The first module is the core technologies. It contains several implementations, such 

as the principle of Inversion of Controller (IoC) and Dependency Injection (DI). The latter combines 

two design patterns that provide a flexible and performant system that manages an object's de-

pendencies. The core module also offers other features, such as Spring AOT, which enable devel-

opers to create an image of their Spring application. (Walls 2022, chapter 1; Cosmina, Harrop, Ho, 

Schaefer 2017, chapter 1) 

The second module is named data access. This module includes the various aspects that Spring 

has consistent access to handle data. The framework takes them using the Java Transaction API 

(JTA), the Java Persistence API (JPA), and the Java Database Connectivity (JDBC). In addition, 

the Spring framework can work with multiple databases like SQL or NoSQL databases and in-

memory data storage. (Baeldung 2022, Spring 2019) 

As another Spring module, there is one for web development. The latter provides support to enable 

the developer to create web applications. One of the strengths of the Spring web module is the 

wide range of features and abstractions provided, which includes the manipulation of HTTP re-

quests and responses. In addition, it has many vital components as Spring model-view-controller 

(MVC), the support of web sockets, and the ability to build reactive web applications. (Baeldung 

2022, Spring 2019) 

Integration is another Spring module that manages Enterprise Integration Patterns (EIPs). In other 

words, the framework can communicate with external architecture using diverse ways like API. 

(Baeldung 2022, Spring 2019) 
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The last Spring module is testing. The module provides a way to create and integrate unit tests of a 

Spring application. In addition, it gives some annotations and classes that facilitate testing Spring 

components, like controllers or repositories. (Baeldung 2022, Spring 2019) 

2.4.3 Spring projects 

Although the Spring Framework has many features grace to its modules, one of the most valuable 

parts of Spring is its projects. Indeed, many projects have been developed on top of the frame-

work. Among this project, Spring Boot provides an effortless way to create and configure Spring-

based applications. Spring Cloud contains several tools and libraries for building and deploying 

applications in the cloud. Spring Security is a tool that can be personalised to secure an applica-

tion using authentication and authorisation or other features. Finally, Spring Mobile is a part of 

Spring MVC used to create mobile web applications. (Baeldung 2022, Spring 2023) 

2.4.4 Spring MVC 

Model-View-Controller (MVC) is a design pattern that helps implement the application's presenta-

tion layer. The latter aims to define which application participant is responsible for what. With MVC, 

it is determined that the application has three participants. The model participant is accountable for 

the business data of the application, depending on the user’s context. The view participant man-

ages how to format the data to be readable. The controller handles the users’ requests by updating 

the model and redirecting the users based on their actions. (Cosmina & al. 2017, chapter 16) 

 

Figure 6. MVC pattern of a web application (Cosmina & al. 2016). 

The Spring framework includes Spring Web. This latter includes multiple features, such as Spring 

MVC, which can implement the MVC design pattern. It can manage HTTP requests and respond to 

them. The output (view) of the Spring MVC can produce HTML content or a Restful application pro-

gramming interface. (Cosmina & al. 2017, chapter 16) 
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2.4.5 Spring Data 

The Spring data project is a project that can support various kinds of databases. In other words, it 

is an easy-to-use API that supports persistence on relational databases, NoSQL databases and 

data grids. One of the main objectives of Spring Data is to reduce the required code written by the 

developers to connect to a database. It provides many features, such as automatic query genera-

tion, transaction management, pagination, and sorting of the retrieved data. Another advantage of 

Spring data is that it provides some community modules to expand the number of compatible data-

base types. (Spring 2023) 

2.4.6 Spring and OWASP 

The Open Web Application Security Project (OWASP) provides a top ten of the most common vul-

nerabilities found in web applications. According to OWASAP Top 10 2021, it is crucial to consider 

the following vulnerabilities during the development of one of the latter. The web application should 

be protected against injections, cryptographic failures, broken access control, logging and monitor-

ing failures, server-side request forgery, identification and authentication failures, and software and 

data integrity failures. It is also essential that the application does not use vulnerable and outdated 

components while avoiding misconfiguration situations. The development must include security as 

a design principle. (OWASP 2021) 

The Java Spring Framework provides several features that can be used to avoid the vulnerabilities 

listed above. As stated before, the Spring Framework is divided into different projects. Each of 

them provides features and a security layer to prevent attacks. Regarding SQL injections, the 

Spring data project offers a way to create parameterised queries that avoid string concatenation. In 

addition, Spring Boot prevents other kinds of injections, which provides a built-in Cross-Site Re-

quest Forgery (CSRF) protection mechanism. Many features are supported to avoid broken au-

thentication, such as authentication, authorisation, multifactor authentication, session manage-

ment, and password hashing. 

Moreover, cryptographic algorithms are also provided to enable developers to secure sensitive 

data storage. Spring also offers mechanisms to avoid misconfiguration situations. Indeed, these 

include auto-configuration, content security policies, and support to encourage the use of secure 

protocols such as HTTPS. It is also important to note that using Maven of Gradle can help find vul-

nerabilities through dependencies. The latter can scan and detect the imported components to en-

sure each is unrelated to a known vulnerability. Apropos of logging and monitoring, some popular 

frameworks, such as Log4J, are also integrated with Spring. (OWASP s.a.) 
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2.4.7 Spring alternatives 

It exists various alternatives to the Spring Framework. We can categorise these alternatives into 

two categories: Java alternatives and other programming language alternatives. In Java alterna-

tives, it is possible to use Jakarta EE (Java EE), Micronaut, Quarkus, Play Framework, and many 

others. On the other hand, there are a lot of alternatives. We can take the example of Django, 

which is used in Python, Ruby on Rails for the Ruby programming language, or Laravel, a frame-

work available in PHP. (Fol 26 October 2021; Kaluža, Kalanj & Vukelić 7 March 2019) 

2.4.8 Why the choice of Spring 

In the context of my studies at the “Haute Ecole de Gestion de Genève” – University of Applied 

Sciences and Arts Western Switzerland, I have been led to develop a Rest API with Django. It in-

cludes that the project was developed in Python and not in Java. Because my studies have been 

focused on Java, I wanted to learn to do the same kind of project using Java. At the same time, I 

had a course that was an introduction to creating web services in Java without Spring. At this point, 

I started to be motivated to develop web applications. During my first semester at the University of 

Sciences Haaga-Helia, I followed the “Server programming” course given by Jukka Juslin. This 

course taught me how to develop web applications with the Spring Framework. As a result of this 

course, I decided to continue learning about this framework to improve my skills and knowledge. 

Moreover, Spring is open-source, well-known and often used in the context of applications devel-

oped in Java, and not only for web applications. Finally, Spring has extensive documentation and 

provides several tools and libraries that can be used to facilitate the development and deployment 

of applications. 

2.5 REST API 

According to the course “Services Implementation” given by Dr Stefan Behfar (2022) at the “Haute 

Ecole de Gestion de Genève” – University of Applied Sciences and Arts Western Switzerland, the 

way to develop applications has changed through the years. A few years ago, the applications 

were designed in a monolithic manner. As of today, applications are designed in a microservices 

way. As a result, each system must be able to communicate with others. To enable systems to 

communicate, the developers must include an application programming interface (API) in their ap-

plications. Various API architectures exist, such as REST, GraphQL, or SOAP. (Haute Ecole de 

Gestion de Genève 2022) 
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2.5.1 REST principles 

REST is for Representational State Transfer, and it is an architectural style that is used to design 

web-based (HTTP) API. The REST architecture is based on five elementary principles.  

The first principle is addressability, which means that each resource must be represented by one 

or several representations. Each representation of a resource has one URL. However, a single re-

source representation must define only one resource. The second principle is the uniform inter-

face. Each interface should be simple, self-descriptive, and easy to understand, and all the re-

sources must use the same interface. The third principle is the fact that the API must be resource-

oriented. It means that the resources should be represented in a specific format. It can be JSON, 

XML, or plain text. The fourth principle is statelessness, meaning all queries must be independ-

ent. In other words, each client can navigate through the API and have the same result. The server 

does not save interactions with the client. The last principle is connectedness (HATEOAS), which 

means that each resource representation provides links with actions. (Haute Ecole de Gestion de 

Genève 2022) 

2.5.2 REST & HTTP methods 

As stated, REST is a client-server architecture based on the Hyper Text Transport Protocol 

(HTTP). It is why a REST API always uses the four HTTP verbs: GET, POST, PUT, and DELETE. 

The purpose of using HTTP verbs is to help to identify what will be performed with a request.  

The GET verb is used to retrieve the data of a resource through the HTTP request. The client will 

invocate this verb with the endpoint to target which resource he wants to access. The POST verb 

is used to create new data in the system. For example, the client provides further information that 

will be saved in the database. In order to update an existing resource, it is possible to use the PUT 

verb. The client must send the complete resource representation when he wants to perform a PUT 

request. Finally, deleting a specific resource by using the verb DELETE is possible. (Haute Ecole 

de Gestion de Genève 2022) 

2.5.3 Representation formats & HATEOAS 

As stated before, the response body’s format of a REST API should be resource-oriented. There-

fore, an API will return the body in XML or JSON format. XML means Extensible Markup Lan-

guage, which has some similarities with the Hyper Text Markup Language (HTML). The XML for-

mat is used to share structured information between different entities. 
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On the other hand, JavaScript Object Notation has the same use as XML. However, the represen-

tation of data in JSON is based on attribute-value pairs. (Haute Ecole de Gestion de Genève 2022) 

In 2013, Todd Fredrich stated that as long as costs associated with sharing in XML and JSON are 

not staggering, it is beneficial to provide both formats. However, if this is not the case, it is better to 

favour the JSON format. In addition, from Dr Stefan Behfar, returning the XML format through an 

API developed with Java may require annotating the concerned classes. In the case of having a 

Java class with annotation related to persistence and for other use, such as Lombok, adding anno-

tation for the XML format could overload the class. (Fredrich 2013; Haute Ecole de Gestion de Ge-

nève 2022) 

One of the REST constraints is to include a hypermedia text link as a part of the representation. 

This concept is named HATEOAS for Hypermedia As The Engine Of Application State. This con-

straint is undoubtedly one of the most significant differences between the REST architecture and 

the others. The links in the representation enable the client to discover and navigate through the 

API. The purpose of this constraint is to make the architecture more flexible to change by allowing 

the API to evolve without breaking the client application. (Fredrich 2013; Haute Ecole de Gestion 

de Genève 2022) 

 

Figure 7. REST representation of a product with HATEOAS (self-made). 

2.5.4 Security 

The REST architecture does not necessarily require the securing of an API. However, a REST API 

may be a part of a computerised information system in which data is shared. Furthermore, an API 

is not necessarily in an isolated network; the requests of an API can be made through the Internet. 
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Out of these facts, securing and protecting REST services is essential. According to OWASP, se-

curing one of those services must include the following specifications. Firstly, the services should 

implement and provide strong authentication and authorisation to restrict access to data. Secondly, 

the use of HTTPS should be the only one authorised. The latter offers secure data in transit, such 

as credentials or JSON Web Tokens (JWT). Thirdly, the data entered by the user should be vali-

dated to avoid injection attacks such as SQL injections. Fourthly, to prevent attackers from per-

forming attacks on behalf of a user, the REST API should establish a Cross-Site Request Forgery 

(CSRF) protection. Fifthly, in the case of a server error, the error message must not provide pro-

tected information. Sixthly, as far as possible, it should be helpful to implement versioning of the 

API resources to avoid breaking situations due to unexpected situations. Finally, the system needs 

to provide rate-limit access to the services. It will protect the server against brute force or denial of 

service attacks. (OWASP, s.a.) 

Implementing other protection measures upstream of the REST services is also possible and es-

sential. These latter will add another protection layer to the services. Among these protection 

measures, the setup of firewall rules and access lists may be used to restrict access to specific 

endpoints. Wherever possible, sensitive endpoints, such as management ones, should not be ex-

posed over the web. If this is not possible, it may require the implementation of multifactor authenti-

cation. (OWASP, s.a.) 

2.6 Project Lombok 

The Project Lombok is a Java library developed since 2009. This project aims to reduce the non-

valuable and boilerplate code in Java. This enables us to easily read, write, and maintain the Java 

classes. Furthermore, it provides features that can be used through annotations to simplify the de-

veloper's life. Over the years, the Project Lombok has gained popularity and is increasingly recom-

mended when developing in Java. (Baeldung 2022, Lombok s.a.) 

2.6.1 Features & Annotations 

As stated before, the Lombok provides several annotations. Among these annotations, the most 

common ones are: 

@Getter / @Setter that are used to auto-generate getters and setters. These two annotations can 

be used at the class level or directly at the attribute level. Using it at the class level automatically 

generates getters and setters for the entire class’s attributes. However, it is possible to restrict the 

exposition of getters and setters only for defined fields. 
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Figure 8. Getters and Setters on a Java class (Lombok s.a.). 

The @ToString and @EqualsAndHashCode annotations are used to automatically generate “to 

string”, “equals”, and “hash code” methods. It is also possible to exclude an attribute of one of 

these methods using the annotation with a dot exclude before the element concerned. 

 

Figure 9. To string, equals, and hash code with Lombok (self-made). 
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It is also possible to automate the generation of constructors of a Java class. First, the @NoArg-

sConstructor allows the creation of a constructor without arguments. Next, the @AllArgsConstruc-

tor creates a constructor with all the attributes in the parameter. The last annotation is the @Re-

quiredArgsConstructor which can create a constructor with some specific attributes. 

 

Figure 10. Create constructors with Lombok (self-made). 

Project Lombok provides many more annotations, including @Data, which replace @Getter @Set-

ter and @RequiredArgsConstrucor and reduce the number of annotations. It is also possible to im-

plement the builder design pattern using the @Builder annotation or to instantiate a logger 

(@Log4j, @Slf4j, @JBossLog, etc.).  

2.6.2 Why uses Lombok 

Nowadays, there is an increasing demand for simple code that is easily read and improved. There-

fore, the methods like to-string, getters and setters do not bring value to the code. It is binding to 

write and maintain these methods. In addition, they are amenable to change depending on the 

class’s attributes, which is also a constraint. (Baeldung 2022) 

In order to address this problem, some tools like IntelliJ IDEA include features to generate this boil-

erplate code, like getters and setters automatically. However, those tools only respond partially to 

the problem. Indeed, it is easy to create the code, but it does not make a class more readable. The 

added value of Project Lombok is that those methods are not hard coded in the Java class. 
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Indeed, this reduces the amount of code in the class and its readability. Furthermore, when we 

change the attributes of a class, Lombok will automatically handle the update. 

2.6.3 Lombok and JPA 

I used JPA and Lombok to develop the stock management system. However, I decided not to use 

both in the same Java classes. The first reason for this choice is related to the annotations. As 

mentioned above, both projects are based on the use of annotations. Depending on the complexity 

of a Java class, using the JPA’s annotations might sometimes overload it. 

 

Figure 11. Product class as a JPA entity (self-made). 

As you can see, it may reduce readability, and code maintenance may be more challenging. In the 

case of this example, adding Lombok’s annotations will unfortunately not compensate for the prob-

lem. 
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To reduce the boilerplate code, the constructors, equals, and hash code, to string, getters, and set-

ters will be replaced by adding dedicated annotations. Implementing the desired logic with Lombok 

may require a lot of annotations, as shown in the image below. 

 

Figure 12. Product class as a JPA entity, including Lombok’s annotations (self-made). 

Due to these reasons, I decided to only use the Lombok annotations in the classes used for the 

presentation layer (returned through the API). Thus, these classes are easy to read and maintain 

because they only contain attributes and two or three annotations. 

In order to resolve this problem stated above, a solution would be for the Lombok project to provide 

dedicated annotations for the JPA entities, which would merge the JPA’s annotations with those 

from Lombok. 
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2.7 Trello 

Trello is a web project management tool designed to make project and task management easier. 

Developed since 2010 and launched in September 2011, it quickly found its place in the market. 

Nowadays, it records almost two million teams that use Trello worldwide. This success is due to its 

flexibility and simplicity to use. Moreover, the tool can be used with any project and customised as 

needed. (Trello s.a.) 

2.7.1 Trello’s features 

Because Trello is a web-based project, it is cloud-based. It means the tool can be directly used in 

the web browser over the Internet and is not needed to install any software. The only requirement 

is to create an account to access the tool. Registered users can create as many boards as he 

wants for each project. Then, it is possible to create lists on a board, to manage the distinct stages 

of a task. To describe a task, Trello allows for making cards and attaching related information such 

as members, dates, checklists, attachments, etc. 

In order to decrease the time spent in project management, an automated workflow can be set up 

based on rules for almost any action. Finally, Trello also integrates boards in other environments, 

like Gmail, Salesforce, or others. (Trello s.a.; Johnson 2017) 

2.7.2 Importance of Trello 

Within the framework of this project, I use Trello to manage the different programming-related 

tasks. Therefore, I created a board with seven lists representing distinct stages of progress. Then, I 

added multiple cards, each of which describes a task of the project. As the application was being 

developed, I moved the cards from list to list based on their progression. As a result, the tasks 

were organised and sorted, so I could quickly know what I had to do. 

In the context of the project's development, Trello was beneficial. As stated before, it enables me 

to manage the task that I must do. Johnson (2017) says that using Trello for personal and profes-

sional projects, if they are not large-scale projects, allows them to be completed on time. Based on 

my own experience, it is true that the tool is very convenient and can make it possible to manage 

any project. 
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3 Empirical part 

3.1 Starting point 

The project aims to create an open-source stock management system for small and medium-sized 

companies. Because of the open-source principle of the project, the project must use components 

in the same direction. The project has not been conducted with a third party, so it is not targeted at 

a company. Therefore, the outcome can be used without modification in different business con-

texts. However, the system can be modified or adapted to the needs of a company. 

The implementation of the project is made to meet the basic needs of companies in terms of stock 

management. These include product stewardships (tracking inventory level, purchase, and sales 

prices, etc.), managing supplier and customer orders (shipping, receiving, sending order details), 

stock optimisation, which determines which products must be ordered, and analysis of employee 

sales. 

It is also crucial that the project meets the challenges of inventory management for small and me-

dium-sized companies. These companies can be confronted with a lack of real-time visibility, lead-

ing to stock loss and additional expenses. In addition, because the project can be adapted to spe-

cific needs, it can manage more processes, usually done manually. As a result, it can reduce the 

time spent on non-valuable operations and the risk of error. Finally, an open-source system brings 

a cost-effective solution that avoids expensive expenses while remaining scalable. 

Regarding limiting factors, I prefer to concentrate on the quality of the features instead of quantity. 

One of the objectives is to provide a functional back-end that can be easily used. In addition, we 

must not forget that I am the only developer of this project. Accordingly, depending on the prob-

lems encountered, or a lack of time due to an external event, it is possible that some features are 

not implemented.  

Chapter 1.3 already describes the qualitative criteria of the application. These latter allow delimiting 

the success of the thesis. However, the thesis can be considered successful if all the minimum 

standards are met. 

3.2 Methodologies 

In a general manner, I am a person who needs to be organised and to know what to do and when. 

Therefore, I always use my task manager developed in the Server Programming course at Haaga-

Helia. The latter's purpose is to plan the work I must do by the priority level. In this way, I have 

been able to get organised between this project's thesis and external tasks. 
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However, this project was insufficient to manage the thesis application development correctly. As a 

result, I decided to use another tool only for this purpose. I decided to use the Trello web applica-

tion, which I discussed in Chapter 2.7. The latter offers the possibility to implement the Kanban ap-

proach, an Agile framework commonly used in project development focused on reducing the time 

needed to develop a feature. (OpenClassrooms, 2022) The choice of this organisation is based on 

avoiding overwork and having a quick overview of the project. Indeed, Trello enabled me to create 

an store in the cloud on my Kanban board. This board regroups the product backlog and the possi-

ble status of the tasks I have to do. These statuses categorise the tasks into four groups: “to do”, 

“in progress”, “to test”, and “completed”. Through this board and these categories, I could have an 

accessible overview of the project's progress. 

During the whole development of the project, I also had to organise for managing the thesis files. 

Whether it is the written part of the application, keeping different versions of them in two environ-

ments is essential. In order to have redundancy, both were stored locally on my computer and in 

two different GitHub repositories. The first repository is intended for the application, and the other 

one is for all the other files, such as the written part or my notes. 

The quality of the code is also an essential element. A code that does not respect conventions has 

no comments, is too long and complex, and is difficult to maintain. Therefore, during the application 

development, I tried as much as possible to describe the importance and purpose of each method. 

Furthermore, I applied as much as possible the good practices of the Java language, like the 

"camelCase", which I learned during my studies. 

3.3 Producing the outcome 

The final goal of this project is to create a back-end application. The back-end is made in Spring 

and should be able to manage a company’s stocks and orders. In order to deal with them, the 

back-end application provides several methods through REST services. 

Nevertheless, the purpose of a REST API is to enable communication between two systems. It 

means the user (the company’s employees) will not directly interact with the back-end through the 

API. Therefore, the user will perform actions using a front-end application. 

We can illustrate the previous scenario with the diagram below. The pink box represents the con-

text of this thesis. In fact, developing a front-end is an external component of this thesis. 
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Figure 13. Final project environment and entities interactions. (self-made) 

As we can see in the diagram below, when the server receives the request, it redirects it to the cor-

responding REST controller based on the URL routes. Depending on the request, the controller 

calls the requested repositories or services. The latter performs CRUD actions on the database 

and returns the entity to the controller. Before sending the response to the client, the controller 

converts entities into DTO objects. 

3.3.1 Development phases 

The development of this project took place in several stages. The first stage took place after estab-

lishing the context of the thesis. At this point, I knew I would like to create the back-end of stock 

management, but I still had to define how to do it. As stated in Chapter 2.4.8, the choice of the 

Spring framework is based on various criteria. It includes my background and the advantages of 

the framework, such as its extensive documentation and community. During this first stage, I also 

had to choose a database for the project. The choice of a relational one was evident in this kind of 

project because of the relationships between each object. I chose MariaDB because of its open-

source performance and compatibility with Spring. 
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The second phase involves deciding to work in an Agile manner, following the SCRUM methodol-

ogy. I decided to integrate the method of the project because, nowadays, it is widely used in soft-

ware development. Due to this fact, I created a product backlog that included the project require-

ments and the features which I wanted the outcome to have. By initiating the project development, 

I quickly realised that integrating the SCRUM methodology was overwork since I was alone to work 

on the project. Finally, I kept the product backlog and broke it into several sub-tasks. These are the 

ones I used to manage the project's progress via Trello. 

The next stage was database modelling, based on the defined product backlog. First, I created a 

conceptual data model (CDM) that includes what the system contains. Secondly, I transformed the 

CDM into a logical data model (LDM). This transformation determines how the data will be organ-

ised into a relational database. I used the “draw.io” application to draw the two previous models. 

However, I decided not to create a physical data model (PDM) because Hibernate and JPA can 

generate the database scheme automatically. The CDM and LDM also helped me to set up the re-

quired Java classes. In addition, due to the ultimate version of IntelliJ, I can automatically generate 

the PDM. I will show the latter about the Java classes and JPA in the stage. 

Another key point is the project's adaptability to the needs of companies. It was necessary to take 

this into account to allow future modification of the database. Ultimately, to make the project more 

compliant with the General Data Protection Regulation (GDPR), it contains the minimum amount of 

information about the customers. Only the most essential information is stored. In case of a data 

deletion request, it is possible to separate the customer from his orders to delete his data. How-

ever, it is impossible to delete sales orders to keep track of the company's sales.  
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Figure 14. LDM diagram of the project. (self-made) 

This stage was the last stage before starting to code and was concerned with selecting dependen-

cies and creating the Java Spring environment. 

Searching for dependencies manually in the Maven repository and creating the project structure by 

hand is possible. However, doing it this way is a waste of time. That is why the Spring Initializr has 

been made. It is a REST API web application that can create the skeleton of a Spring project and 

quickly find compatible dependencies. There are several ways to access this project, such as using 

the web application: https://start.spring.io/. It can also be included in another software, as with In-

telliJ IDEA. (Walls 2022, chapter 1) 

In the context of this project, due to the use of IntelliJ, I created my Spring project in the IDEA. Af-

ter only a few clicks and providing information about the project, the coding environment is gener-

ated automatically. This does not take long and is easy to do. As mentioned in Chapter 3.2, during 

the whole development, the project has been saved in a GitHub repository, available in the appen-

dix section. 

https://start.spring.io/
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Figure 15. Spring application's POM. (self-made) 

At this point, moving on to the next phase and starting coding was possible. I created the model 

Java classes during this first coding phase and added persistence. I based their creation on my 

LDM, which I modelled in one of the previous steps. The design of Java classes is basic and 

straightforward. However, when adding the JPA for persistence, some errors can occur, which can 

block the start of the server. According to Nader Soukouti (Haute Ecole de Gestion de Genève 

2022), it is simpler and more efficient to create one entity at a time and check that there are no 

JPA-related problems by starting the server. It is a good practice that I have become accustomed 

to implementing and offers enormous time savings in the case of an error. 
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Figure 16. PDM diagram of the project generated with IntelliJ IDEA. (self-made) 

As we can see on the PDM above, it represents the models of the project and their attributes. We 

can also see relationships between them.  

When the creation and implementation of JPA entities were completed, I started to set up the secu-

rity of the project. According to Laurentiu (2020, chapter 1), applications’ security is increasingly 

taken seriously. It must be taken at the beginning of the project, as otherwise, it may lead to a lack 

of security and risks of failure – this is why I started implementing security at the beginning, and I 

always tried to keep it in mind. The first security element is encrypting sensitive data, such as 

passwords. In fact, user (employee) passwords are automatically encrypted using BCrypt, which 

Spring Security recommends. The second element of security that I established is the authentica-

tion of users. It means that employees can get a Jason Web Token (JWT), which will be used to 

access the resources of the REST API. It involves implementing several elements, such as a secu-

rity configuration or a customised JWT. About the authorisation, I will discuss it in the phase about 

controllers. 
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However, the security of an application is not only authorisation but also other good practices. Ac-

cording to OWASP (s.a.), I avoided using non-parametrised queries and tried to be aware of com-

mon vulnerabilities and exposures (CVE). The project brings together several libraries which can 

have CVE. With Maven, it is easy to detect CVE on a dependency; the concerned dependency is 

highlighted in yellow. This project contains the “spring boot starter web” dependency, and this latter 

has two CVEs. Unfortunately, after trying several times to change the version, each included 

CVEs. Because of the importance of it in the project, I had to resign myself to keep it as it was.  

 

Figure 17. Spring boot starter web, CVE on project's dependency. (self-made) 

The next stage was the longest due to the number of development methods. The latter concerns 

the creation of controllers, repositories, and services. The development of the controllers is based 

on the JPA models, which means that a user will call a specific controller method to interact with an 

entity. Therefore, each JPA model has its corresponding controller containing different methods. I 

developed each controller according to the principle of REST API learned in the “Implémentation 

de Service” course (Haute Ecole de Gestion de Genève, 2022). In addition, they are designed to 

accept and return DTO objects by marshalling them from a Java class to a JavaScript Object Nota-

tion (JSON) object and unmarshalling them (JSON to Java class). This ensures that unnecessary 

data is not exposed for security reasons. Controller methods returning lists of objects provide ex-

tended features, such as searching, sorting, and paging. In order to regulate access permissions to 

different methods, each uses the @PreAuthorize annotations, which allow specific roles to execute 

the action. 
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Figure 18. Example of a controller method to retrieve all the products. (self-made) 

Intending to respond to requests, the controllers rely on the JPA repository to perform actions on 

the database. However, some of them may require implementing a more complex logic. In this 

case, I developed service classes. It applies to customer and supplier orders. Regarding security, 

according to OWASP (s.a.), the repositories and services only use parametrised queries to prevent 

SQL injection. 

 

Figure 19. Repository for the employee entity, used to perform database actions. (self-made) 

Throughout the development process, I created tests to ensure the methods worked correctly. The 

tests cover the repositories, services, and controllers and are made in two ways. The first way con-

sists of invoking the REST API using the Postman application and checking the result of the re-

sponse visually. The second way is the unit tests using the JUnit5 library, and I directly coded them 

within the application. 
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Although writing unit tests may be tedious, they can be launched many times, and the response 

content is automatically checked. Furthermore, whatever the test's purpose, they are all independ-

ent, as they should not fail because of one another. Therefore, a database is dedicated to the tests 

and cleaned before each test. 

When writing tests for a repository or service, it is enough to automatically wire the test entity man-

ager and the concerned repository.  

 

Figure 20. A part of the geolocation repository test class. (self-made) 

As part of the controllers’ test, I used the Mockito library provided in the Spring testing module. In 

addition, because of the project security, to execute the tests, it is mandatory to give a token. Oth-

erwise, the request will be unauthorised. 
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Figure 21. Part of the geolocation's controller test class. 

In order to test the functioning of the application as well as possible, there are almost three hun-

dred tests that verify that each functionality is well implemented. 

3.3.2 Deployment 

The deployment of the project is undoubtedly the last phase of the project. The deployment con-

sists of putting an application into production on a server so its end users can access it. This can 

be done on any platform, whether in the cloud, using services such as Heroku or on-premises 

servers. In order to demonstrate the deployment of the application, I decided to use an Apache 

Tomcat server directly on my machine. It allows me to avoid the cost of deploying the application in 

the cloud. 

The deployment of the application must consider a few requirements. First, the project is based on 

Spring Boot version 3.0, which implies using JDK17 or higher. Furthermore, the server must be 

compatible with Jakarta EE, as for Apache Tomcat version 10. Finally, in a properties file, the pro-

ject requires access to a MariaDB database, a configuration for cross-origin resource sharing 

(CORS), and settings for JWT. 
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Figure 22. Example of a properties file to configure the application. (self-made) 

As stated before, the deployment requires an external properties file. Therefore, I created the 

stockmanager.xml file at the following path: “tomcat/conf/Catalina/localhost”. 

This file is used to specify the variables of the environment and, therefore, indicate the location of 

the properties file to Spring Boot. 

 

Figure 23. Stockmanager.xml file to indicate the environment during deployment. (self-made) 

In order to deploy the application itself, I designed it so that it could be deployed on Apache 

Tomcat without being modified. Therefore, I only needed to create a WAR (Web Application Re-

source) file of the application. I used the Maven lifecycle to get this, specifically the clean and in-

stall commands. The purpose of the first command is to clean the files from the destination pack-

age, where the WAR will be located. The second command aims to build the project, create an arti-

fact, and deploy it to the local repository (m2) and the project's target directory. Due to the number 

of tests, the latter command may take a few minutes to be executed. Finally, I had to move the pro-

duced WAR file to the tomcat deployment folder at: “tomcat/webapps”. 

After starting the Tomcat web server, the Spring application will be automatically initialised using 

the Catalina.bat file of the bin directory. Finally, the REST API is available using the URL: 

http://IP_ADDRESS:8080/stockmanager/api 

http://ip_address:8080/stockmanager/api
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3.4 Presenting the outcome 

The final presentation of the outcome is based on a deployed version of the application hosted on 

an Apache Tomcat server. To access the deployed version, I used the following URL with my IP 

address: http://192.168.1.39:8080/stockmanager/. The database is almost empty when the produc-

tion server is launched with the application. Only admin, manager, and vendor roles are created, 

and an administrator account is named main. 

3.4.1 First steps 

When using it for the first time, I advise doing the following steps before using the application. It in-

volves creating a new account, activating it, assigning it a role, changing the main account's pass-

word, and deactivating it. All these steps can be done through a front-end or using another applica-

tion such as Postman. While remembering that the user should not directly use the API but a front-

end, which will function as a “bridge”. However, to demonstrate how the application works, I will 

use Postman. 

The main account is an administrator account, which is allowed to access all REST API methods. 

To access the REST API, you need a token. This token is generated using the /api/auth/long end-

point and providing user credentials. 

 

Figure 24. First project connection through Postman. (self-made) 

With the received token, navigating the REST API is now possible by self-identifying as the em-

ployee with username “main”. The token provides access to the API during a defined time and if 

the account has not been blocked. 

http://192.168.1.39:8080/stockmanager/
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At this point, it is now possible to create a new employee by using the verb post on the endpoint: 

/api/employees and providing the new employee's data, including a password of at least eight 

characters. 

 

Figure 25. Creating a new employee. (self-made) 

When creating an account, it will be automatically considered a vendor. However, it is impossible 

to use directly because it is deactivated and blocked by default, as shown in the picture above. To 

enable the use of the account, it is required to use a PUT request to the following endpoint, replac-

ing the {id} with the user’s id: /api/employees/{id}/activate. It is now possible to give an administra-

tive role so that it can replace the default one. To provide the administrator role to the new account 

created, we can use the endpoint: api/employees/{userId}/add-role/{roleId}. The roles’ identifiers 

are assigned as follows: administrator is one, manager is two, vendor is three. 

 

Figure 26. Adding the administrator role to the user with id two. (self-made) 

The new account is now ready to be used as an administrator. In addition, it is now possible to de-

activate the account named main, as below. 
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Figure 27. Disabling and blocking the user with id one. (self-made) 

This manipulation implies that the “main” account must be reactivated before use. Whatever re-

quest is made with a blocked user, the server will return an HTTP code 401 (unauthorised). 

3.4.2 Routine use 

The application has multiple endpoints that allow the administration of employees, as above. In ad-

dition, of course, it also offers other stock and order management endpoints. The project's GitHub 

repository contains a detailed file of the different endpoints and a description of each. You can find 

the project repository in the first appendix. 

As mentioned, all API endpoints require a valid token to perform actions. Below are examples of 

requests that can be made when you are authenticated. These are made with a database contain-

ing sample data. 

 

Figure 28. Example of search and sorting on all brands in the database. (self-made) 

The figure above is an example of a GET request to search all the brands of the database having a 

”B” as the first letter of its name. The result list is sorted by name and paginated, with a size of two. 
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Figure 29. Example of the creation and registration of a new product. (self-made) 

The figure above shows an example of a POST request to the REST API. The latter purpose is to 

save the new product in the database.  

The following screenshots will simulate creating a command and a command line. Then we will 

send it and consult the decrement of the stock. 

 

Figure 30. Creating a new customer order for today. (self-made) 
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In the previous figure, we have the creation of a new customer order. The customer order can be 

compared to a package box. It contains general information about an order, such as the delivery 

date. 

 

Figure 31. Creating a customer order line. (self-made) 

On the other hand, the customer order line made in the previous image is the details between an 

order and one of the products ordered in this order. In other words, the customer order line 

contains the order id, product id, quantity, and sell price. An order can have one or multiple order 

lines, which these latter describe the content of an order. 

 

Figure 32. Sending the customer order line. (self-made) 

This endpoint is used with the id of a customer order. By using it, it means that an order is sent to a 

customer. Therefore, the product related to this order by the order lines undergoes a decrease in 

stock. 

However, it is essential to note that if a customer order is sent, it can no longer be modified. A cus-

tomer order without any order lines cannot be considered as sent. 
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Figure 33. Recognition of the decrease in product number 54. (self-made) 

As a result of the previous steps, we should have a stock decrease. Remember, when we created 

the product, it had two hundred units. The image above shows that the stock now equals one hun-

dred eighty. The difference corresponds to the quantity of the twenty products sold in the customer 

order.  

With the application, it is also possible to manage supplier orders to refill the stocks of products. 

With the following examples, we will simulate the creation and reception of a supplier order. 

 

Figure 34. Create a new supplier order. (self-made) 

The figure above shows an example of creating a supplier order. As for the customer order, a 

supplier one contains the primary information about an order. It includes the delivery date and also 

the sent and received status. 
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Figure 35. Create a new supplier order line. (self-made) 

As for the customer order line, the order lines of supplier orders regroup the different products 

ordered in order. In this case, we create an order line for product fifty-four and the supplier order 

number one hundred. 

The quantity is the most significant difference between the customer order lines and the supplier 

order lines. For a customer order line, the quantity field refers to the number of units the customer 

wants. On the other hand, for a supplier order line, the quantity is related to the number of batches 

ordered. 

 

Figure 36. Allows the order to be considered as sent to the supplier to avoid any future modifica-

tion. (self-made) 

This endpoint is used for the system to consider a supplier order as sent. In case it is sent, it 

cannot be modified anymore. There is, therefore, no impact on stock values. 
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Figure 37. Notes the supplier order as received and increments the stock. (self-made) 

The purpose of the endpoint in the figure above is to enable the system to consider a supplier 

order as received. When the receive status of an order is changed, it automatically increments the 

product stocks. As mentioned, the stock is incremented by multiplying the batch size of a product 

and the quantity specified in the order line. 

 

Figure 38. Recognition of the increase in inventory for product fifty-four. (self-made) 

Finally, the figure above shows us the information about a product in detail. As you can see, the 

product's stock has been incremented by one hundred and twenty units. It is due to the order, in-

cluding three batches of forty units for product fifty-four. 
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4 Discussions 

This thesis aims to develop an open-source back-end application for a stock management system. 

The application is intended to be used by small and medium-sized companies. The purpose is to 

provide a low-cost application that avoids losses due to bad management of the product stocks. An 

essential point of the thesis is that it was developed by myself and, therefore, without the involve-

ment of a third-party. However, although the outcome can be used without any modification, it is 

not recommended in its current state. It provides the core business processes, but it is more rele-

vant to adapt the application to the company's needs. Moreover, the outcome includes only a 

REST API to communicate with other systems. It implies that a front-end development is required 

to make it human-usable and user-friendly. 

According to Chapter 1.1, the thesis aims to develop the back-end application using the Spring 

Framework. The latter manages the core of the application and orchestrates its smooth working. 

The Spring application includes a REST API, which can communicate with other systems, such as 

a front-end. In addition, a MariaDB database is responsible for storing the processed data of the 

API. Combining these elements is intended to allow processing of various objects, such as prod-

ucts, orders, suppliers, and customers. 

The realisation of this thesis started in December 2022 with the subject proposal. The leading de-

velopment of the thesis began in January 2023. Seventy per cent of the thesis was reached around 

the middle of April of the same year. Approximately one month later, this thesis was completed and 

submitted. 

As mentioned, this thesis outcome is designed to help small and medium-sized companies in stock 

management. This domain is a crucial element in customer satisfaction and therefore plays a vital 

role in the evolution of a company. Through this thesis, I wanted to develop an application that 

helps avoid poor stock management. Unfortunately, the latter can lead to monetary losses. Since 

the project was developed by myself, I decided only to include the core concepts of a stock man-

agement system. This makes the application generic and easily adaptable to the needs of each 

company. In addition, the project is open-source, which allows any third-party to make changes to 

it as they wish. Moreover, this characteristic enables companies to use the system at lower costs. 

Chapter 1.3 of the thesis describes the quality measures and determines whether the thesis is suc-

cessful or not. These latter are divided into two categories, mandatory and optional. As a reminder, 

the mandatory criteria require that the application provide CRUD operations through a REST API 

for the brands, categories, products, suppliers, customers, and orders. 
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Each API endpoint should have its basic unit test and protection against SQL injections. It is also 

included that the application can be easily adapted to the needs of each company. 

To determine that these criteria are met, I set up several verifications. Firstly, the application and 

the database have been designed generically to make it flexible. In this sense, the database 

scheme is handled by the Spring application. The Java classes and entities can be easily modified 

to adapt, at the same time, the structure of the application and database. Moreover, new control-

lers, repositories, and services can be easily added to the application to manage more business 

processes. Secondly, whether it be the database or the application itself, both can process the 

main objects of a stock manager by including them in their scheme. Thirdly, the application pro-

vides endpoints through a REST API to enable CRUD operations. Each endpoint has comments in 

the code and has been tested several times on Postman. However, this testing technique is unreli-

able long-term, so the application contains basic unit tests of each endpoint, repository, and ser-

vice. Finally, to prevent SQL injections, the application uses parametrised queries. The endpoints 

were also tested for SQL injections from Postman throughout the project's development. 

It was also important for me that the application meets the optional criteria. Those criteria include 

creating documentation for each API endpoint and developing extensive unit tests. Regarding 

safety, the API should be secured by integrating other measures such as CSRF or CORS. In order 

to fulfil these criteria, the application has comments for each method created, as well as documen-

tation for each endpoint. The application documentation (see the first appendix) also explains how 

to deploy the project quickly. The Spring HTTP filter chain is used to secure the application, in-

cludes a CORS configuration, and requires a CSRF token for each request. These measures are 

tested in the extensive unit tests of the application. Indeed, approximately three hundred tests have 

been developed to ensure the application is working correctly. They verify that every action leads 

to the desired result. 

To summarise, through this project, I created a secure REST API using the Spring Framework. 

Furthermore, due to the project's adaptability and ease of deployment, I believe it could be imple-

mented with a few modifications in a real-life case. Given the verification measures to meet the 

success criteria and the implemented features, I think the project can be considered successful. 

In general, during the thesis development, I did not have many problems. However, to have a rele-

vant thesis, I wanted to use as much as possible reliable and academic sources. Searching for 

these sources took a lot of time, especially at the beginning when I didn't have the right tools in 

hand. In terms of developing the application, I had three main problems. The first one concerns the 

migration from Java EE to Jakarta EE. Indeed, some of the helpers (like Stack Overflow) are still 

based on Java EE. So, it is sometimes difficult to find the correspondence for Jakarta EE. 
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The second problem concerns the differences between the four and five versions of JUnit. Indeed, 

some mechanisms were changed, so the configuration of the test classes had to be changed. In 

addition, I wanted the test database to be externalised. I was, therefore, often confronted with 

problems during the execution of my tests. The last one concerns the common vulnerabilities and 

exposures of the Spring Boot dependency. I have spent much time trying to solve this problem but 

in vain. The dependency is essential to the project, so I could not replace or remove it. 

In the event that the project has to be redone, I would like to improve or change some points. 

Firstly, I would like to have more time to develop the project. This does not necessarily mean over 

a more extended period but being more available each day for the project. However, a more com-

prehensive development phase would have allowed me to conduct interviews. This would have al-

lowed me to have the point of view of experts, which would have allowed me to implement more 

specific business processes. This lack may be one of the weaknesses of the thesis, although I tried 

to mitigate it with the project's adaptability. Another point I would change is related to the writing 

part of the thesis. When I started writing it, I was not well organised in managing my sources. Only 

after meeting with my advisor I understand how to manage them correctly. I would have saved a 

few work hours if I had been more systematic. 

In general terms, I estimate that the thesis has a relatively solid foundation. The application does 

not have many prerequisites to work. Having a MariaDB database, at least the JDK 17 and Maven, 

is enough to war the project and deploy it through a web server. However, the weakness is its usa-

bility due to the REST API. The latter is not intended to be directly used by a human. For proper 

use, it is necessary to have a front-end application that enables interaction between the API and 

humans. Moreover, I advise the user companies to adapt the application to their needs first. It 

would allow them to use the application's benefits fully. Despite these defaults, the application can 

be easily adapted and deployed, which makes it easy to use. 

I see the future of the application as follows. First of all, in the near future, I would like to develop a 

front-end to make up for this lack. This will probably be based on the React Framework. At that 

time, new features can also be created on the back-end, such as PDF generation for orders. How-

ever, another future for the application may be emerging. Indeed, the open-source characteristic of 

the project allows anyone to participate in the project's development as they wish. 

The development of this thesis was very instructive for me, as I improved many of my skills. Firstly, 

this project is the most prominent IT project I have ever managed alone. I have therefore learned 

how to manage a project altogether. It enables me to discover and learn how to plan and organise 

a project in its entirety. In fact, I was alone to work on the project to ensure the excellent implemen-

tation of each feature. Project management also includes dealing with internal and external issues. 
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Indeed, I had to be able to minimise their impact by mitigating them. 

Secondly, I also enhanced my skills in database development and management. The database 

was a crucial part of the project. A poor implementation of the latter could have led to a delay in de-

velopment or even failure. The latter had to meet multiple constraints to ensure that the project 

would be scalable and able to consider and manage with primary data required by the system. 

In terms of application development with the Spring Framework, I strengthen my skills and 

knowledge of the general functioning of the framework. This also applies to the components I used 

for the thesis development. For example, I learned how to integrate and manage elements, such 

as JUnit5 or take care of the application security through the application. Moreover, the application 

provides a REST API that must meet several requirements as the previous two points. Until this 

thesis project, I could never implement all these elements together and ensure the smooth working 

of an application. 

Finally, I also improved my general skills, which are used daily. These include researching reliable 

sources, critical thinking, and written and verbal communication. 
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Appendices 

Appendix 1. GitHub repository 

Application repository URL: https://github.com/MatthieuBruh/StockManager  
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