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CONCEPT DEFINITIONS 

 

HTTP - Hyper Text Transfer Protocol 

XML - eXtensible Markup Language 

SPA - Single Page Application 

I/O – Input/Output 

CRUD - Create, Read, Update, Delete 

REST - Representational State Transfer 

CMS - Content Management System 

JSON - JavaScript Object Notation 

API - Application Interface 

UI - User Interface 

HTML - Hypertext Markup Language 

CSS – Cascading Style Sheets 

IoT – Internet of Things  
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1 INTRODUCTION 

 

 

This thesis regards full-stack web applications, the concept of single page application, the utilized 

technology stack, planning, building, and testing of the program. Websites are utilized for nearly 

every single purpose which involves the propagation of any information type involving any sub-

ject. A web browser is a software application that accesses the World Wide Web for the purpose 

retrieving content from a web server corresponding to a particular web address and presenting it to 

the end user’s device. Once HTML was created and HTTP communication technology was written, 

the proper websites that we know today were born, one of the key traits being the web address for-

mat. CSS and JavaScript completely revolutionized how information is presented and the speed. 

Previously, server-side development required programming languages, such as Java, PHP, and C#, 

which is usually associated with Microsoft. Later, many programs were created which enabled Ja-

vaScript server-side development, such as Node.js. Because of JavaScript libraries like React and 

faster transmission of data, very creative and complex websites are the norm and often consist of 

many individual components which change without even a page reload required. As web technol-

ogy and means of connectivity have increased, IoT (Internet of Things) concepts and devices be-

came much more prevalent and more companies utilized them more often, as it is a type of smart 

concept in terms of technology. With the advent of fast data transfer and modern processing power 

and developmental concepts, many of these technologies were quickly written and designed for 

cross-communication and many possibilities have been revealed. (Lea, 2021.) 
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2 SULAON – THE COMPANY OF IOT DEVICES 

Sulaon’s main business focus involves electronics and embedded systems development. It specializes 

in high-performance micropower electronics, software control that includes power management fea-

tures, high-efficiency SMPS and Class-D technology, and radio frequency and wireless local area net-

work data. While Sulaon is usually focused on development involving physical electronics, it also does 

some Linux-related work. Most projects are for customers and based on contractual agreements, but 

the project for this thesis has been conceptualized by the company for the purpose of internal use to 

track its own device data from Azure IoT Hub. (Sulaon Oy, 2015.) Sulaon has about fifty employees. 

There is an office in Vantaa and there is a factory in Salo.  
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3 FULL-STACK APPLICATION  

Web development has drastically changed over time, thanks to the improvement of information tech-

nology and processors. HTML could only be used to serve static information, but JavaScript has 

made it possible to serve dynamic elements to the browser. A full-stack application includes the 

server-side, the client-side, and the database. (Mozilla Inc, 2021.) A full-stack application connects 

to the server to retrieve data dynamically. It only exists in the browser. Upon initial access, the app is 

rendered by the server and its back-end services are supported. Deriving from modern web applica-

tions, Sulaon’s internal project is designed to build an API (Application Programming Interfaces) and 

use JSON (JavaScript Object Notation) as the formatting language. (Mozilla Inc, 2021.) 

 

 

3.1 Single Page Application 

 

Unlike the early days of the Internet where it was required to change pages to do anything, most 

modern services use the concept of the single-page application (SPA). The main goal of SPA is 

providing fluid user experience with dynamically loaded content as information is requested or needed. 

It can be a simple application, such as a CREATE, READ, UPDATE, DELETE (CRUD) service, 

like a to-do list. SPA can also handle many requests and support a very complex application. The 

largest advantage of SPA is to be able to dynamically load and update different components of the 

page. This can be done without sending more requests than necessary or reloading a full page and the 

ease of use has led to widespread adoption. Many different frameworks and libraries exist to make 

SPA development much simpler, such as React, Vue, Ember, and Angular. (Bloomreach, [n.d.].) 

 

 

3.2  Technology Stack 

 

The presented technology stack consists of Microsoft/Azure SQL, Express, React, and Node.js. Mi-

crosoft/Azure SQL is the database, Express is back-end web application framework, React is the Ja-

vaScript library for building the user interface, and Node.js is the back-end runtime environment. 

The reason why the technology stack is selected because Sulaon already had prior work done on Az-

ure and an active account is already available, as a result, and the other tools are very simple to use 

and have widespread use and assist greatly in the speed of development. In addition, Azure’s IoT 

Hub environment is utilized, as the application involves integration with that environment and its 
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respective devices that Sulaon owns. Full-stack web applications involve the development of back-

end and front-end services and use of a database and can be developed with many different combina-

tions of technologies, many which are known by key acronyms, such as MEAN (Mongo, Express, 

Angular, Node), MERN (Mongo, Express, React, Node), and PERN, which uses PostgreSQL instead 

of Mongo. (Doshi, 2019.) 

 

 

FIGURE 1. Diagram of Full-Stack concept (DDI Development, 2020) 

 

 

 

3.2.1 Node.js 

 

Node.js is a runtime environment which allows developers to create scalable web servers and build 

web applications and execute them outside of a web browser. However, it is not limited only to web 

development; Node.js has also been utilized in the development of mobile phone applications and 

other desktop applications. Node.js provides many features to assist in creating applications that run 

JavaScript on the server side, such as asynchronous I/O, single-threaded or multi-threaded, sockets, 

and HTTP connections. When building web applications using other server-side programming lan-

guages, such as Java and Python, a new thread is created for every connection with event looping. 

This approach is suitable if the server has enough hardware infrastructure for the traffic. The single 

threaded, non-blocking I/O is handled differently by a server. Instead of having one thread for every 

connection, the web server receives the requests and they are put in the Event Queue. The Event 
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Loop starts to process a request. If the request does not include any blocking I/O operation, the 

server processes it and responds to the client. If I/O blocking happens, an available thread will take 

up the request. Node servers can support tens of thousands of simultaneous connections, as evi-

denced by its use by many of the biggest corporations. (TutorialsPoint, [n.d.].) 

 

 

FIGURE 2. Node.js architecture (Jörg 2016) 

 

 

3.2.2 Express 

 

While Node.js is a great choice to make a web server, it is ultimately only a run time environment that 

happens to have a few modules already built in. The default Node API is not able to handle complex 

routing in applications, thus a web framework is required. Express is a very versatile web framework 

to use to build web applications. (OpenJS Foundation, 2017.) Furthermore, Express reduces difficul-

ties and time in setting up a web server to handle incoming requests and returning a response. While 
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Express is somewhat limited, many middleware packages and libraries have been created to handle 

any web elements, including cookies, sessions, security headers, data routes, and much more. It is 

also “unopinionated” which means that there are very few restrictions for how to set up a web server. 

(Mozilla Foundation, 2021.) 

 

 

3.2.3 React/Redux 

 

There are many libraries and frameworks which work to support front-end web development and 

many which are devoted to JavaScript alone. React is a JavaScript library for building UIs. The main 

attraction is that components dynamically change as new data is introduced and it changes only com-

ponents which are necessary. Another main feature of React is state management and because every-

thing is written in JavaScript, data can easily be passed through the application. (Facebook, 2021.) 

Redux is another JavaScript library that goes well with React. It makes testing easier by allowing 

problems to be easier to track, it simplifies state control and persistence, and it provides a very orga-

nized view when paired with Redux DevTools. (Abramov, 2021.) 

 

 

3.2.4 Microsoft/Azure SQL and Azure IoT Hub 

 

Microsoft Azure is a cloud computing service which is very widely used. Microsoft also has 

Microsoft SQL Server, their main relational database management system, and Azure SQL is a 

version of SQL Server which is operated within Azure, so they use the same syntax. It is also 

scalable and performance ranks high. (Microsoft, 2021.) Data is able to be stored in the key-value 

format, which means that JSON is supported by Microsoft SQL. One major note about Mi-

crosoft/Azure SQL is that, because they are Microsoft’s property, they use Transact-SQL (T-SQL), 

an extension of the standard SQL language. In short, T-SQL adds procedural programming, local 

variables, string processing, data processing, and mathematics. (JavaTpoint, 2021.) Azure IoT (Inter-

net of Things) Hub is a Microsoft application for clients to connect, manage, and monitor their de-

vices’ communications in accordance with their IoT application. It allows per-device records, au-

thentication, and management. (Microsoft, 2021.)  

 

 



7 

 

3.3 REST API and JSON 

 

XML-RPC is the method that was previously used the most to transfer data via HTTP protocols. It is 

much more complicated and resource intensive than JSON, which has become a standard for REST 

API development. JSON is syntactically identical to the JavaScript object syntax, hence the acronym, 

but JSON itself is pure text. Any programming language can be used to read and generate JSON. As 

stated before, JSON utilizes a key-value pair. (W3Schools, [n.d.].) 

 

 

3.3.1 REST API 

 

A REST (Representation State Transfer) API is an application with an architectural style based on 

standardizing communication between computer systems to make it much easier. It uses JSON as a 

formatting language and uses the HTTP protocol for communication. The simplest type of application 

to utilize the REST API style is an application which can create, read, update, and delete (CRUD) data. 

CRUD applications can be basic or more complex. A CRUD app has a stateless interface which can 

process basic POST (create), GET (read), PUT (update), and DELETE requests. (Domareski, 2021.) 

 

 

FIGURE 3. REST API design (Singhal, 2018) 
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3.3.2 JSON 

 

JSON (JavaScript Object Notation) is a lightweight data-interchange format. It is very similar to Ja-

vaScript object syntax, as it is derived from it. Although this is the case, JSON is a very simple format 

for any developer to learn, regardless of JavaScript experience. JSON can be used with many program-

ming languages. XML was the previous standard, but it is much more complicated and XML was not 

completely JavaScript-friendly. JSON has been standardized because of its seamless transition to Ja-

vaScript and has become the standard. It is written in a key-value format. (Ecma-International, [n.d.].) 

 

 

3.4 Content Management System 

 

A CMS (content management system) is an application which manages web content and allows multi-

ple users to create new content, read existing content, update existing content, or delete existing con-

tent. Because it is usually browser-based, it is usually a collaborative effort. (Spilotro, 2018.) 
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4 PLANNING 

The project was conceptualized by Marko Mattila, the development director of Sulaon Oy. The main 

goal was to create a web application for the purpose of managing the company’s devices which are 

connected on their Azure IoT Hub. The application provides a consolidated environment in which all 

users can see all devices on their Hub. The application is only meant for the company, so steps were 

taken to limit the service to that audience. JSON was utilized throughout the project and a goal was to 

use Azure SQL because of the company’s already-existing Azure account, where their IoT Hub is also 

hosted. It was a very difficult project nearly half of concepts were unknown upon entrance, but opti-

mism was kept because it was the ultimate learning opportunity. There were no other developers in 

this project. The planning of a web application involves a few basic steps, though not all of these were 

able to be utilized in this process, as time was essential. Technology stack is important, but the plan-

ning of the front-end/state is also essential, as good planning can prevent the necessity to backtrack a 

decision because not everything was thought through enough. Knowing the userbase and planning the 

database schema is extremely important too. Planning API endpoints in association with the require-

ments of the database activity and planning the component hierarchy are the two steps that could be 

the most crucial to the planning phase, as it will ultimately affect the direct user experience. (Wind-

mill, 2015.) 
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5 INSTALLATION 

For the project to start, Node.js, Express, React, and Azure SQL needed to be installed. Then, familiar-

ization with React and Azure IoT Hub was necessary. The OS in this case was Debian 10, a flavor of 

Linux. Installation is very similar for MacOS; Windows installation differs quite some from this pro-

cess. (Tucakov, 2019.) 

 

 

5.1 Node.js 

 

While Node.js is very important, npm is a package manager for the JavaScript language which is used 

to install different modules. npm is community-supported and is made up of many volunteers and 

skilled developers around the world who share their code and download code from others for reuse in a 

project or if a particular task was developed efficiently, so that rewriting is not necessary. (npm Inc, 

[n.d.].) 

 

 

5.1.1 Installing with GUI 

 

Node.js download can be done from the official website if the Node.js installation package is down-

loaded. It is mostly advisable to download the LTS (long-term support) version because it is the ver-

sion which is deemed for stable use. There is another option available for download, which is the latest 

version; however, it is not recommended unless one seeks to develop Node.js itself because there 

could be potential bugs or new features which are not completely tested yet. Picture 1 displays the offi-

cial download page for Node. (OpenJS Foundation, [n.d.].) 



11 

 

 

PICTURE 1. Node.js download page (OpenJS Foundation, [n.d.]) 

 

 

5.1.2 Installing via terminal 

 

While the package manager for Debian is called dpkg, use of the utility APT is necessary to download 

certain packages for Debian, including Node.js. Picture 2 displays the terminal during Node installa-

tion. After installation, it can be checked with the command “node -v”. (Rahul, 2017.) 

 

PICTURE 2. Download of Node.js via terminal 
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5.2 Microsoft/Azure SQL and Azure IoT Hub 

 

Both Azure products require a subscription to Microsoft Azure, which Sulaon Oy already has. While it 

is ultimately owned by Sulaon, connection still established to the IoT Hub via connection string and 

the ability to view all the devices and their properties was enabled. The program Visual Studio Code 

includes support for Azure IoT Hub. Azure SQL database connection was established via use of the 

program/IDE (integrated development environment) called DataGrip (APPENDIX 1), developed by 

JetBrains. (Microsoft, 2021.) Picture 3 is a screenshot of connection instructions. 

 

 

PICTURE 3. IoT Hub connection steps in Visual Studio Code (Microsoft, 2021) 

 

 



13 

 

5.3 Useful additional installations and modules 

 

While the project could technically be done without additional tools at this time, npm and other con-

tributors have provided many packages which can contain libraries, frameworks, and other useful tools 

and bits of code which can greatly assist in any kind of task, depending on what specific task is at 

hand. Async utility module is used in the program and the Sequelize ORM (object-relational mapping) 

tool was utilized to assist in manipulating and writing code for the database within JavaScript code in-

stead of using plain SQL language within the JavaScript code. In addition, React and Express are cru-

cial to this project, but they are easy npm package installations done via the terminal in Debian 10. Re-

act is installed upon entering “npm install -g create-react-app” into the terminal and then the first React 

app can be created upon entering “create-react-app project-name-here” into the terminal. For Express, 

the process is similarly very easy, as it requires only the line “npm install express – save”, which also 

saves Express to the dependencies list for the potential project, (Nguyen, 2020.) 

 

 

5.3.1 Async 

 

Async is a utility module which provides straightforward, powerful functions for working with asyn-

chronous JavaScript. Although originally designed for use with Node.js and installable via the com-

mand “npm install –save async”, it can also be used directly in the browser. (npm, Inc., 2021.) An 

"async function" in the context of Async is an asynchronous function with a variable number of pa-

rameters. The final parameter is a callback, which must be called once the function is completed. An 

error should be the first callback, just in case. Otherwise, the desired return value should occur. 

(McMahon, [n.d.].) Picture 4 shows an example of an async function in code. 
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PICTURE 4. Example of an async function (npm, Inc., 2021) 

 

 

5.3.2 Sequelize 

 

Sequelize is an open-source Node.js module (npm package, as well) which is an ORM tool. It enables 

manipulation of relational databases in the JavaScript language and syntax and within JavaScript code 

and without using raw SQL queries or very limited. It causes code to appear cleaner and more orga-

nized and more consistent. As SQL can look messy when written in with another programming lan-

guage, it can drastically improve readability. Sequelize will work with many relational database man-

agement systems, including MySQL, PostgreSQL, MariaDB, and Microsoft SQL Server. This serves 

to be useful because of its compatibility with Microsoft SQL Server. (Pius, 2021.) 

  



15 

 

6 IMPLEMENTATION 

To start implementation and due to the newness of React and Sequelize, an extremely basic CRUD app 

was created as a template for the actual project to fit into. It allowed for basic data entry into the data-

base, basic updates, basic viewing, and basic deletions, but it did not utilize any real-world items, like 

later with Azure IoT Hub. Building a basic CRUD application allowed more time to understand some 

of the basic concepts before more serious data was handled. Developing a full-stack application con-

sists of server-side development and client-side development (back-end and front-end, respectively). 

Ideally, development should first be done on the server-side because the information is the most im-

portant part of the entire concept and the front-end will be useless if there’s no data for it to handle nor 

if the server communication is not even written for that data handling to occur. One should develop the 

server-side and have a basic template done so that when development starts on the client-side, those 

developmental decisions can be made more efficiently. Also, part of implementation is API testing. 

This ensures that all data and errors are properly handled. This will be demonstrated for every step. A 

popular method of API testing is to use cURL, which allows for many different supported protocols. 

cURL can be a little bit more difficult to technically configure, as it takes place in the terminal. It is 

easy to make syntax errors if a user does not have deeper knowledge. (Newell, 2020.) The best alterna-

tive that is very popular is the application Postman. It provides a very clean and organized interface 

that allows for quick selection of the request type (POST, GET, PUT, DELETE, PATCH, etc.), a field 

for the request URL, and a convenient tab for inserting necessary headers. (Kotecha, 2018.) 

 

 

6.1 Application Architecture 

 

In basic applications like this, data is retrieved by a browser via Hyper Text Transport Protocol 

(HTTP). The back-end code is what determines how that communication happens and the other events 

can be configured to happen upon initiation in the browser, which is the client-side. The browser’s re-

quest is then returned with an HTTP message to indicate what action has taken place. There are static 

websites and dynamic websites. Static websites return all hardcoded content when requested while dy-

namic websites are more complex and can return specific content only when that content is needed. 

(Mozilla, 2021.) 
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FIGURE 4. Static site architecture (Mozilla, 2021) 

 

Figure 4 and Figure 5 show models of static and dynamic sites, respectively. The differences between 

the static site and the dynamic site become very clear in the intermediate communications of the files 

and server and database. As has been explained, dynamic has a lot more complexity. There are 

GET/POST requests involved, which are not involved in a static website. No data needs to be fetched 

in a static website beyond all data already available to the website. 

 

 

FIGURE 5. Dynamic site architecture (Mozilla, 2021) 
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6.2 Database Architecture 

 

The database diagram is below, which displays schema and relations between certain tables. The 

‘roles’ table holds the three roles that are available in the application: user, admin, and pm. Each role 

has an ‘id’ assigned to it and the ‘user_roles’ table is a consolidation of the ‘id’ from ‘users’ table and 

the ‘id’ from the ‘roles’ table and, together, they indicate as to which role that a specific user is as-

signed. The database diagram is shown in Figure 6. The ‘devices’ table consists of a few fields of im-

portant information about the devices; ‘deviceId’ is the ‘deviceId’ from Azure IoT Hub, ‘devStatus’ 

reads if the device is ‘enabled’ or ‘disabled’ and is set as a Boolean value, and ‘freeDescription’ allows 

for the company to make any comments on the device and it has been written so that any synchroniza-

tion with the IoT Hub itself will not overwrite that field. (Gribkov, 2020.) 

 

 

FIGURE 6. Database diagram 

 

Each table also has timestamp fields ‘createdAt’ and ‘updatedAt’, which properly update. The ‘roles’ 

table has been placed below, as well, so that the ‘roleId’ of each role is known for later actions in this 

project. I created the tables with Sequelize. First, Sequelize variables must be declared to be able to 

use the libraries and, like any database configuration, database credentials are required. Then, 
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Sequelize needs the models, so those should be imported. Finally, before declaring the file as an export 

for later use, roleId and userId associations need to be coded in. For all those steps, these are snippets 

of code from that process: 

 

CODE 1: 

Declaration of Sequelize variables:  

const Sequelize = require('sequelize'); 

                                                          

const sequelize = new Sequelize(credentials and other info here) 

                

 ………… 

                                                          

db.Sequelize = Sequelize; 

                                                          

db.sequelize = sequelize; 

 

Model importation/declaration example:  

db.user = require('../model/user.model.js')(sequelize, Sequelize); 

 

Associations example:  

db.role.belongsToMany(db.user, { through: 'user_roles', foreignKey: 'roleId', otherKey: 

'userId'}); 

 

 

6.3 Application’s Operation 

 

The application will present the user with the login screen. The application has been configured so that 

it forces the user to stay on the login screen until an existing user has logged in and a JSON Web To-

ken (JWT) has been returned to the user. Additionally, since the application is meant only for the use 

of the company and its employees, it was written so that user registration cannot be done via the appli-

cation itself; it must be done either by direct manipulation of the database via a management system or 

through a program which tests the API itself. 
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After login, the user will be presented with their dashboard, which confirms login and displays their 

information conveniently for them. I have made sample pages, which are labelled as “User Page”, 

“Admin Page”, and “Moderator Page”, whose purpose is to show that I have been able to properly 

configure varying levels of access to certain parts of the website based on which role is assigned to the 

current user who is logged in. 

 

The device list is queried from the database upon page loading. The device list can be synchronized 

with the Azure IoT Hub. When a device is clicked and “Edit” is clicked, options for the specific device 

are shown. One can write anything in ‘freeDescription’ and update it, enable/disable, or delete the de-

vice from the database. Even if deletion occurs, the device will return to the database if Hub synchro-

nization is done. On the devices list, when a device is clicked, attributes appear on the side and when 

scrolling, it stays static so that the attributes stay with the page scroll action for convenience. 

 

 

6.3.1 Registration and Login 

 

As stated above, registration is not a feature in the main application because the application is not 

meant for public use; it is for the company’s internal use. Thus, either the database must be manipu-

lated directly or an API testing program (like Postman) can be used to so that it is done directly via the 

API (APPENDIX 2). There are three roles: admin, user, and moderator (pm). During registration, 

passwords are hashed and salted via bcrypt so that even a database manager is not able to view them. 

SHA encryption algorithms were outdated and bcrypt became a newer and more secure standard. 

(Arias, 2021.) Sequelize syntax is used to verify registration (‘findOne’ for email). For login, there is a 

very basic login system which returns a JSON Web Token (JWT) for verification and utilizes Se-

quelize syntax to handle such login. JWT is an open standard (RFC 7519) for transmitting information 

as a JSON object and can be trusted because it is digitally signed. JWTs can be signed using a secret 

(with the HMAC algorithm) or a public/private key pair using RSA or ECDSA. (Auth0, Inc., 2016). 

After all users are registered, the database will display all stored users (APPENDIX 3). There are three 

users because three users were registered. There is a table which holds the ‘role’ names is correspond-

ence to integer values (APPENDIX 4). Finally, there is a table which holds the integer ‘role’ values for 

the ‘id’ integer values to correspond the different roles, ‘user_roles’ (APPENDIX 5). There are three to 

correspond with each type and are stored in integer format and correspond with the integers of users’ 
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‘id’ integer and ultimately assign the actual role’s function together. They will affect which pages and 

actions can be done for each type. The login test is successfully done in the API test (APPENDIX 6). 

The user information is properly returned in the JWT. The user will be permitted to do the actions 

which the ‘role’ label has been granted. The application forces the login screen if there is no user 

logged in. The purpose is to prevent any unauthorized users from accessing any other page. The login 

page is shown in Picture 5. 

 

 

PICTURE 5. Application’s login page 

 

The application has proper error handling implemented for the login system (APPENDIX 7). There 

will be a notice and no access is granted if no correct and existing information has been entered. After 

all actions have been done, the actions can be seen in the console. In addition, the SQL queries which 

happen during the entire process are visible. Relevant registration code is here. Note the ‘User.create’ 

line and the fields which correspond with the ‘users’ database table. That is Sequelize in action: 

 

CODE 2: 

 User.create({ 

  name: req.body.name, 

  username: req.body.username, 

  email: req.body.email, 

  password: bcrypt.hashSync(req.body.password, 10) 

 }).then(user => { 

  if (req.body.roles) { 

  Role.findAll({ 
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   where: { 

    name: req.body.roles 

   } 

  }).then(roles => { 

   user.setRoles(roles).then(() => { 

    res.send({ message: "User and role 

registered successfully." }); 

   }); 

  }); 

 } else { 

  user.setRoles([1]).then(() => { 

   res.send({ message: "Registered as role 'USER'." 

}); 

  }); 

 } 

}) 

 

Relevant login code. Sequelize is again used to find the user via email and the entered password is 

compared to the database password: 

let passwordIsValid = bcrypt.compareSync(req.body.password, user.password); 

 

JWT is then signed and returned to allow successful login, with all relevant and safe user information 

on the JWT. Roles are sent and stored as an array literal:  

let token = jwt.sign({ id: user.id } , config.secret, { 

   expiresIn: 86400 // expires in 24 hours 

  }); 

 

  let authorities = []; 

  user.getRoles().then(roles => { 

   for (let i = 0; i < roles.length; i++) { 

    authorities.push(roles[i].name.toUpperCase()); 

   } 

 

res.status(200).send({auth: true, accessToken: token, id: user.id, name: user.name, username: 

user.username, email: user.email, roles: authorities }) 

  }); 

 

This code forces the login page if there is no user stored in ‘currentUser’ (no user logged in): 

{currentUser ? ( 

                        <div className="navbar-nav ml-auto"> 

                            <li className="nav-item"> 

                                <a href="/signin" className="nav-link" onClick={log-

Out}> 
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                                    Log Out 

                                </a> 

                            </li> 

                        </div> 

                    ) : ( 

                        <div className="navbar-nav ml-auto"> 

                            <Redirect strict from="/" to="/signin" /> 

                            <Route path="/signin"> 

                            </Route> 

                            <li className="nav-item"> 

                                <Link to={"/signin"} className="nav-link"> 

                                    Login 

                                </Link> 

                            </li> 

                        </div> 

                    )} 

 

 

6.3.2 Role-Based Pages 

 

After the user has logged in, there is automatic redirection to the dashboard page, which displays all 

information for the user’s convenience. This information is from the JWT. Admins can see everything 

on the website, but moderators and users can see only pages which are relevant to their role. It is simi-

lar to the previous section in how ‘currentUser’ storage determines if the website is open to the user or 

if the login page will be forced. This time, it checks what the role of ‘currentUser’ is from the JWT, in 

which the role is stored and changes the view for each role. Viewing of the pages is also restricted and 

will be blank if the address of an unauthorized page is entered. API tests are done on a GET request 

and the dashboard example can be seen in Picture 6. A screenshot of SQL queries in this process is 

also provided. The API tests for the pages are done in Postman and are done on the different roles. The 

‘role’ field, as seen in the dashboard example, is different for each ‘role’ type. This corresponds to the 

labeled roles. The moderator has similar capabilities in most CRUD apps, aside from widescale data 

manipulation. Moderator and administrator can access ‘user’ page. The ‘user’ page test is done, as 

well. ‘User’ cannot access the ‘admin’ and ‘pm’ pages the tabs do not show for ‘user’. (Degges, 2018.) 
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PICTURE 6. Admin dashboard 

 

6.3.3 Devices List 

 

Assuming that devices are already in the database, when the user clicks to go to the Devices List page, 

the page load will query the database to select all devices (SELECT * FROM devices) and all devices 

will show on the page, as can be seen in Picture 7. This has been done by placing the retrieval action 

inside of the ‘useEffect’ React hook. When the button ‘Synchronize Database With IoT Hub’ is 

clicked, a query is sent, which follows examples from the query language guide from the Azure IoT 

Hub documentation, which is very similar to regular SQL language. (Microsoft, 2021.) An API test for 

synchronization was done before client-side development (APPENDIX 8). The request was pro-

grammed as a PUT request and the resulting SQL table is also shown (APPENDIX 9). 
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PICTURE 7. Devices List page after synchronization 

 

 

Along with the list is a search bar. It has been programmatically connected with the queried results of 

the database to allow for dynamic changes to occur as a user enters characters into the text field, as 

seen in Picture 8. Also, as a user scrolls the Devices List page, the section of the interface with the but-

tons and where device attributes are displayed will be static so that the view seems to go with the page 

as scrolling happens (APPENDIX 10). Clicking on a device will change the view from the text to de-

vice’s attributes. Ultimately, whether the devices are queried from the database or synchronized with 

the Hub, both actions will be a type of “RETRIEVE_DEVICES” action in Redux DevTools (APPEN-

DIX 11). 
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PICTURE 8. Dynamic search bar 

 

This is the relevant piece of code which uses the Azure IoT Hub query language and retrieves all de-

vices: 

CODE 3: 

let query = registry.createQuery('SELECT * FROM devices'); 

 

One important aspect of this code is that this queries all device twins. While the concept of ‘device 

twin’ will be explained in further detail in the later, designated section for ‘Get Device Twin’, the 

basic information regarding this step is that it is a JSON document which stores the device state infor-

mation, including metadata, configurations, and conditions. (Microsoft, 2021.) One of those pieces of 

information is the ‘deviceId’ of each device. 

 

After that piece of code, the ‘forEach’ function is used and Sequelize is used to insert the data into the 

database. Then, Sequelize’s ‘findAll’ function is used to list the devices from the database which have 

just been synchronized and stored into the database. On a regular database query when devices are al-

ready inserted, the basic ‘findAll’ function is used to make the database entries appear on the applica-

tion’s Device List. 

 

This is the relevant piece of code for the aesthetic aspect of the list and dynamic search bar: 

CODE 4: 

<ul className="list-group"> 
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                    {devices && 

                    searchResults.map((device, index) => ( 

                        <li 

                            className={ 

                                "list-group-item " + (index === currentIndex ? "active" 

: "") 

                            } 

                            onClick={() => setActiveDevice(device, index)} 

                            key={index} 

                        > 

                            {device.deviceId} 

                        </li> 

                    ))} 

                </ul> 

 

These are the relevant codes for the search bar function. Notice ‘useEffect’ is also used here but is sep-

arate from the device retrieval function call. During development, placing both together caused an infi-

nite loop of database queries, so it was crucial to fix that and it was done: 

const [searchTitle, setSearchTitle] = useState(""); 

const [searchResults, setSearchResults] = useState([]); 

………… 

useEffect(() => { 

        setSearchResults(devices.filter(device => device.deviceId.toString().toLower-

Case().includes(searchTitle.toLowerCase()))); 

    }, [devices, searchTitle]); 

 

    const onChangeSearchTitle = e => { 

        const searchTitle = e.target.value; 

        setSearchTitle(searchTitle); 

    }; 

 

This is the relevant piece of code which keeps the Device attributes panel static (namely, the ‘position’ 

property):  

<div style={{ position: "fixed", right: "-20px", top: "160px" }} className="col-md-6 

device"> 
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Finally, this is the SQL query that is responsible for the synchronization function and they can be seen 

in the console logs (APPENDIX 12). To explain it simply, if a device exists which already has a cer-

tain ‘deviceId’ that matches ‘deviceId’ from all device twins which were just queried (refer to the 

above code that used the Azure IoT Hub query language), it will update all other fields which are cor-

related with that device; if this device, otherwise, does not exist in the database, it is added along with 

all corresponding information. Also, remember that the ‘freeDescription’ column is never updated, as 

the use case specifies that this is meant to stay consistent on the UI for employees’ use, despite any 

synchronizations: 

CODE 5: 

IF EXISTS(SELECT deviceID FROM devices WHERE deviceId = (?) ) UPDATE devices SET devStatus = 

(?) WHERE deviceId = (?) ELSE INSERT INTO devices (deviceId, devStatus, freeDescription) SE-

LECT (?), (?), (?) 

 

 

6.3.4 Device View 

 

After a user clicks the ‘Edit’ button on a selected device from Devices List, the user is presented with 

an interface which shows the stored data about that specific device. One way which I have limited the 

amount of database queries is that after the initial query upon first navigation to Devices List, all de-

vices stay in the state, so no reloading or dropping of data happens while a user is signed in. Sequelize 

is used to query the device by the primary key (id) of the selected device, taken from the URL via the 

‘req.params’ JavaScript line, from the user interface (UI). I ensured that the device information would 

be stored in the ‘currentDevice’ variable by creating a blank ‘initialDeviceState’ variable which mir-

rors the properties of the devices from the database and storing that same data in that variable as an ar-

ray (APPENDIX 13). On this page, the user is presented with the following action options: ‘Disa-

ble’/’Enable’, ‘Delete’, ‘Update’, and ‘Get Device Twin’. Basic CSS (Cascading Style Sheets) was 

used to alter the styling and placement of components. There are relevant screenshots of the API tests, 

done on a GET request (APPENDIX 14), and some application screenshots and code are attached to 

show how this was implemented. Picture 9 shows an example of one device’s page. This operation is a 

type of READ action, which is part of the basic CRUD model. (Degges, 2018.) 
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PICTURE 9. Device page 

 

The relevant code follows this. This first snip of code is the blank ‘initialDeviceState’ variable which 

is used as a reference for the ‘currentDevice’ variable in which the data is later stored in: 

CODE 6: 

const initialDeviceState = { 

        id: null, 

        deviceId: "", 

        freeDescription: "", 

        devStatus: true, 

    }; 

 

    const [currentDevice, setCurrentDevice] = useState(initialDeviceState); 

 

This code snip is where the device data is stored into the ‘currentDevice’ variable for later possible 

uses, as there was no need to clear the state and do another ‘dispatch’ of a Redux action to retrieve the 

device data again when the entire database has already been loaded on the prior Devices List page. 

Thus, Redux is not used in this case: 

CODE 7: 
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DeviceDataService.retrieveDevice(id) 

            .then(response => { 

                const currentDevice = { 

                    id: response.data.id, 

                    deviceId: response.data.deviceId, 

                    freeDescription: response.data.freeDescription, 

                    devStatus: response.data.devStatus, 

                }; 

                setCurrentDevice(response.data); 

 

 

6.3.5 Update Device 

 

While there is technically only one function within the program that is truly labelled as an update func-

tion, there are two updates which can be done on the Device page: one is to click the ‘enable’/’disable’ 

button, which has been written as a Boolean and operates as ‘true’/’false’ in the actual database (AP-

PENDIX 15), and the other is to write new text in the ‘Notes/Description’ field and click the ‘Update’ 

button, which updates that field in the database for the corresponding device. When synchronization is 

done, all are as ‘enabled’ (‘true’ in the database) by default. Changing the Boolean does not require the 

‘Update’ button to be clicked; in fact, changing the Boolean value ‘enable’/’disable’ (again, 

‘true’/’false’) is coded 100% on the front-end and the only back-end code which contains the Boolean 

value itself is to update the database. The back-end is not responsible for changing the value of it, 

though the value could be changed in API testing (any value other than ‘true’ or ‘false’ would cause an 

error, as the front-end is solely responsible for ‘enable’ and ‘disable’). The front-end code for the aes-

thetical factor of changing the Boolean value and the code from the Devices List page which shows the 

‘Device’ attributes tab upon clicking a device from the actual list are very similar; it is coded within 

some HTML code and essentially functions as a Boolean in that it shifts the view one way or another 

depending upon the condition and there are only two available conditions. The code that is responsible 

for the functioning of the Boolean change is similar to the Device page code, which created the blank 

‘initialDeviceState’ variable to store the data for storage in the ‘currentDevice’ variable, which now 
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comes into use. The ‘currentDevice’ variable and the ‘devStatus’ field are utilized. The process having 

been done in the UI is depicted in Picture 10. 

 

PICTURE 10. Device ‘devStatus’ update in application 

 

Similarly, updating the ‘Notes/Description’ field (‘freeDescription in ‘devices’ database table) uses the 

‘currentDevice’ variable and the ‘id’ of ‘currentDevice’. What differentiates the two is that updating 

the description does not require creation of a blank variable for initial storage purposes. Also, clicking 

the ‘Update’ button to update the description pushes the user back to the Devices List page. Updating 

is another basic function of the CRUD model. (Degges, 2018.) A screenshot and code which are rele-

vant to these processes are shown below. Picture 11 depicts the UI showing that the ‘Notes/Descrip-

tion’ field has been updated. 
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PICTURE 11. Device description update 

 

The back-end code is very basic Sequelize syntax for updates and appears very similar to code from 

previous steps. This is the relevant code that shows the blank variable for changing the Boolean value 

and the storage and utilization of the ‘currentDevice’ variable: 

CODE 8: 

        const data = { 

            id: currentDevice.id, 

            deviceId: currentDevice.deviceId, 

            freeDescription: currentDevice.freeDescription, 

            devStatus: status, 

        }; 

        ………… 

        dispatch(updateDevice(currentDevice.id, data)) 

            .then(response => { 

                console.log(response); 

                setCurrentDevice({ ...currentDevice, devStatus: status }); 

                console.log(currentDevice); 

                setMessage("The status was updated successfully!"); 

            }) 
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This is the relevant code for updating the ‘Notes/Description’ field. Note that it also utilizes the ‘cur-

rentDevice’ variable: 

const updateContent = () => { 

        dispatch(updateDevice(currentDevice.id, currentDevice)) 

            .then(response => { 

                console.log(response); 

                setMessage("The device was updated successfully!"); 

                props.history.push("/devices"); 

            }) 

            .catch(e => { 

                console.log(e); 

            }); 

    }; 

 

 

6.3.6 Get Device Twin 

 

An important part of working with devices on Azure IoT Hub is to understand what the ‘device twin’ 

is. It was explained previously that it’s a JSON document which stores the device state information, 

including metadata, configurations, and conditions. It can be used for simple checks, but can also be 

used, for example, to store important information about such a device, like location, last update time, 

and even the process of long-running workflows, such as updates. The device twin can also report if 

said device is connected to Wi-Fi or cellular data. Generally, the sections of a device twin are tags, de-

sired properties, reported properties, and device identity properties. Properties within those sections 

can also be replaced and/or changed and be reflected in the latest device twin. (Microsoft, 2021.) 

The server-side code for getting the device twin was complicated for me to resolve and took quite 

some time and many attempts mixed in while sometimes working on other tasks which I was able to 

solve quicker. First, the server-side code utilizes Sequelize and actually requires a hard-coded query 

this time and that query finds the ‘deviceId’ of the corresponding ‘id’ of the device page the user is 
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currently on by using the ‘req.params’ property to take the ‘id’ from the URL. Then, the result of that 

query presents ‘deviceId’ in the format “[{“deviceId”: “10521c89b140”}],1”; the problem here is that 

my next step is to do an Azure IoT Hub query, but the query will not recognize ‘deviceId’ in that for-

mat. To solve this, I used the JavaScript ‘slice’ function to remove characters from both ends of 

“[{“deviceId”: “10521c89b140”}],1” so that only “10521c89b140” is what remains, as seen in the logs 

in Picture 12. Then, I stored the remaining sliced result as its own variable and used that variable 

within the Azure IoT Hub query and the device twin was finally obtained. 

 

 

PICTURE 12. Twin query process console log with SQL query 

 

 

On the client-side, it was very basic implementation to make it appear on the UI. I used the HTML 

‘<pre>’ tag, as it is used to render preformatted text on a browser page, and the device twin is certainly 

preformatted JSON, which made rendering very easy. The purpose of the only JavaScript code was to 

render the twin from the Redux store/state, in which the twin is stored (APPENDIX 16). When the 

user navigates away from the Device page, any twin information will be cleared from the state (AP-

PENDIX 17). The relevant screenshots and code will show how this is done. A real device was utilized 

to ensure that the obtained data was the latest device twin data. Picture 13 shows the UI after the twin 

is queried. API tests were probably the most helpful here, as I was never sure exactly when the twin 

data would finally appear and those are included (APPENDIX 18), as well. 
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PICTURE 13. Device twin queried in UI 

 

The action of querying the device twin is also done via Redux principles (dispatch, reducer, etc). For 

context, ‘reducer’ in Redux principles is what controls the state and is how the ‘twin’ state is cleared 

after navigation away from the Device page; the empty ‘initialState’ is returned on default. For more 

context, this is some code which is relevant to the ‘reducer’ concept: 

CODE 9: 

const initialState = []; 

 

const twinReducer = (twin = initialState, action) => { 

     const { type, payload } = action; 

 

     switch (type) { 

         case RETRIEVE_DEVICE_TWIN: 

             return payload; 

 

         default: 

             return initialState; 

     } 
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    }; 

 

This code is relevant to the ‘actions’ concept in Redux: 

export const queryDeviceTwin = (id, data) => async (dispatch) => { 

    try { 

        const res = await DeviceDataService.queryDeviceTwin(id, data); 

 

        dispatch({ 

            type: RETRIEVE_DEVICE_TWIN, 

            payload: res.data, 

        }); 

 

        return Promise.resolve(res.data); 

    } catch (err) { 

        return Promise.reject(err); 

    } 

}; 

 

This code is an example of a line from the ‘device.service’ file that is responsible for routing the data 

through the API address: 

const queryDeviceTwin = (id, data) => { 

    return axios.post(API_URL + `device/${id}`, data, { headers: authHeader() }); 

}; 

 

As a reminder, this is what it looks like to use the Redux concept ‘dispatch’ to truly use the actions and 

reducers: 

const queryTwin = () => { 

        dispatch(queryDeviceTwin(currentDevice.id)) 
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            .then(response => { 

                console.log(response); 

                setCurrentTwin({ ...currentTwin, twin: response}); 

                setMessage("The twin was queried successfully."); 

            }) 

 

As it can be seen, when the action “queryDeviceTwin” is called in the main file (in this case, on the 

click of a button, which the previous function “queryTwin” is connected to), it is dispatched through 

the API and then is processed by the server to render the twin. Then, the reducer verifies the payload 

and, again as in this case, the final part of the reducer will return the twin state to empty so that any 

other possible twin to query can be stored and rendered later. The twin is rendered on the page with 

this code: 

<pre>{JSON.stringify(store.getState().twin, null, 4)}</pre> 

 

This code explains the concept of JavaScript’s ‘slice’ function that was described in the beginning of 

section 6.3.6. The variable ‘result’ is the original returned data that needed to be sliced in order to get 

‘deviceId’ in the proper format. The eventual proper returned value has been assigned as the variable 

‘properResult’: 

let beginningSliceCharacterCount = 15; 

                    let endingSliceCharacterCount = -6; 

                    let properResult = JSON.stringify(result).slice(beginningSliceChar-

acterCount, endingSliceCharacterCount); 

 

Finally, the following query is the Azure IoT Hub query which takes the newly created variable 

‘properResult’ (the pure ‘deviceId’), and queries the twin (in Azure IoT Hub, “SELECT *” will query 

the entire device twin): 

SELECT * FROM devices WHERE deviceId = '${properResult}' 
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6.3.7 Delete Device 

 

The delete function is very straightforward, after having gone through all other processes. The server-

side code uses Sequelize syntax and the condition is based on the ‘id’ of the device which was just 

chosen for deletion. The application will then push the user back to the Devices List page and the re-

flected change will be apparent. The client-side is automatically updated after the button is clicked be-

cause the state is changed. Deletion is another basic function of the CRUD model. (Degges, 2018.) 

API tests were conducted (APPENDIX 19) before the UI was developed. The relevant screenshot for 

the UI is depicted in Picture 14 and minimal required code for explaining the concept are below. The 

SQL table was also affected as according to the actions (APPENDIX 20) and the queries were logged 

(APPENDIX 21). The state change was reflected in Redux DevTools, confirming the action (APPEN-

DIX 22). Not much code needs to be shown to understand how the delete function happens. After the 

Redux action is dispatched and the device is deleted from the server, using Sequelize syntax in the 

code, the application pushes the user back to the Devices List page with this relevant code: 

CODE 10: 

props.history.push("/devices"); 

 

 

PICTURE 14: Devices List after delete function 
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6.3.8 Delete All Devices 

 

This works the same as the function to delete one device, except that this button is located back on the 

Devices List page. Besides that, it uses Sequelize with an empty condition, which signifies all condi-

tions. In SQL, an empty condition is a reflection for “all”. The UI is automatically updated as the state 

changes. API tests were done before the client-side development started (APPENDIX 23). The screen-

shot of the UI displaying a successful message for deleting all devices is depicted in Picture 15. The 

SQL table was affected and all devices were gone (APPENDIX 24). In addition, the state change was 

reflected in the Redux DevTools window (APPENDIX 25). Devices can be obtained again via syn-

chronization method which was demonstrated prior. 

 

 

PICTURE 15. Devices List page after clicking “Delete All Devices” button  
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7 CONCLUSION 

The thesis intended to convey the process of how a full-stack application is created in the JavaScript 

language. There were many challenges involved, including the inexperience in React, Redux, Azure 

SQL, or IoT Hub, it was mostly solo work with some assistance, and that the project idea was very ab-

rupt after an issue with the previous project idea, but a good application was able to be built, despite 

any obstacles which complicated the project. The project was the best opportunity to learn some of the 

skills which could be necessary in a real-life workplace or hobby setting. It also allowed experience for 

real-world situations in which problem-solving skills would be necessary. The application was devel-

oped in about two months because one month was spent to learn some of the involved technologies. It 

followed the CMS model, including user authentication, web interface, editable content, and it repre-

sents a REST API. While the application is meant only for in-house use among employees for work 

purposes, adequate security and good role security are necessary and the application has a very basic 

system implemented to reflect that idea. 

 

Ultimately, the project will experience further development, as many steps should be completed to 

bring the application to a functioning state for the company, but the groundwork has been made and is 

something that has been made very easy to improve upon. Because of the short development time and 

because development was done on an internship, the application unfortunately could not experience 

that practical use during the project’s elapsed time, but it should be much easier for the company or 

another future developer or intern to really tweak everything and clean up certain parts of the applica-

tion and add in the necessary features, especially because as this project was not originally the first in-

tended project for the contract, this idea was more of an idea in the long-term for the company. The 

opportunity arose and, with the combination of completed work on the prior project idea, some code 

was able to be reused and an absolute fresh start was not necessary. 
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